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Provider Type / Model: COHU 3955 Camera

Video Transmission Settings:

Transmission Medium 1: Video over IP, via CODEC

Encoder Model CoreTec MPEG4 IP-based CODEC
Encoder Hostname 192.168.1.55 : 55

(or IP Address) & Port:

Encoder Multicast 224.0.0.5:82

Address & Port:

Video Compression Type: MPEG4

Transmission Medium 2: Video over IP, via CODEC

Encoder Model iMPath MPEG2 IP-based CODEC
Encoder Hostname 102.168.1.44 : 22

(or IP Address) & Port:

Encoder Multicast 224.0.0.78 : 8080

Address & Port:

Video Compression Type: MPEG2

Transmission Medium 3: Vicon 1500 Switch
Switch Name: ‘SIM BHT Switch
Switch Input Port: 1

Transmission Medium 4: Vicon 1500 Switch
Switch Name: ‘SIM FMT Switch
‘Switch Input Por 2

Flash Streaming Server Settings:

Server 1: 192.168.1.88
Port: 9990
Password: testing
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1 Introduction

1.1 Purpose

This document describes the design of the software for Release 5 of the CHART system.  This build provides: 

· The Maintenance GUI, a portal into the existing CHART GUI that provides a view of the system tailored to device maintenance personnel.  Upon login, the user can choose to view the maintenance portal instead of the normal CHART GUI pages.  
· An Integrated Map, a map is being added to the home page to provide users with a map view that is always available to them.  A second type of map that is being added to the CHART GUI is the nearby devices map which is added to the details page of each traffic event.  The nearby devices map focuses on the display of devices near the target traffic event that could be used for verification or response.  The third type of map that has been added to the GUI is the object location map.  This map allows users to see a geographic view of where they are locating a traffic event or device, and allows them to use the map to set a different point location for the object as well.

· The Data Exporter, a web service to provide CHART Data to External Systems. A new web service is included in R5 to allow external systems such as RITIS to connect to CHART to retrieve information.  This new service provides better security and data protection than the existing CORBA based interface.  It also provides better isolation of the CHART system from external systems. 

· CHART R5 enhances the video service capabilities.  In this release an administrator is able to configure more than one video sending device for each source. CHART R5 gives the administrator the ability to configure at least five sending devices.  CHART R5 will display video images to each sending device configured from one video source. CHART R5 also provides the capability to control (enable and disable) public flash video streams. Administrator will be able to configure public video stream controls.  Once configured public flash video associated with the control will be automatically disabled as Block to Public Monitors is executed.  Public flash video streams will be automatically enabled as Unblock to Public Monitors is executed.
· The Intranet Map application expands its capability by giving users the ability to locate exits, locate points of interest, and display satellite imagery.  It also expands its role by providing a common home for GIS services to be used by both the Intranet Map and the Integrated Map.  The existing CORBA Web Listener is replaced by the ExportClient as the source of its CHART traffic event and device data.
1.2 Objectives

The main objective of this detailed design document is to provide software developers with a framework in which to implement the requirements identified in the CHART R5 Requirements document.  A matrix mapping requirements to the design is presented in Section 6 (Mapping To Requirements).

1.3 Scope

This design is limited to Release 5 of the CHART System.  It addresses both the design of the server components of CHART and the Graphical User Interface (GUI) components of CHART to support the new features being added.    Unlike previous design documents, the design changes for the Intranet Map are included.  This design does not include designs for components implemented in earlier releases of the CHART system.

1.4 Design Process

The design was created by capturing the requirements of the system in UML Use Case diagrams. Class diagrams were generated showing the high level objects that address the Use Cases. Sequence diagrams were generated to show how each piece of major functionality will be achieved.  This process was iterative in nature – the creation of sequence diagrams sometimes caused re-engineering of the class diagrams, and vice versa.   

1.5 Design Tools

The work products contained within this design will be extracted from the Tau Unified Modeling Language (UML) Suite design tool. Within this tool, the design will be contained in the CHART project, Release 5, Analysis phase and System Design phase.  And also in the CHARTMapping project, Release 5, Analysis phase and System Design phase.
1.6 Work Products

The final R5 design consists of the following work products:

· Use Case diagrams that capture the requirements of the system 

· Human-Machine Interface section which provides descriptions of the screens that are changing or being added in order to allow the user to perform the described uses.

· UML Class diagrams, showing the software objects which allow the system to accommodate the uses of the system described in the Use Case diagrams

· UML Sequence diagrams showing how the classes interact to accomplish major functions of the system

· Requirement Verification Traceability Matrix that shows how this design meets the documented requirements for this feature

2 Architecture

The sections below discuss specific elements of the architecture and software components that are created, changed, or used in R5.

2.1 Network/Hardware 

2.1.1 Integrated Map

The following figure shows the network layout for the Integrated Map and Intranet Map features.  The CHART GIS Server houses the Integrated Map while the Mapping GIS Service houses the Intranet Map which now includes GIS services used by both maps.
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2.1.2 Data Exporter

CHART R5 introduces a new interface for CHART – an export service is included to allow external systems to retrieve data from the CHART system. The CHART system will host an HTTPS/XML interface for data export.
The following Data Exporter network change will be implemented in the CHART System.  The CHART Exporter server will live outside the CHART firewall however it supports both external (RITIS) and internal (Intranet Map) clients.  Initially RITIS will continue to use the CORBA UMD Listener however it is expected they will transition to the Data Exporter before R6 is deployed.

[image: image3]
2.1.3 Video Changes

There are no network changes required for R5 Video Updates.

2.1.4 Intranet Map

There are no network changes required for the Intranet Map
2.2 Software

CHART uses the Common Object Request Broker Architecture (CORBA) as the base architecture, with custom built software objects made available on the network allowing their data to be accessed via well defined CORBA interfaces.  Communications to remote devices use the Field Management Server (FMS) architecture.  As external interfaces are added such as the Data Exporter, they are created using a web services architecture combining an HTTP request/response structure to pass XML messages.

The Integrated Map feature is replacing the existing Roadway Location Lookup CORBA service with a REST (Representational State Transfer) web service in order to make the information more accessible to other applications.  It is also adding the use of an external web service that provides GIS information.
2.2.1 COTS Products

CHART uses numerous COTS products for both run-time and development.  New products being added in Release 5 are as follows:
	Product Name
	Description

	JAXB
	CHART uses the jaxb java library to automate the tedious task of hand-coding field-by-field XML translation and validation for exported data.

	OpenLayers
	The Integrated Map feature uses the Open Layers JavaScript API 2.8 (http://openlayers.org/) in order to render interactive maps within a web application without relying on vendor specific software.  Open Layers is an open source product released under a BSD style license which can be found at (http://svn.openlayers.org/trunk/openlayers/license.txt).

	Apache XML-RPC
	CHART uses the apache xmlrpc java library 3.1.2 protocol that uses XML over HTTP to implement remote procedure calls.  The video Flash streaming “red button” (“kill switch”) API uses XML over HTTP remote procedure calls.


The following table contains existing COTS products that have not changed for R5:
	Product Name
	Description

	Apache ActiveMQ
	CHART uses this to connect to RITIS JMS queues

	Apache Jakarta Ant
	CHART uses Apache Jakarta Ant 1.6.5 to build CHART applications and deployment jars.

	Apache Tomcat
	CHART uses Apache Tomcat 6.0.18 as the GUI web server.

	Attention! CC
	CHART uses Attention! CC Version 2.1 to provide notification services.

	Attention! CC API
	CHART uses Attention! CC API Version 2.1 to interface with Attention! CC.

	Attention! NS
	CHART uses Attention! NS Version 6.1 to provide notification services.   

	Bison/Flex
	CHART uses Bison and Flex as part of the process of compiling binary macro files used for performing camera menu operations on Vicon Surveyor VFT cameras.

	CoreTec Decoder Control
	CHART uses a CoreTec supplied decoder control API for commanding CoreTec decoders.

	Dialogic API
	CHART uses the Dialogic API for sending and receiving Dual Tone Multi Frequency (DTMF) tones for HAR communications.

	ESRI's ArcGIS Sever
	CHART uses version 9.3 to serve maps over the Internet.

	ESRI's MapObjects
	CHART uses the Map Objects for spatial algorithms.

	Flex2 SDK
	The CHART GUI will use the Flex2 SDK, version 3.1 to provide the Flex compiler, the standard Flex libraries, and examples for building Flex applications.

	GIF89 Encoder
	Utility classes that can create .gif files with optional animation.  This utility is used for the creation of DMS True Display windows.

	JDOM
	CHART uses JDOM b7 (beta-7) dated 2001-07-07.  JDOM provides a way to represent an XML document for easy and efficient reading, manipulation, and writing.

	JacORB 
	CHART uses a compiled, patched version of JacORB 2.2.4.  The JacORB source code, including the patched code, is kept in the CHART source repository.

	Java Run-Time (JRE)
	CHART uses 1.5.0_16.

	JavaService
	CHART uses JavaService to install the server side Java software components as Windows services. 

	JAXEN
	CHART uses JAXEN 1.0-beta-8 dated 2002-01-09.  The Jaxen project is a Java XPath Engine. Jaxen is a universal object model walker, capable of evaluating XPath expressions across multiple models.

	JoeSNMP
	CHART uses JoeSNMP version 0.2.6 dated 2001-11-11.  JoeSNMP is a Java based implementation of the SNMP protocol.  CHART uses for commanding iMPath MPEG-2 decoders and for communications with NTCIP DMSs.

	JSON-simple
	CHART uses the JSON-simple java library to encode/decode strings that use JSON (JavaScript Object Notation).

	JTS
	CHART uses the Java Topology Suite (JTS) version 1.8.0 for geographical utility classes.

	Log4J
	CHART uses the log4J version 1.2.15 for logging purposes.

	NSIS
	CHART uses the Nullsoft Scriptable Installation System (NSIS), version 2.20, as the server side installation package.   

	Nuance Text To Speech
	For text-to-speech (TTS) conversion CHART uses a TTS engine that integrates with Microsoft Speech Application Programming Interface (MSSAPI), version 5.1.  CHART uses Nuance Vocalizer 4.0 with Nuance SAPI 5.1 Integration for Nuance Vocalizer 4.0.

	Oracle
	CHART uses Oracle 10.1.0.5 as its database and uses the Oracle 10G JDBC libraries (ojdbc1.4.jar) for all database transactions.

	O’Reilly Servlet
	Provides classes that allow the CHART GUI to handle file uploads via multi-part form submission.

	Prototype Javascript Library
	The CHART GUI uses the Prototype Javascript library, version 1.5.1, a cross-browser compatible Javascript library provides many features (including easy Ajax support).

	SAXPath
	CHART uses SAXPath 1.0-beta-6 dated 2001-09-27.  SAXPath is an event-based API for XPath parsers, that is, for parsers which parse XPath expressions.

	SQLServer JDBC Driver
	CHART uses this driver to lookup GIS releated data and also to store Location Aliases in SQL Server databases.

	Velocity Template Engine
	Provides classes that CHART GUI uses in order to create dynamic web pages using velocity templates.

	Vicon V1500 API
	CHART uses a Vicon supplied API for commanding the ViconV1500 CPU to switch video on the Vicon V1500 switch


2.2.2 Deployment /Interface Compatibility

2.2.2.1 External Interfaces

This section describes the external interfaces being added in Release 5 of the CHART system. 
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Figure 2‑1 CHART and External Interfaces

The external interfaces included are:

1. The Integrated Map is reliant on a GIS web service API provided by the CHART Intranet Map application for GIS data.  This interface is documented in a separate ICD (Interface Control Document) and is governed by an XSD published by the CHART Intranet Map application.  This interface provides the Integrated Map with the following information:

· Geographic extents for Maryland and neighboring states.

· Geographic boundaries for Maryland counties

· Exits along a given road within a specified county

· Mileposts along a given road within a specified county

· State and county (if within Maryland) of a specified point location (lat/lon coordinate)

The Integrated Map is also reliant on the following WMS map layers that are exported from the CHART Intranet mapping application for display in the CHART GUI.

· Base map layer: The Integrated Map shows CHART traffic events and devices over the same base map image that is used by the CHART Intranet map.

· Exits layer: The Integrated Map shows roadway exits as an overlay layer.

· Mileposts layer: The Integrated Map shows state mileposts as an overlay layer.
2. The primary purpose of the Data Exporter is to provide an external interface to CHART data however it is also a convenient method for controlling data to other independent CHART applications such as the Intranet map and the public web site.  It replaces the previous CORBA Event Listener approach which provided external systems with direct access to view and potentially modify sensitive internal objects including passwords, phone numbers, and restricted traffic event information such as fatalities.  The R5 Data Exporter prevents external clients from modifying internal objects.  It also provides the CHART administrator with the ability to use existing CHART rights to control information flow to external clients.  
For R5, the Intranet Map and CHART Public Web Site will receive their CHART data via a new Export Client application that writes the standards-based messages to the Map database.  The other external client, the University of Maryland, will not initially use the Data Exporter however the expectation is that UMD will transition to the Data Exporter on their own schedule after R5 is deployed but before R6 is deployed.  Once R6 is deployed, external clients will no longer be able to use CORBA directly to access CHART internal objects.
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Figure 2‑2 R5 Server Deployment

2.2.2.2 Internal Interfaces

This section describes the internal interfaces being added or modified in Release 5 of the CHART system.
1. The Maintenance GUI utilizes the existing GUI interface.  Changes are made to allow the user to choose to view pages tailored to a device maintainer.
2. The Integrated Map feature utilizes the existing GUI interface.  Changes are made to add a map to the home page, a map that shows nearby devices on the details page of each traffic event, and a map to the various screens that allow users to specify the location of traffic events and devices.  The Integrated Map feature is replacing the existing CHART Roadway Location Lookup CORBA based service with a REST Web Service that provides the same functionality.  The benefit of this replacement is that other CHART applications such as the Internet Map, Intranet Map, EORS, etc. will be able to benefit by using the published REST API.
3. Before R5, the WebListener application used CORBA to collect CHART information and provide it to the database shared by the Internet/Intranet Map and the Public Web.  For R5 this same information is provided with the addition of a relatively simple ExportClient application.  The WebListener will be retired for R5. The ExportClient application will adhere to the following rules:

· For Event data exchange it follows the SAE ATIS J2354 standard.  For devices it adheres to the TMDD standards.

· Once it receives the updated data it modifies the appropriate database shared by the Internet/Intranet Map and the Public Web.

· For any configuration changes received by the Data Exporter it alerts the map application via HTTP requests.
2.3 Security

1. The CHART System itself runs entirely behind the MDOT firewall. CHART R5 introduces a web service that allows external systems (such as RITIS) to obtain data from CHART.  This will eventually eliminate the need for CHART to allow external systems to connect via its CORBA interfaces, although access to the CORBA interfaces will still be required until existing external consumers of CHART data are updated to use the new HTTPS/XML interface.  This new web service requires the opening of a specific port in the MDOT firewall.  This is permitted because the services use a non-standard port for HTTPS as well as connection security measures described in the next paragraph.
All external systems that connect to a CHART HTTPS/XML web service to obtain data from CHART will be assigned a unique client ID and must be pre-configured in the CHART system by an Administrator to allow access.  A public/private key pair will be generated by the Administrator for each external system, with the public key being stored in the CHART system, and the private key being provided to the external system owner for their use when connecting to the CHART system.  Each request received from an external system will include the external system client ID and a digital signature created with their private key.  CHART will validate all requests using the client’s public key to ensure the request is from a trusted source.  For external systems retrieving data from CHART via the HTTPS/XML interface, each external system client ID will also be pre-configured in CHART by an Administrator to assign one or more CHART user roles.  The CHART user roles and the functional rights contained in each role will be used by CHART to determine the data an external client is permitted to retrieve from CHART, and in some cases the detail of the data retrieved.  (For example for some detectors an external system may be provided actual speeds, others a speed range, and yet others no speed data, depending on the organization that owns the detector and the functional rights assigned to the client’s role(s)).

There are three security aspects to the deployment of the Data Exporter in a production environment:

· Authentication – Before any client is allowed to request information, their identity is first verified using an authentication key.  This key is provided to each client by the CHART administrator using a separate communications method.  All requests and reponses are encrypted using HTTPS to prevent man-in-the-middle and eavesdropping attacks.

· Content – Once authenticated, the client receives only the information the CHART administrator permits them to receive.  This is accomplished using the existing CHART rights and roles infrastructure.

· Protection – By providing public access to the CHART system, the Data Exporter exposes CHART and therefore the MDOT network to a potentially dangerous threat of attack.  This threat is mitigated by placing the Data Exporter in a DMZ outside of the CHART network.  Its connection to the rest of the CHART system is created and administered by MDOT.

2. The Integrated Map does not include any changes to security; the existing CHART credentials and user rights are used for this feature.  The REST web service that manages locations aliases utilizes public/private key pairs and digital signatures to authenticate requests to add, delete or modify location aliases.  This service will allow any client with either the manage aliases functional right or the CHART2System functional right to perform these operations.  The CHART GUI utilizes the CHART2System functional right to make the call, but only if the currently logged in user possesses the Manage Aliases functional right.

3. CHART calls into the SFS-1000 Flash Streaming devices include a password configured for the SFS-1000 configured for each camera.

4. The Maintenance GUI does not include any changes to security; existing CHART credentials and user rights are used for the Maintenance GUI.
2.4 Data

CHART R5 will be tested with the Oracle database patches that are available and will be deployed in the field at the time of CHART R5 deployment.  The database patches may possibly be applied in the field before CHART R5 deployment.

2.4.1 Data Storage

The CHART System stores most of its data in an Oracle database.  Additionally the Integrated Map feature adds the ability to store location aliases to the spatial SQL Server database.  However, some data is stored in flat files on the CHART servers.  This section describes both types of data.

2.4.1.1 Database

2.4.1.1.1 Database Architecture

The Integrated Map, Maintenance GUI, Data Exporter and Video changes do not affect the architecture of the CHART database.

2.4.1.1.2 Logical Design

2.4.1.1.2.1 Entity Relationship Diagram (ERD) 
CHART R5 updates the HAR, OBJECT_LOCATION, and EVENT tables and adds some new video tables.  Database entity relationship diagrams are shown below in the multiple pages of figures labeled collectively as Figure 2-3.
[image: image6.emf] [image: image7.emf]
[image: image8.emf]
[image: image9.emf]
[image: image10.emf]
[image: image11.emf]
[image: image12.emf]
[image: image13.emf]
[image: image14.emf] Figure 2‑3 R5 ERD
2.4.1.1.2.2 Function to Entity Matrix ReportThe Create, Retrieve, Update, Delete (CRUD) matrix cross-references business functions to entities and shows the use of the entities by those functions. This report will be generated as part of the CHART O&M Guide.
2.4.1.1.2.3 Table Definition Report – 
In existing tables shown below:
· Deleted columns marked with a minus sign (“-“)

· Modified columns marked with an asterisk (“*”)

· New columns marked with a plus sign (“+”)
2.4.1.1.2.3.1 New Tables for DataExporter in the CHART R5 Live database

EXPORT_SUBSCRIPTION
CLIENT_ID                       varchar2(256)   NOT NULL 

SUBSCRIPTION_DATA_TYPE          number(3)       NOT NULL 

TARGET_URL                      varchar2(1024)   
EXPIRATION_TIME                 date
2.4.1.1.2.3.2 New Tables for Video in the CHART R5 Live database

FLASH_VIDEO_STREAM_CONTROL
FLASH_VIDEO_ID CHAR(32) NOT NULL,
CAMERA_DEVICE_ID CHAR(32) NOT NULL,
FLASH_VIDEO_HOST VARCHAR2(16) NOT NULL,
PASSWORD VARCHAR2(32),
PORT NUMBER(5, 0),
CONSTRAINT FLASH_VIDEO_STREAM_CONTROL_PK PRIMARY KEY
(FLASH_VIDEO_ID)ENABLE
CAMERA_VIDEO_CONNECTION
CONNECTION_ID CHAR(32 byte) NOT NULL, 
CONNECTION_TYPE NUMBER(5) NOT NULL,

CAMERA_DEVICE_ID CHAR(32 byte) NOT NULL,
CONSTRAINT "CC_CAMERA_FK" FOREIGN KEY("CAMERA_DEVICE_ID")

2.4.1.1.2.3.3 Tables Modified for External Map in the CHART SQL Server database
TABLE event_basicinfo


[eventid] [varchar](50) NOT NULL,


[eventtype] [int] NOT NULL,


[eventname] [varchar](255) NULL,


[location] [varchar](255) NULL,


[direction] [int] NOT NULL,


[county] [int] NOT NULL,


[queuelength] [int] NULL,


[falsealarm] [bit] NOT NULL CONSTRAINT [DF_event_basicinfo_falsealarm]  DEFAULT ((0)),


[scenecleartime] [datetime] NULL,


[delaycleartime] [datetime] NULL,


[confirmtime] [datetime] NULL,


[closed] [datetime] NULL,


[created] [datetime] NOT NULL,


[updated] [datetime] NOT NULL,


[opcenter] [varchar](50) NULL,


[SourceType] [int] NULL,


[SourceDescription] [varchar](255) NULL,


[EORSTrackingNum] [varchar](255) NULL,


[stateCode] [char](2) NULL,


[stateFipsCode] [char](2) NULL,


[stateName] [varchar](32) NULL,


[regionName] [varchar](32) NULL,


[countyCode] [char](3) NULL,


[countyName] [varchar](50) NULL,


[countyFipsCode] [char](3) NULL,


[routeSpecType] [int] NULL,


[routeFreeFormText] [varchar](50) NULL,


[routeType] [int] NULL,


[roadName] [varchar](50) NULL,


[routePrefix] [varchar](10) NULL,


[routeNumber] [varchar](10) NULL,


[routeSuffix] [varchar](4) NULL,


[roadwayLocAliasPubName] [varchar](90) NULL,


[roadwayLocAliasIntName] [varchar](90) NULL,


[intFeatType] [int] NULL,


[intFeatProxType] [int] NULL,


[intFeatProxDist] [int] NULL,


[intRouteSpecType] [int] NULL,


[intRouteFreeFormText] [varchar](50) NULL,


[intRouteType] [int] NULL,


[intRoadName] [varchar](50) NULL,


[intRoutePrefix] [varchar](10) NULL,


[intRouteNumber] [varchar](10) NULL,


[intRouteSuffix] [varchar](4) NULL,


[intFeatMilePostType] [int] NULL,


[intFeatMillimilePostData] [int] NULL,


[displayWebsiteAlert] [bit] NULL,


[websiteAlertText] [varchar](3000) NULL,


[latitude] [int] NULL,


[longitude] [int] NULL,


[publiceventname] [varchar](255) NULL,


[owningOrg] [varchar](32) NULL,


+[exitNumber] [int] NULL,


+ [exitSuffix] [varchar](4) NULL,


+ [exitRoadName] [varchar](50) NULL,


+ [updateFlag] [bit] NULL

 TABLE dms_devices


[id] [varchar](32) NOT NULL,


[name] [varchar](250) NULL,


[location] [varchar](250) NULL,


[type] [int] NOT NULL DEFAULT ((0)),


[comm_mode] [int] NOT NULL CONSTRAINT [DF_dms_devices_commmode]  DEFAULT ((0)),


[opstatus] [int] NOT NULL CONSTRAINT [DF_dms_devices_opstatus]  DEFAULT ((0)),


[message] [varchar](1024) NULL,


[removed] [bit] NOT NULL CONSTRAINT [DF_dms_devices_removed]  DEFAULT ((0)),


[updated] [datetime] NULL CONSTRAINT [DF_dms_devices_updated]  DEFAULT (getdate()),


[beacon] [bit] NOT NULL CONSTRAINT [DF_dms_devices_beacon]  DEFAULT ((0)),


[latitude] [int] NULL,


[longitude] [int] NULL,


[direction] [int] NULL,


[OwningOrganization] [varchar](32) NULL,


[stateCode] [char](2) NULL,


[stateFipsCode] [char](2) NULL,


[stateName] [varchar](32) NULL,


[regionName] [varchar](32) NULL,


[countyCode] [char](3) NULL,


[countyName] [varchar](50) NULL,


[countyFipsCode] [char](3) NULL,


[routeSpecType] [int] NULL,


[routeFreeFormText] [varchar](50) NULL,


[routeType] [int] NULL,


[roadName] [varchar](50) NULL,


[routePrefix] [varchar](10) NULL,


[routeNumber] [varchar](10) NULL,


[routeSuffix] [varchar](4) NULL,


[roadwayLocAliasPubName] [varchar](90) NULL,


[roadwayLocAliasIntName] [varchar](90) NULL,


[intFeatType] [int] NULL,


[intFeatProxType] [int] NULL,


[intFeatProxDist] [int] NULL,


[intRouteSpecType] [int] NULL,


[intRouteFreeFormText] [varchar](50) NULL,


[intRouteType] [int] NULL,


[intRoadName] [varchar](50) NULL,


[intRoutePrefix] [varchar](10) NULL,


[intRouteNumber] [varchar](10) NULL,


[intRouteSuffix] [varchar](4) NULL,


[intFeatMilePostType] [int] NULL,


[intFeatMillimilePostData] [int] NULL,


+ [exitNumber] [int] NULL,


+ [exitSuffix] [varchar](4) NULL,


+ [exitRoadName] [varchar](50) NULL,


+ [updateFlag] [bit] NULL

 TABLE HAR


[Id] [varchar](32) NOT NULL,


[Name] [varchar](15) NULL,


[Location] [varchar](255) NULL,


[OpStatus] [int] NOT NULL,


[LastContactTime] [datetime] NULL,


[ReceivedTime] [datetime] NULL,


[Comm_Mode] [int] NOT NULL,


[TransmitterOn] [bit] NOT NULL,


[Removed] [bit] NOT NULL CONSTRAINT [DF_HAR_Removed]  DEFAULT ((0)),


[HasActiveMessage] [bit] NOT NULL,


[latitude] [int] NULL,


[longitude] [int] NULL,


[OwningOrganization] [varchar](32) NULL,


[stateCode] [char](2) NULL,


[stateFipsCode] [char](2) NULL,


[stateName] [varchar](32) NULL,


[regionName] [varchar](32) NULL,


[countyCode] [char](3) NULL,


[countyName] [varchar](50) NULL,


[countyFipsCode] [char](3) NULL,


[routeSpecType] [int] NULL,


[routeFreeFormText] [varchar](50) NULL,


[routeType] [int] NULL,


[roadName] [varchar](50) NULL,


[routePrefix] [varchar](10) NULL,


[routeNumber] [varchar](10) NULL,


[routeSuffix] [varchar](4) NULL,


[roadwayLocAliasPubName] [varchar](90) NULL,


[roadwayLocAliasIntName] [varchar](90) NULL,


[intFeatType] [int] NULL,


[intFeatProxType] [int] NULL,


[intFeatProxDist] [int] NULL,


[intRouteSpecType] [int] NULL,


[intRouteFreeFormText] [varchar](50) NULL,


[intRouteType] [int] NULL,


[intRoadName] [varchar](50) NULL,


[intRoutePrefix] [varchar](10) NULL,


[intRouteNumber] [varchar](10) NULL,


[intRouteSuffix] [varchar](4) NULL,


[intFeatMilePostType] [int] NULL,


[intFeatMillimilePostData] [int] NULL,


+ [exitNumber] [int] NULL,


+ [exitSuffix] [varchar](4) NULL,


+ [exitRoadName] [varchar](50) NULL,


+ [frequency] [int] NULL,


+ [band] [int] NULL,


+ [callSign] [varchar](10) NULL,


+ [updateFlag] [bit] NULL

TABLE SHAZAM


[ID] [char](32) NOT NULL,


[Name] [varchar](15) NULL,


[Location] [varchar](255) NULL,


[OpStatus] [int] NOT NULL,


[DirectionalCode] [int] NOT NULL,


[LastContactTime] [datetime] NULL,


[ReceivedTime] [datetime] NULL,


[Comm_Mode] [int] NOT NULL,


[Removed] [bit] NOT NULL,


[BeaconActivated] [bit] NULL,


[latitude] [int] NULL,


[longitude] [int] NULL,


[OwningOrganization] [varchar](32) NULL,


[stateCode] [char](2) NULL,


[stateFipsCode] [char](2) NULL,


[stateName] [varchar](32) NULL,


[regionName] [varchar](32) NULL,


[countyCode] [char](3) NULL,


[countyName] [varchar](50) NULL,


[countyFipsCode] [char](3) NULL,


[routeSpecType] [int] NULL,


[routeFreeFormText] [varchar](50) NULL,


[routeType] [int] NULL,


[roadName] [varchar](50) NULL,


[routePrefix] [varchar](10) NULL,


[routeNumber] [varchar](10) NULL,


[routeSuffix] [varchar](4) NULL,


[roadwayLocAliasPubName] [varchar](90) NULL,


[roadwayLocAliasIntName] [varchar](90) NULL,


[intFeatType] [int] NULL,


[intFeatProxType] [int] NULL,


[intFeatProxDist] [int] NULL,


[intRouteSpecType] [int] NULL,


[intRouteFreeFormText] [varchar](50) NULL,


[intRouteType] [int] NULL,


[intRoadName] [varchar](50) NULL,


[intRoutePrefix] [varchar](10) NULL,


[intRouteNumber] [varchar](10) NULL,


[intRouteSuffix] [varchar](4) NULL,


[intFeatMilePostType] [int] NULL,


[intFeatMillimilePostData] [int] NULL,


+ [exitNumber] [int] NULL,


+ [exitSuffix] [varchar](4) NULL,


+ [exitRoadName] [varchar](50) NULL,


+ [updateFlag] [bit] NULL

TABLE tss_devices(


[device_id] [varchar](32) NOT NULL,


[device_name] [varchar](255) NULL,


[location] [varchar](255) NULL,


[removed] [bit] NULL,


[timestamp] [datetime] NULL,


[assigned] [bit] NULL,


[TSSSiteID] [varchar](50) NULL,


[latitude] [int] NULL,


[longitude] [int] NULL,


[direction] [int] NULL,


[OwningOrganization] [varchar](32) NULL,


[stateCode] [char](2) NULL,


[stateFipsCode] [char](2) NULL,


[stateName] [varchar](32) NULL,


[regionName] [varchar](32) NULL,


[countyCode] [char](3) NULL,


[countyName] [varchar](50) NULL,


[countyFipsCode] [char](3) NULL,


[routeSpecType] [int] NULL,


[routeFreeFormText] [varchar](50) NULL,


[routeType] [int] NULL,


[roadName] [varchar](50) NULL,


[routePrefix] [varchar](10) NULL,


[routeNumber] [varchar](10) NULL,


[routeSuffix] [varchar](4) NULL,


[roadwayLocAliasPubName] [varchar](90) NULL,


[roadwayLocAliasIntName] [varchar](90) NULL,


[intFeatType] [int] NULL,


[intFeatProxType] [int] NULL,


[intFeatProxDist] [int] NULL,


[intRouteSpecType] [int] NULL,


[intRouteFreeFormText] [varchar](50) NULL,


[intRouteType] [int] NULL,


[intRoadName] [varchar](50) NULL,


[intRoutePrefix] [varchar](10) NULL,


[intRouteNumber] [varchar](10) NULL,


[intRouteSuffix] [varchar](4) NULL,


[intFeatMilePostType] [int] NULL,


[intFeatMillimilePostData] [int] NULL,


+ [exitNumber] [int] NULL,


+ [exitSuffix] [varchar](4) NULL,


+ [exitRoadName] [varchar](50) NULL,


+ [updateFlag] [bit] NULL

2.4.1.1.2.3.4 Tables Modified for Map in CHARTWebArch database

 Existing / Deleted (“(-)”) columns

New (“+”) columns

TABLE event_basicinfoarch


[eventid] [varchar](50) NOT NULL,


[eventtype] [int] NOT NULL,


[eventname] [varchar](255) NULL,


[location] [varchar](255) NULL,


[direction] [int] NOT NULL,


[county] [int] NOT NULL,


[queuelength] [int] NULL,


[falsealarm] [bit] NOT NULL CONSTRAINT [DF_event_basicinfo_falsealarm]  DEFAULT ((0)),


[scenecleartime] [datetime] NULL,


[delaycleartime] [datetime] NULL,


[confirmtime] [datetime] NULL,


[closed] [datetime] NULL,


[created] [datetime] NOT NULL,


[updated] [datetime] NOT NULL,


[opcenter] [varchar](50) NULL,


[SourceType] [int] NULL,


[SourceDescription] [varchar](255) NULL,


[EORSTrackingNum] [varchar](255) NULL,


[stateCode] [char](2) NULL,


[stateFipsCode] [char](2) NULL,


[stateName] [varchar](32) NULL,


[regionName] [varchar](32) NULL,


[countyCode] [char](3) NULL,


[countyName] [varchar](50) NULL,


[countyFipsCode] [char](3) NULL,


[routeSpecType] [int] NULL,


[routeFreeFormText] [varchar](50) NULL,


[routeType] [int] NULL,


[roadName] [varchar](50) NULL,


[routePrefix] [varchar](10) NULL,


[routeNumber] [varchar](10) NULL,


[routeSuffix] [varchar](4) NULL,


[roadwayLocAliasPubName] [varchar](90) NULL,


[roadwayLocAliasIntName] [varchar](90) NULL,


[intFeatType] [int] NULL,


[intFeatProxType] [int] NULL,


[intFeatProxDist] [int] NULL,


[intRouteSpecType] [int] NULL,


[intRouteFreeFormText] [varchar](50) NULL,


[intRouteType] [int] NULL,


[intRoadName] [varchar](50) NULL,


[intRoutePrefix] [varchar](10) NULL,


[intRouteNumber] [varchar](10) NULL,


[intRouteSuffix] [varchar](4) NULL,


[intFeatMilePostType] [int] NULL,


[intFeatMillimilePostData] [int] NULL,


[displayWebsiteAlert] [bit] NULL,


[websiteAlertText] [varchar](3000) NULL,


[latitude] [int] NULL,


[longitude] [int] NULL,


[publiceventname] [varchar](255) NULL,


[owningOrg] [varchar](32) NULL,


+[exitNumber] [int] NULL,


+ [exitSuffix] [varchar](4) NULL,


+ [exitRoadName] [varchar](50) NULL,


+ [updateFlag] [bit] NULL

2.4.1.1.2.3.5 Tables Modified for Video Service in CHART R5 database

TABLE CAMERA

DEVICE_ID
CHAR(32 BYTE)

CAMERA_MODEL_ID
NUMBER(3,0)

ORG_ORGANIZATION_ID
CHAR(32 BYTE)

DEVICE_NAME
VARCHAR2(50 BYTE)

LOCATION_PROFILE_TYPE
NUMBER(3,0)

LOCATION_PROFILE_ID
CHAR(32 BYTE)

TMDD_CCTV_IMAGE
NUMBER(2,0)

CAMERA_NUMBER
NUMBER(5,0)

CAMERA_CONTROLLABLE
NUMBER(1,0)

TMDD_CONTROL_TYPE
NUMBER(2,0)

TMDD_REQUEST_COMMAND_TYPES
NUMBER(5,0)

ENABLE_DEVICE_LOG
NUMBER(1,0)

- VIDEO_CONNECTION_ID
CHAR(32 BYTE)

- VIDEO_CONNECTION_TYPE
NUMBER(2,0)

NO_VIDEO_AVAIL_INDICATOR
NUMBER(1,0)

DEVICE_LOCATION_DESC
VARCHAR2(50 BYTE)

TMDD_DEVICE_NAME
VARCHAR2(50 BYTE)

POLL_INTERVAL_CONTROLLED_SECS
NUMBER(5,0)

POLLING_ENABLED_UNCONTROLLED
NUMBER(1,0)

DEFAULT_CAMERA_TITLE
VARCHAR2(24 BYTE)

DEFAULT_CAMERA_TITLE_LINE2
VARCHAR2(24 BYTE)

CONTROL_CONNECTION_TYPE
NUMBER(1,0)

CONTROL_CONNECTION_ID
CHAR(32 BYTE)

POLL_INTERVAL_UNCTRLD_SECS
NUMBER(4,0)

DB_CODE
VARCHAR2(1 BYTE)

CREATED_TIMESTAMP
DATE

UPDATED_TIMESTAMP
DATE

DSP_STATUS_ENABLED
NUMBER(1,0)

DSP_STATUS_LENGTH
NUMBER(5,0)

2.4.1.1.2.4 PL/SQL Module Definition and Database Trigger Reports
There are no new PL/SQL modules for the Data Exporter, Maintenance GUI and the Integrated Map.  For the Intranet Map the following new stored procedures are added.
Intranet Map

+ dms_add_update_config_wl – To add or update a DMS device configuration. 
+ har_add_update_config_wl - To add or update a HAR device configuration. 
+ SHAZAM_add_update_config_wl - To add or update a SHAZAM device configuration. 
+ traffic_event_add_event_wl  - To add or update basic traffic event data. 
+ traffic_event_add_incident_wl - To add or update Incident traffic event. 
+ traffic_event_add_weather_event_wl - To add or update Weather traffic event. 
+ tss_add_update_config_wl - To add or update a TSS device configuration. 
2.4.1.1.2.5 Database Size Estimate - provides size estimate of current design
There are no changes for any significance to the database size for R5.
2.4.1.1.2.6 Data Distribution
There are no changes to data distribution for R5.
2.4.1.1.2.7 Database Replication
There are no changes to database replication for R5.
2.4.1.1.2.8 Archival Migration
There are no changes to archival migration for R5.
2.4.1.1.2.9 Database Failover Strategy
There are no changes to the database failover strategy for R5.
2.4.1.1.2.10 Reports
There will be minor changes to the HAR Configuration Report, CCTV Configuration Report to account for new configuration data stored in HARs (callsign, frequency, band formerly stored only in the mapping application) and cameras (for multiple transmission devices and Flash streaming devices).  There will be internal coding changes for several traffic event reports to account for traffic event locations being stored in the OBJECT_LOCATION table instead of the EVENT table, but there will be no changes to the appearance of these reports. 
2.4.1.2 CHART Flat Files

The following describes the use of flat files in CHART.
2.4.1.2.1 Service Registration Files

The CHART GIS web service publishes an event channel where it pushes CORBA events each time a location alias is added, modified or removed.  For each publication, the CORBA trader returns an offer ID which is persisted to a flat file in the GIS web service WEB-INF directory.

No changes to this section for the Maintenance GUI , Integrated Map , Data Exporter or Video.

2.4.1.2.2 Service Property Files

Each of the five modules in the Data Exporter has their own properties stored in a common file containing the normal settings such as database connection settings, CORBA discovery parameters, and XML translation parameters. The properties file is read from the Data Exporter web service WEB-INF directory.
The CHART GIS web service obtains configuration values from a properties file that it reads from the GIS web service WEB-INF directory.

There are no changes to this section for the Maintenance GUI, Integrated Map or Video.
2.4.1.2.3 GUI Property Files

A new GUI property file is added to support the maintenance GUI.  This file contains a mapping of standard GUI web page template names to maintenance GUI template names.  This is used to allow custom versions of specific pages to be created and used in the maintenance GUI in a generic fashion.

The integrated map adds new GUI properties for GIS web service url’s, web service client credentials, and for map layer configuration.

There are no changes to GUI property files for the Data Exporter, Video or the Intranet Map.

2.4.1.2.4 Arbitration Queue Storage Files

There are no changes to Arbitration Queue Storage Files for R5.
2.4.1.2.5 Device Logs

There are no changes to Device Log Files for R5.
2.4.1.2.6 Traffic Sensor Raw Data Logs

There are no changes to Traffic Sensor Raw Data Log Files for R5.
2.4.1.2.7 Service Process Logs

All CHART services write to a process log, used to provide a historical record of activity undertaken by the services.  These logs are occasionally referenced by software engineering personnel to diagnose a problem or reconstruct a sequence of events leading to a particular anomalous situation.  These logs are automatically deleted by the system after a set period of time defined by the service’s properties file, so they do not accumulate infinitely.  These files are stored in the individual service directories and are named by the service name and date, plus a “.txt” extension. These logs are typically read only by software engineering personnel.

· No changes to this section for the Maintenance GUI.

· The GIS web service maintains a rolling application log file in the GIS web service WEB-INF directory

· The COTS library “Log4J” will be used to log messages for the Data Exporter service. The log files will be stored under the service directory in the Apache folder. The files will be named by the service name and date, plus a “.txt” extension. The installed data export service modules will log in the sub-directory where the directory name will be named based on the module. XML request/response transactions can be logged in their own tracing log file, but for production this capability will be turned off.

· No changes to this section for Video.

· No changes to this section for Intranet Map.

2.4.1.2.8 Service Error Logs

All CHART services write to an error log, used to provide detail on certain errors encountered by the services.  Most messages, including most errors, are captured by the CHART software and written to the process logs, but certain messages (typically produced by the Java Virtual Machine itself, by COTS, or DLLs) cannot be captured by CHART Software and instead are captured in these "catch-all" logs.  Errors stored in these logs are typically problems resulting from a bad installation; once the system is up and running, errors rarely appear in these error logs.  Debugging information from the JacORB COTS, which is not usually indicative of errors, can routinely be found in these error logs, as well.  These log files can be reviewed by software engineering personnel to diagnose an installation problem or other type of problem.  These logs are automatically deleted by the system after a set period of time defined by the service's properties file, so they do not accumulate infinitely.  These files are stored in the individual service directories and are named by the service name and date, plus an ".err" extension. These logs are typically read only by software engineering personnel.

· No changes to this section for the Maintenance GUI.

· The GIS web service redirects stderr to an application error log file in the GIS web service WEB-INF directory.

· The Data Exporter service error messages will be placed in the “*.err” files. The error logs will be stored under the service directory in the Apache folder.

· No changes to this section for Video.

· No changes to this section for the Intranet Map.

2.4.1.2.9 GUI Process Logs

Like the CHART background services, the CHART GUI service also writes to a process log file, used to provide a historical record of activity undertaken by the process.  These GUI process logs are occasionally referenced by software engineering personnel to diagnose a problem or reconstruct a sequence of events leading to a particular anomalous situation.  These logs are automatically deleted by the system after a set period of time defined by the GUI service’s properties file, so they do not accumulate infinitely.  These files are stored in the chartlite/LogFiles/ directory under the WebApps/ directory in the Apache Tomcat installation area.  They are named by the service name (“chartlite”) and date, plus a “.txt” extension. These logs are typically read only by software engineering personnel.  Additional log files written by the Apache Tomcat system itself are stored in the log/ directory in the Apache Tomcat installation area.

· R5 GUI changes do not change the way the GUI process logs operate.
2.4.1.2.10 FMS Port Configuration Files

The CHART Communications Services read a Port Configuration file, typically named PortConfig.xml, upon startup, which indicates which ports are to be used by the service and how they are to be initialized.  A Port Configuration Utility is provided which allows for addition, removal of ports and editing of initialization parameters.  As indicated by the extension, these files are in XML format.  This means these files are hand-editable, although the Port Configuration Utility allows for safer, more controlled editing.  The Port Configuration files are typically modified only by software engineers or telecommunications engineers.  
· No changes to this section for the Maintenance GUI , Integrated Map , Data Exporter , Video and the Intranet Map. 

2.4.1.2.11 Watchdog Configuration Files

The watchdog configuration files are updated to provide monitoring and restarting of the CHART GIS Web Service.
2.4.2 Database Design 

Changes made to the CHART database design for Release 5 features are described below.  

2.4.2.1 Integrated Map
The Integrated map feature includes the following changes with regard to database.

· Traffic event location data is no longer stored in the EVENT table.  Rather it is stored in the generic OBJECT_LOCATION table along with the location information for all device types.

· Location alias data is no longer stored in the CHART Oracle database.  Rather it is stored in the MS SQL Server database to allow aliases to be stored spatially.  This will later allow the system to provide lists of aliases based on spatial queries.  For example: Return aliases within a geographic area, such as an operator’s area of responsibility.

· The HAR table in the Oracle database will have columns added in order to store HAR frequency data including the frequency, band, and call sign.
2.4.2.2 Data Exporter

The Data Exporter feature includes the following changes with regard to database.

· A new table EXPORT_SUBSCRIPTION is added that stores the client subscription information.

2.4.2.3 Video

The Video feature includes the following changes with regard to database.

· A new table CAMERA_VIDEO_CONNECTION is added to manage multiple transmission devices per camera

· A new table FLASH_VIDEO_STREAM_CONTROL is added to manage SFS-1000 information for enabling and disabling Flash video streaming.

2.4.2.4 Archiving - Changes

The CHART Archive database stores data from the CHART operational system as part of a permanent archive.  The CHART Archive database design is a copy of the CHART operational system for those tables containing system, alert, traveler information messages and their underlying data, and event log information.  In addition, the CHART Archive database stores detector data.  In CHART R5 archiving process will archive event location from the OBJECT_LOCATION table for CHART events, and it will enhance the object location archive process for CHART external events. As a part of this release, old event data of existing event and external event tables will use to populate the archived OBJECT_LOCATION table.  See Figure 2-6 which includes the ERD for the Archive database.
3 Key Design Concepts

3.1 Maintenance GUI

The Maintenance GUI is a portal into the existing CHART GUI that provides a view of the system tailored to device maintenance personnel.  Upon login, the user can choose to view the maintenance portal instead of the normal CHART GUI pages.  The user uses their normal CHART username and password to log into the maintenance portal, and the user rights assigned within the normal CHART GUI apply to use of the maintenance portal.  In fact, the code used to log into the maintenance portal is the same as that used to log into the standard GUI.

Upon login, if the user has selected to view the maintenance portal, the GUI sets a flag that causes all pages displayed to the user in the main browser window to utilize a custom framing template which is used to display all pages shown while logged into the portal.  This framing template contains only information useful to maintenance personnel and does not contain features such as the communications log, site search, or links to various areas of the system and/or external systems.

After the user is logged into the maintenance portal, the system directs the user to a custom home page.  The maintenance portal does not make use of a separate home page window and working window like the standard GUI.  Instead, when the user logs into the maintenance portal, the same window they used to log into the system is used to display content.  

The content of pages shown in the maintenance portal, other than the home page, is mostly the same as when the user logs into the standard GUI.  The device lists, device details pages, and search results (for the search from the maintenance portal home page) are customized.  The content of other pages is unchanged (other than the different framing template).  Most pages that are normally displayed in pop-up windows in the standard GUI will not be pop-ups in the maintenance GUI; most pages will appear within the main browser window.  (Certain pages such as those used to listen to HAR audio must remain as pop-up windows due to technical issues).

To support customized pages for the maintenance portal (and other portals that may be required in the future), the CHART GUI Servlet is being changed to include generic processing that can customize pages just prior to rendering the page for display to the user.  This processing allows a customized outer (framing) template and request specific page content templates to be defined for each portal (the maintenance GUI being the one and only portal at this time).  The generic processing also allows the portal type to specify whether or not pop-up windows are preferred when the user is logged into the portal.

3.2 CHART GUI Integrated Map

The integrated CHART GUI map uses an open source JavaScript mapping API called Open Layers to render CHART traffic events and devices geographically within the CHART GUI process.  A map is being added to the home page to provide users with a map view that is always available to them.  A second type of map that is being added to the CHART GUI is the nearby devices map which is added to the details page of each traffic event.  The nearby devices map focuses on the display of devices near the target traffic event that could be used for verification or response.  The third type of map that has been added to the GUI is the object location map.  This map allows users to see a geographic view of where they are locating a traffic event or device, and allows them to use the map to set a different point location for the object as well.

For each type of map the GUI starts with a base map that is exported from the existing ESRI map server.  This design leverages the work that has already been done by the CHART Intranet Map application and provides a consistent user experience.  The map also provides exits and mileposts layers that are also each exported from the ESRI map server as a WMS (Web Map Service).  The exits and milepost layers are displayed only when zoomed in to a high level of detail and can be independently toggled on or off in that case.  Above these the map adds dynamic marker layers.  Dynamic marker layers are layers that are populated using the JavaScript API.  A marker icon is added to the map for each device or traffic event on the layer.  The user can then click on these markers in order to obtain information about the object it represents via a callout graphic.  The dynamic marker layers are ordered such that devices are below traffic events and traffic events are displayed on separate layers based on type.   Incident type events are on the top layer.  The data used to populate the dynamic markers is retrieved from the CHART GUI Servlet via  REST Web Service request.  The CHART GUI responds with data in JSON format (a lightweight alternative to XML that is easier to parse using Javascript)  that describes each marker.  The map JavaScript code parses this JSON data and passes it to the OpenLayers JavaScript API in order to add or update the marker and its associated callout.

The Home Page Map allows users to navigate their map to view any devices and traffic events that have been populated with a point location geographically.  The nearby devices map, on the other hand, allows users only to see devices within a specified distance from a target traffic event.  This map is designed in the same way as the home page map with the exception that it does not display any traffic events except for the target traffic event.  Additionally the nearby devices map allows users to select nearby devices that should be added to the response plan of the target traffic event.  The map changes the display of the selected devices to indicate that they are the candidates for addition or removal.

The object location map works in conjunction with the existing object location form that is currently used to set the location for traffic events and devices.  When users make selections on the form they see visual feedback on the object location map.  For instance, if a user selects Maryland from the list of states on the form, their map will pan and zoom to the extents of the state of Maryland.  When the user selects a county within Maryland the map will further zoom to show only the county of interest.  If the user clicks on a point on the object location map, the object location form updates the selected state and county to show the state and county containing the point that was clicked.  The GIS data required for this operation is queried from a REST web service provided by the CHART Intranet Map application.  This service can return geographic extents for a state, the geographic extents and boundary polygons for a county within a state, as well as the state and county that a point resides in.  Additionally this service can provide data about the mileposts and exits that intersect a particular roadway within a particular county and state.  This GIS knowledge was kept outside of the integrated GUI map process in order to make it accessible to other CHART applications that might benefit from it.

In addition to the aforementioned map types, the integrated map GUI also includes a replacement for the existing CORBA Roadway Location Lookup service.  The replacement service has been designed as a REST web service that can provide the non-spatial data that is consumed by the object location form such as the list of states, list of counties within a state, list of road types in a specified county and state, and list of roads of a particular type that exist within a specified county and state.  Additionally this service provides a REST web service API that allows for the management and querying of location aliases.  Location aliases are used by the object location map and form to allow the user to quickly locate an object at a known landmark (example: “Bay Bridge”) rather than having to select a number of drop downs or pan/zoom the map to get to this location.  The addition, modification or removal of a location alias via the web services API requires the calling client to digitally sign their request using a key issued by a CHART administrator.  The API that returns the list of known location aliases is publicly available and may be used by any CHART application that needs this functionality.

3.3 CHART Data Exporter
CHART R5 includes a web service that allows pre-approved external systems to obtain data from the CHART system. External systems can issue data requests (via HTTPS) and receive the requested data in the form of an XML document. R5 allows traffic events, DMS, TSS, HAR, and SHAZAM data to be retrieved in this manner. Authentication and data protection schemes ensure that only authorized clients can retrieve data, and that clients can only retrieve data for which they are permitted to receive.

The effort was undertaken to replace the existing CORBA-based export in order to protect CHART operational system from calls by external systems. It prevents access to CHART data by not providing IDL level access. External systems retrieve data using defined requests (via HTTPS). Data exported will be guarded by the granted access rights to the client by the administrator.   An administrator in CHART grants rights to an external client – like a CHART user, most data may be viewed by virtue of being an authenticated user.  Also like a CHART user, additional rights are needed before being able to view sensitive data such as fatalities.  The Data Exporter should be considered a second user interface or presentation layer.  In this light, it is  natural that user rights and roles should be applied just as they are applied to the GUI.

The Data Exporter service allows the consumer to request inventory and status in its entirety or based on a lookback time period. The full inventory and status contains data for all requested data type entities in the CHART system. The lookback inventory and status restricts the data exported based on how far back to look in time for changes to the requested data type entities in the CHART system.

A more responsive option is available where customer provides a URL where the Data Exporter posts real-time updates.  Updates are queued in case the consumer is temporarily unable to keep up with the throughput.  Once the queue is full, the queue is flushed and a flag is set in the next message informing the client that they have missed data and should pull a fresh inventory.  

The Internet/Intranet Map and Public Web are special clients of the Data Exporter.  Changes have been made to the respective interfaces to gather data from the Data Exporter and to break the previous linkage via CORBA. These clients are strictly consumers of data and share the external interface via a simple Exporter Client Application. The application’s prime responsibility is to gather data from the Data Exporter. It then updates the database shared by the Internet/Intranet Map. In the event of configuration changes detected by this application it notifies the map application via a HTTP message. This triggers the maps to re-cache their data.

Figure 3-1 figure shows the common ground between the CHART traffic event data and ATIS standards, along with the exported data available to the external entities.  Often CHART data could not be fully expressed by the ATIS standard message set so additional elements were added as necessary (listed on the left of the figure).
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Figure 3‑1 Export ATIS Events

The following extensions were added to the ATIS standards to support CHART specific data:

· <statusBlock> contains elements that indicate whether the response is a full inventory.  If this message is sent in response to a subscription request, the missedData flag indicates to the client that there was a problem with the previous publication back to the client’s URL so the client may wish to request a full inventory to ensure they are up-to-date.

· <AdminAreaGroup> to include information for region name, state code and county code.

· routeLocation was extended to include CHART specific route information, location alias public, location alias intersection, intersecting feature and direction.

· IncidentInformation was extended to include CHART basic event data, incident data, lane configuration, weather conditions data, action data, EORS tracking number, participant, response plan information, event history log and related events.

Please refer to the Traffic Event Export ICD for additional details on how each field is exported.
Figure 3-2 shows the common grounds between the CHART device data and TMDD standards, along with the exported data that will be available to the external entities.
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Figure 3‑2 Export TMDD Devices

Please refer to the Device specific export ICD for additional details.

CHART R3B3 included the ability to view the status of all external connections, including those connections from CHART to RITIS and INRIX, and connections to CHART from Vector and clients using the CHART export web service.  The same ability is used to monitor each external client’s connection for each data type they subscribed to.

3.4 Video

CHART R5 enhances the existing video services.  Two new video service enhancements are provided in CHART R5.  Administrators can configure multiple video sending devices for each camera in this release. Multiple sending devices eliminate the need to create multiple camera devices, to display images from a single camera in different formats.  The other enhancement is the ability to enable and disable public flash video streams. 

Add camera will provide links to add encoders, switches and flash steams.  As a link is clicked a table will appear for the item being added.  There is a separate table for each item type encoder, switch and flash video stream.  As additional items are added they are added to an existing table.  Each item will have boxes that allow an administrator to modify attributes of the encoder, switch or flash video stream.  Each item will have a remove link that will allow the administrator to remove the item from the table.  Once the add video source page is submitted the video sending devices and flash video steams will appear on the video source page under the configuration section.

Displaying an image on a monitor will operate the same as the exiting system currently does.  The system will make connections between video sources and video sinks by selecting receiving devices and sending devices on the same fabric.  If the monitor is not on the same fabric as the sending device then the system uses a router to look for a bridge circuit that will provide the needed route.

Once configured public flash video associated with the control will be automatically disabled as Block to Public Monitors is executed. The user will simply click on the Block to Public Monitors link and all public flash video stream configured will be blocked along with the public monitors.   Public flash video streams will be automatically enabled as Unblock to Public Monitors is executed.

3.5 Intranet Map

The system design utilizes a web based multi-tier system architecture. The application is partitioned into the data tier, the business tier and the user (presentation) tier.  The data storage is managed at the data tier by the databases using Microsoft SQL Server and ESRI ArcSDE platforms. The main business logic is hosted in the two applications (Internet and Intranet Mapping Application) in the web server.  They will be implemented using the ASP.Net platform.  The final user interface will be implemented with the ASP.Net with client side JavaScript.  Because mapping is an area that there are many requirements related to client side interactions with the graphic content of the application, application logic is partitioned based on the most appropriate location to execute them. The client side JavaScript on the web browsers help provide instantaneous feedback to the user.

CHART R5 will introduce new interfaces for both CHART and CHART Mapping – the CHART Exporter, CHART Data Exporter Client, CHART Spatial Web Service, CHART Mapping Synchronization Application and Satellite Imagery Web Map Service (WMS).  The CHART system will host an HTTPS/XML interface for CHART Data Exporter.  CHART Exporter Client will connect to the CHART Exporter on an HTTPS/XML interface hosted on the CHART system.  The CHART Exporter Client will also connect to the CHART Mapping Synchronization Application on an HTTP GET interface.  The Spatial Web Service will host an HTTP/XML interface for the CHART GUI.  The Intranet Mapping Application will connect to the Satellite Imagery Web Map Service (WMS) on an HTTP/JSON interface.

CHART R5 will also introduce two new GIS Data Layers (9-1-1 Emergency Medical Service (EMS) and State Police Barracks).

In addition to the replacement of the CORBA feed with CHART Data Exporter, mapping of the CHART Events and Devices (except TSS) will also be conducted in the integrated map in CHART in R5. In R5 the Intranet Map and Internet Map will be able to display up-to-date information about CHART Events and Devices using the Data Exporter.  This will operate as follows:
1. Use CHART Exporter Client as Portal

The CHART Exporter Client is an application that pulls and listens to both status and inventory update by the CHART Data Exporter. When any new update occurs, the CHART Exporter Client writes the non-spatial data to the CHARTWeb database the same way as the CORBA-listener did in the previous releases. In addition, the CHART Exporter Client forwards request to the CHART Mapping application when an inventory update event is received.

2. Create a synchronization application to update the spatial tables  

A synchronization application will be created to accept request by the CHART Exporter Client when an inventory update occurs.  Once the synchronization receives the request it will compare the existing spatial and non-spatial by their unique ID and determine whether the record needs be inserted, updated or removed from the spatial table. (Note: Both spatial and non-spatial CHART Event data should be removed only by the nightly scheduled job.)

 3. Continuity of Operations  

CHART keeps its clients updated via a push model using the CHART Data Exporter.  The Data Exporter does not guarantee delivery; therefore it is possible for event and device data to be lost or dropped (although in practice, this is rare).  To account for this possibility, the CHART Data Exporter Client is configured to retrieve a full inventory and status update of devices and traffic events from the CHART Data Exporter at a configurable interval.  Also, each time the CHART Data Exporter Client is started, it will also retrieve a full inventory and status update.  Thus, the update model becomes a push model with an occasional pull for failsafe.  In addition, a special administration page will be created in the Intranet Mapping Application to allow the administrator to manually request for full inventory update for events and devices.

 This process will be used to recover from the following situations:

1. The CHART Data Exporter Client receives no data because the CHART Data Exporter is down or other network related issues. 

2. The CHART Data Exporter Client is up but did not receive new data from the CHART Data Exporter.

3. The CHART Data Exporter Client is up but is failing to send requests to the synchronization application to update the spatial information.

Another likely scenario is that the CHART server or service(s) restart.  As the CHART services will not be processing events during this time, no events are likely to be missed.  Therefore, the CHART Data Exporter Client does not need to do anything special to handle a CHART server or service(s) restart.  
3.6  Error Processing

In general, CHART traps conditions at both the GUI and at the server.  User errors that are trapped by the GUI are reported immediately back to the user.  The GUI will also report communications problems with the server back to the user.  The server may also trap user errors and those messages will be written to a server log file and returned back to the GUI for display to the user.  Additionally, server errors due to network errors or internal server problems will be written to log files and returned back to the GUI.

3.7 Packaging

This software design is broken into packages of related classes. The table below shows each package that is new or changed to support the Release 5 features.

Table 1  Package Descriptions
	Package Name
	Package Description

	CHART2.AliasManagement
	This CORBA system interface package was added to define the data that will be pushed via CORBA event channels when location aliases are added, removed or modified.

	CHART2.CameraControlModule
	This package is modified for R5 to support multiple transmission devices and Flash streaming control.

	CHART2.Common
	This CORBA system interface package was changed to add exits as a possible intersecting feature type when specifying the location of a device or traffic event.

	CHART2.RouterControlModule
	This package is modified for R5 to support routing cameras with multiple transmission devices.

	CHART2.Utility.ObjectCache
	This package was expanded for R5 to support the Data Exporter’s need for an ObjectCache.  Changes were generally based on the GUI’s ObjectCache implementation..

	CHART2.webservices.dataexporter.dmsexportmodule
	This package is new for R5 and contains the classes that comprise the DMS export.

	CHART2.webservices.dataexporter.harexportmodule
	This package is new for R5 and contains the classes that comprise the HAR export.

	CHART2.webservices.dataexporter. shazamexportmodule
	This package is new for R5 and contains the classes that comprise the SHAZAM export.

	CHART2.webservices.dataexporter. trafficeventexportmodule
	This package is new for R5 and contains the classes that comprise the Traffic Event export.

	CHART2.webservices.dataexporter. tssexportmodule
	This package is new for R5 and contains the classes that comprise the TSS export.

	CHART2.webservices.dataexporter.utility
	This package is new for R5 and contains the common classes and utilities shared by the other export packages.

	CHART2.webservices.exportlistenermodule
	This package is new for R5 and contains the classes that implement the ExportClient for all datatypes.

	CHART2.webservices. wsclientmodule 
	This package is new for R5 and contains the base classes and utilities used by the other export client packages.

	chartlite
	This package contains all of the classes that comprise the CHART GUI.  This package is changed for the Maintenance GUI to allow the user to choose to log into the maintenance portal and to allow the display of customized versions of CHART web pages tailored to device maintenance personnel.

	chartlite.data
	This package contains the GUI data elements that are used by the chartlite.servlet package to create web pages and XML/JSON data responses to satisfy requests.  This package has been changed to add Java interfaces that can be implemented by existing data objects such as the WebDMS or WebTrafficEvent to allow them to be shown on the new map components.  Additionally, this package has been changed to obtain data from the Map GIS web service rather than the CORBA Roadway Location Lookup service.

	chartlite.flex
	This package contains the Abobe Flex applications that are used for creating traffic events, setting object locations, and viewing the home page traffic events and alerts lists.  This package is changed to remove the tab navigator from the home page and to integrate the location editor and traffic event launcher with a map component.

	chartlite.servlet
	This package contains the GUI application code that handles incoming http requests for pages or data.  This package is changed to add a map request handler, and alias request handler and to serve more GIS data to the location editing component such as exits as intersecting features.


3.8 Assumptions and Constraints

1. Constraint: The maintenance GUI has a feature that warns users of any devices in maintenance mode that are controlled by the user’s center when the user attempts to log off.  Within the CHART system, detectors do not have a controlling operations center, so the maintenance GUI cannot show the user the detectors that their center has placed in maintenance mode.  To fix this underlying CHART behavior is beyond the scope of R5, and has been entered as a LevA PR.
2. There is no requirement for the number of simultaneous external clients the Data Exporter must support however enough parameters have been exposed in the service’s property file to allow for run-time tuning in case load becomes a problem.  Examples include the ability to collect multiple changes before exporting them to a client, limiting the size of export queues, reducing how often a client (e.g. ExportClient) requests information, limiting the number of TrafficEvent history log entries returned, etc.
3. Constraint:  The CHART Data Exporter does not yet include the exporting of Camera data – this is planned for a future release.  This implies that the location assigned to a Camera in the CHART GUI using the object location form cannot be used to display that same camera at the exact same position on the CHART Intranet and Internet maps.  The team plans to minimize the impact of this issue by synchronizing camera positions prior to deployment.

4. Constraint:  Although the Integrated Map is designed to be able to display a variety of base map types (Google, ESRI, Yahoo!, etc.) the application will use only the ESRI base map used by the CHART Intranet Map.

5. Assumption: The operator workstations will be able to handle the increased demands of a graphical map display.

6. Assumption: The operator workstations will have Internet Explorer version 7 installed.

4 Use Cases

The following use case diagrams depict new functionality for CHART R5. 

4.1 R5HighLevel (Use Case Diagram)

This use case diagram shows use cases related to new R5 features and R5 enhancements to existing features at a high level.
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Figure 4‑1 R5HighLevel (Use Case Diagram)

4.1.1 Administrator (Actor)

An administrator is a CHART user that has functional rights assigned to allow them to perform administrative tasks, such as system configuration and maintenance.

4.1.2 Configure Video Sources (Use Case)

The systeml allows an administrator with the Configure Camera right to configre video sources in the CHART sytem. The system allows an administrator to configure multiple video sending devices for the video source.

4.1.3 Control Flash Video Streams (Use Case)

An operator shall be able to control a camera's flash stream to the public.

4.1.4 Device Maintainer (Actor)

A Device Maintainer is a maintenance operator tasked to maintain CHART devices.  CHART maintainers typically use devices in maintenance mode.

4.1.5 Display Video (Use Case)

An operator shall be able to display  video when a camera has more than one sending device specified.

4.1.6 Maintain Devices (Use Case)

A device maintainer shall be able to perform device maintenance actions on devices configured into the CHART system.

4.1.7 Manage Aliases (Use Case)

A user with sufficient privileges may use the system to manage location aliases.  Refer to extending use cases for details.

4.1.8 Manage External Clients (Use Case)

The system shall allow an administrator to manage the external clients that are permitted to retrieve data from CHART via its external system interface.

4.1.9 Operator (Actor)

An operator is a user of the system who has been assigned a valid username/password combination and granted roles for system access.

4.1.10 Perform GIS Query (Use Case)

A client application may utilize REST web services to query GIS information from the system.

4.1.11 Provide Data to External Systems (Use Case)

The system shall provide access to external systems via a web service to allow them to receive data that the CHART system makes available to third parties.  One or more Roles assigned to each external client will be used to determine the data the client will be permitted to access.  All requests made by external systems shall be validated against published XSD.  CHART will return a response XML document for each request.  The XML returned will contain an error code and error text for invalid requests, and will return the requested data for valid, authorized requests.  The response XML shall be formatted as specified in published XSD.

4.1.12 Specify Object Location (Use Case)

A user may specify the location of an object with the aid of a system map.  This process can involve selecting a state, county or region, primary route, and intersecting feature.  The system will suggest a location description based on the selections the user makes.  The user may override the suggested location description if desired, but will be warned when doing so and again before submitting the location form.  During the process of setting an object location, a user may press a button to reset the form.  Doing this will cause all previously entered location data to be lost and the location marker will be cleared from the map.

4.1.13 System (Actor)

The System actor represents any software component of the CHART system.  It is used to model uses of the system which are either initiated by the system on an interval basis, or are an indirect by-product of another use case that another actor has initiated.

4.1.14 Use Devices from Map (Use Case)

A user may use devices and traffic events from the map by clicking on the marker that represents the object.  Clicking will open a callout (popup overlaid on map view) that will allow the user to view information about the object and use HTML links to use the object.  Refer to the MapDeviceAndTrafficEventUses use case diagram for details.

4.1.15 Use Intranet Map (Use Case)

Authorized users shall be able to use the Intranet Map.

4.1.16 Use Map (Use Case)

CHART Operators shall be able to use maps integrated into CHART to manipulate the system.

4.1.17 Use Traffic Event from Map (Use Case)

A traffic event will have a different icon on the Map depending on the type of incident. A user may click on a traffic event icon in the map to display summary information in a popup.  When a user causes the mouse cursor to hover over a traffic event icon in the map, the name of the traffic event and a description of the lane closures (if the traffic event has a defined roadway configuration) will appear.  The traffic event map popup will display the name of the traffic event and a graphical representation of the lane closures (if the traffic event has a defined roadway configuration).

4.1.18 View Cameras (Use Case)

An operator shall be able to view the details for a camera.  Details include the flash streaming configuration/status and multiple video sending devices.

4.2 MaintainDevicesUCD (Use Case Diagram)

This diagram shows use cases for the Device Maintenance GUI, a portal that provides a view of the CHART GUI tailored to device maintenance personnel.
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Figure 4‑2 MaintainDevicesUCD (Use Case Diagram)

4.2.1 Login (Use Case)

A user with proper credentials can log into the CHART system.  When logging in, the user can choose to log into the standard GUI (default) or the device maintenance portal; the same credentials and user rights will apply to both.  When the user logs into the standard GUI, the system will pop up two new windows, a home page window and a working window.  Both of these pages will be stripped of normal browser controls to better control navigation within the application and to help prevent the user from leaving the application while they are controlling shared resources.  After these new windows are popped up, the system will recommend that they close the window they used to initiate the login sequence. If the user chooses to log into the maintenance GUI, all content will be presented in the window in which the user logged in, and the browser adornments (navigation etc.) will be left intact as they were prior to login.  The system will not prevent the user from navigating to other web pages outside of the CHART system and will not attempt to stop them from closing their browser without logging out of the CHART system.  When logged into the maintenance portal, the system will identify all pages as such, and will also display the user's operations center and username on all pages.  A link will also exist on all pages within the maintenance portal to allow the user to return to the home page. The system will remember the user's choice regarding which GUI portal they logged into (standard GUI or maintenance GUI) and will default to that choice the next time the user accesses the CHART login page.  If the user has not logged into CHART previously or they have cleared their browser cache since the last login, the default will be to log into the standard GUI.

4.2.2 Logout (Use Case)

The system shall allow the user to logout of the system.  When a logout is requested from the standard GUI, the system will attempt to find any shared resources that are controlled by the user's operations center, and also find the number of users logged into the operations center.  If the user attempting to log out is the last user logged into the the center an there are shared resources controlled by the center, the user will not be allowed to log out and will instead be shown a page listing the controlled resources and provide a way for the user to transfer the resources and/or access pages that will allow the control of the resource to be relinquished.  When a logout is requested from the maintenance GUI, the above check for controlled resources will not be done.  Instead, the system will check to see if there are any devices in maintenance mode that are controlled by the user's center.  If there are, a warning will be shown to the user listing these maintenance mode devices.  The user will be able to ignore the warning and log out anyway, leaving devices in maintenance mode.

4.2.3 Maintain Camera (Use Case)

The user shall be able to maintain cameras using the maintenance portal.

4.2.4 Maintain DMS (Use Case)

The user shall be able to maintain DMS devices using the maintenance portal.

4.2.5 Maintain HAR (Use Case)

The user shall be able to maintain HAR devices using the maintenance portal.

4.2.6 Maintain SHAZAM (Use Case)

The user shall be able to maintain SHAZAM devices using the maintenance portal.

4.2.7 Maintain TSS (Use Case)

The user shall be permitted to maintain TSS devices using the maintenance portal.

4.2.8 Search for Device (Use Case)

The user shall be able to search for a device they wish to maintain.  The user can enter all or part of some identifying information for a device and have the system search and return a list of all devices that match the search text using a case insensitive search.  Only DMS, HAR, SHAZAM, TSS, and Camera devices will be searched.  The fields that are searched can vary by device type; the actual search used will be the existing site search feature.  The results of the search will separate the devices by type, and for each device will show only an icon indicating the device type and its mode/status, the device name, and the device location description.  The search results will provide access to the details page for each device which matched the search.

4.2.9 View Device Details For Maint (Use Case)

The system shall allow the details for a device to be viewed for the purpose of performing maintenance.  This shall be supported for DMS, HAR, SHAZAM, TSS, and Camera devices.  The details shall include the device type, name, and location left justified near the top of the page.  All other information on the page shall also be left justified.  Any actions that apply to the device in its current mode and based on the user's rights shall be available toward the top of the page, under the device type/name/location.  The list of actions available for a device shall match the actions available for the device within the standard GUI, except as follows: The list of actions available shall exclude the ability to copy the device. The list of actions available shall exclude and the ability to remove the device. Exceptions specific to a device type may also apply and are specified in the extending use cases where applicable.  The data displayed for a device shall match the data displayed for the device if the user were to view details for the device for other purposes (non maintenance activities) except as specified in extending use cases.

4.2.10 View Device List For Maint (Use Case)

The system shall allow the user to view a list of devices that are candidates for maintenance.  This shall include the ability to list DMS, HAR, SHAZAM, TSS, and Camera devices (in separate lists).  Each list will identify the type of devices that are shown in the list.  Each list can include all CHART devices of the selected type, or can be pre-filtered.  The pre-filtering can be done by device mode/status or using the GUI's folder feature.  When the folder feature is used, only devices that exist in folders that are tagged with the user's operations center are shown.  If no such devices exist then all CHART devices of the specified type are shown (unfiltered list).  The list of devices will show the number of devices that appear in the list.  If the device is filtered, the list will also show the number of devices that would appear if the list is unfiltered and will show the filter(s) in use.  The user shall be able to remove all filtering from a list that is filtered.  The list will show each device with an icon to identify the device type and mode/status, the device name, and the device location.  Each list will provide access to a details page for each device shown. 

4.2.11 View Maintenance Home Page (Use Case)

When a user logs into the maintenance portal the system shall show a page that allows the user to quickly find the device they wish to maintain.  There will be two methods of doing this, a device search, and access to device lists.  The device search will allow the user to type in all or part of information that helps to identify a device (such as its name or location) and search to find all devices that match the search.  The device list access will be per device type, and will allow a full list of CHART devices of the specified type to be viewed or will allow the device lists to be pre-filtered.  See the Search for Device and View Device List For Maint use cases for details.

4.3 MaintainCamera (Use Case Diagram)

This diagram shows use cases related to maintaining Cameras via the Maintenance GUI.
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Figure 4‑3 MaintainCamera (Use Case Diagram)

4.3.1 Control Camera (Use Case)

An operator with the proper functional rights may control a camera.  In this case, control refers to issuing commands to the camera to cause the camera to pan/tilt/zoom etc.  Refer to the send Camera Commands use case diagram for more details.

4.3.2 Poll Camera (Use Case)

A camera is polled by the system in order to establish the status of the camera control communications path.  The polling process consists of sending the camera a poll command and receiving a response from the camera.  This is done by the system for all cameras that are online, regardless of whether the cameras are controlled or not.  It is also done immediately after camera control has been granted so that the camera control status is current.  In addition, polling takes place while a camera is actively controlled.  When a camera is actively controlled, the polling is typically much more frequent that when the camera is not actively controlled.

4.3.3 Put Camera Online (Use Case)

An operator with the proper functional rights can put a camera online if the camera is currently offline.  Putting the camera online makes it available for display and control to any operators having the proper functional rights.

4.3.4 Request Camera Control (Use Case)

An operator with the proper functional rights may request control of a camera.  This means that the operator may send pan/tilt/zoom (PTZ) and other commands to the camera.  The system evaluates the request, and will accept the request, prompt the operator to override an existing camera control session,  or reject the request.  If the request is accepted or the user chooses to override an existing control session, a GUI will be launched which can be used to send commands to the camera.  The GUI itself will not be addressed in this document.  

4.3.5 Take Camera Offline (Use Case)

Operators with the proper functional rights may take a camera offline.  A camera that has been taken offline may not be displayed or controlled until it is put back online.

4.3.6 Terminate Camera Control (Use Case)

An operator with the proper functional rights may manually terminate a camera control session that the operator is actively using.  Note that an operator who has the proper functional rights to establish the control session will always have the proper functional rights to terminate that session.  Also, a camera control session may be terminated if that session is overridden by an appropriately privileged operator.  Also, an active control session may be terminated if a camera is taken offline or if the camera is no longer displayed on a monitor within the controlling operator’s monitor group as a result of displaying a NoVideoAvailable source.  Note that part of this process will include terminating the camera control GUI, although that is beyond the scope of this document.

4.3.7 View Camera Details for Maint (Use Case)

The details for Camera devices shall be available for viewing for the purpose of performing maintenance, as specified in the View Device Details For Maint use case. 

4.3.8 View Camera List for Maint (Use Case)

The system shall allow the user to view a list of Cameras that are candidates for device maintenance as specified in the View Device List for Maint use case. 

4.3.9 View Device Details For Maint (Use Case)

The system shall allow the details for a device to be viewed for the purpose of performing maintenance.  This shall be supported for DMS, HAR, SHAZAM, TSS, and Camera devices.  The details shall include the device type, name, and location left justified near the top of the page.  All other information on the page shall also be left justified.  Any actions that apply to the device in its current mode and based on the user's rights shall be available toward the top of the page, under the device type/name/location.  The list of actions available for a device shall match the actions available for the device within the standard GUI, except as follows: The list of actions available shall exclude the ability to copy the device. The list of actions available shall exclude and the ability to remove the device. Exceptions specific to a device type may also apply and are specified in the extending use cases where applicable.  The data displayed for a device shall match the data displayed for the device if the user were to view details for the device for other purposes (non maintenance activities) except as specified in extending use cases.

4.3.10 View Device List For Maint (Use Case)

The system shall allow the user to view a list of devices that are candidates for maintenance.  This shall include the ability to list DMS, HAR, SHAZAM, TSS, and Camera devices (in separate lists).  Each list will identify the type of devices that are shown in the list.  Each list can include all CHART devices of the selected type, or can be pre-filtered.  The pre-filtering can be done by device mode/status or using the GUI's folder feature.  When the folder feature is used, only devices that exist in folders that are tagged with the user's operations center are shown.  If no such devices exist then all CHART devices of the specified type are shown (unfiltered list).  The list of devices will show the number of devices that appear in the list.  If the device is filtered, the list will also show the number of devices that would appear if the list is unfiltered and will show the filter(s) in use.  The user shall be able to remove all filtering from a list that is filtered.  The list will show each device with an icon to identify the device type and mode/status, the device name, and the device location.  Each list will provide access to a details page for each device shown. 

4.4 MaintainDMS (Use Case Diagram)

This diagram shows use cases related to maintaining DMSs via the Maintenance GUI.
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Figure 4‑4 MaintainDMS (Use Case Diagram)

4.4.1 Blank DMS (Use Case)

A DMS can be blanked when the DMS is online or in maintenance mode.  When the DMS is online, it is only blanked by the device's arbitration queue when the arbitration queue becomes empty.  When the DMS is in maintenance mode, the DMS can be blanked directly by the user if they have the proper functional rights.  

A DMS can be blanked indirectly by other commands, such as placing the device online, offline or in maintenance mode or by resetting the device.

When a DMS that has beacons is blanked, its beacons are turned off.

4.4.2 Display DMS Test Message (Use Case)

The system shall allow device maintenance personnel with appropriate rights to display a pre-configured test message on a DMS without using a message editor when the DMS is in maintenance mode.  The message text will be specified in the system profile and will apply to all DMSs.  A flag that specifies whether or not the DMS beacons should be activated will also be included in the system profile and apply to all DMSs.  The system will automatically format the message text for the sign size where it is being used.  If the automatically formatted text cannot fit on the sign, an error will be shown when the user attempts to display the test message.

4.4.3 Get Extended Status (Use Case)

A user with appropriate rights can issue a command to get the extended status for a DMS.  Only certain DMS models support extended status (FP9500, PCMS, Sylvia, TS3001, and NTCIP).  The system timestamps the status once it is recieved, and the system only updates the extended status when explicitly told to do so via this get extended status command.

4.4.4 Perform Pixel Test (Use Case)

A user with appropriate rights can perform a pixel test on a DMS when it is in maintenance mode.  Only certain DMS models support this command (FP9500, TS3001, and NTCIP).  When the sign is performing a pixel test, the CHART GUI shall have an indication to allow the user to know the pixel test is in progress.  The user can blank the sign to end the pixel test.

4.4.5 Poll DMS (Use Case)

A user with appropriate rights can poll a DMS for its current status.  The GUI shall update to show the current status after it is retrieved.

4.4.6 Put DMS In Maint Mode (Use Case)

A user with appropriate rights can put a DMS in maintenance mode.  When a DMS is in maintenance mode, its arbitration queue is deactivated and the user can issue maintenance mode only commands.

4.4.7 Put DMS Online (Use Case)

A user with appropriate privileges can put a DMS online if that DMS has previously been taken offline or put in maintenance mode.  This makes the DMS available for control through the system.  When the DMS is brought online, it is automatically blanked.  Automatic polling is resumed using the current polling settings for the DMS.

4.4.8 Reset DMS (Use Case)

A user with appropriate rights can send a reset command to a DMS in maintenance mode.

4.4.9 Set DMS Message (Use Case)

The message on a DMS can be set when the DMS is online or in maintenance mode.  When the DMS  is online, the message is set by the DMS's arbitration queue.  This queue sets the message of the DMS to be the message that is on the queue that has the highest priority.  When the DMS is in maintenance mode, an operator with proper functional rights can set the message on a DMS directly.

4.4.10 Take DMS Offline (Use Case)

A user with appropriate rights can take a DMS offline.

4.4.11 View Device Details For Maint (Use Case)

The system shall allow the details for a device to be viewed for the purpose of performing maintenance.  This shall be supported for DMS, HAR, SHAZAM, TSS, and Camera devices.  The details shall include the device type, name, and location left justified near the top of the page.  All other information on the page shall also be left justified.  Any actions that apply to the device in its current mode and based on the user's rights shall be available toward the top of the page, under the device type/name/location.  The list of actions available for a device shall match the actions available for the device within the standard GUI, except as follows: The list of actions available shall exclude the ability to copy the device. The list of actions available shall exclude and the ability to remove the device. Exceptions specific to a device type may also apply and are specified in the extending use cases where applicable.  The data displayed for a device shall match the data displayed for the device if the user were to view details for the device for other purposes (non maintenance activities) except as specified in extending use cases.

4.4.12 View Device List For Maint (Use Case)

The system shall allow the user to view a list of devices that are candidates for maintenance.  This shall include the ability to list DMS, HAR, SHAZAM, TSS, and Camera devices (in separate lists).  Each list will identify the type of devices that are shown in the list.  Each list can include all CHART devices of the selected type, or can be pre-filtered.  The pre-filtering can be done by device mode/status or using the GUI's folder feature.  When the folder feature is used, only devices that exist in folders that are tagged with the user's operations center are shown.  If no such devices exist then all CHART devices of the specified type are shown (unfiltered list).  The list of devices will show the number of devices that appear in the list.  If the device is filtered, the list will also show the number of devices that would appear if the list is unfiltered and will show the filter(s) in use.  The user shall be able to remove all filtering from a list that is filtered.  The list will show each device with an icon to identify the device type and mode/status, the device name, and the device location.  Each list will provide access to a details page for each device shown. 

4.4.13 View DMS Details for Maint (Use Case)

The details page used for DMS maintenance shall be based on the standard details page for DMSs and the View Device Details for Maint use case, with the following exceptions: The page shall not show the current message text as MULTI The page shall not include the Travel Time / Toll Messages section The page shall not include the Associated Travel Routes section The page shall not include the Travel Time Message Schedule section

4.4.14 View DMS List for Maint (Use Case)

The system shall allow the user to view a list of DMSs that are candidates for device maintenance as specified in the View Device List for Maint use case.

4.4.15 View Last Extended Status (Use Case)

A user with appropriate rights can view the extended status that was previously obtained for a DMS model that supports extended status.  The extended status contains a timestamp to allow the user to know when the status was retrieved.

4.5 MaintainHAR (Use Case Diagram)

This diagram shows use cases related to maintaining HARs via the Maintenance GUI.
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Figure 4‑5 MaintainHAR (Use Case Diagram)

4.5.1 Blank HAR (Use Case)

A HAR can be blanked if it is online or in maintenance mode.  When the HAR is online, the device is only blanked if there are no traffic events that have currently requested that a message be placed on the device.  When the HAR is in maintenance mode, the HAR can be blanked directly by the user.

A HAR can be blanked indirectly through administrative functions such as placing the device online or resetting the device. 

When a HAR is blanked, the system will set the HAR's default message to be the current message.  Additionally, the system will deactivate any associated active SHAZAMs before blanking the HAR itself. 

4.5.2 Put HAR in Maintenance Mode (Use Case)

A user with proper functional rights may place a HAR in maintenance mode.  When placed in maintenance mode, if the HAR was previously offline, the setup command is used to reload the HAR's slots that are configured for use in CHART II.  If the HAR was previously online, the HAR's message is set to its default message.  The HAR shall proceed to maintenance mode even if attempts to control the device during this process fail.  When a HAR is placed in maintenance mode, the controlling op center of the HAR becomes the op center of the user that performed the operation.

4.5.3 Put HAR Online (Use Case)

A user with appropriate privileges can put a HAR device online if it has previously been taken offline or put in maintenance mode.  This automatically turns on the HAR transmitter and makes the HAR available for control through the system.  When a HAR is placed online, the user shall be given the option to put any associated SHAZAMs online as well.

4.5.4 Reset HAR (Use Case)

A user with proper privileges can reset a HAR that is in maintenance mode.  Resetting a HAR clears the HAR's memory and restores it to its factory settings.  All messages previously stored in the HAR controller are lost from the controller.  The system automatically issues the setup command after the HAR is reset to restore the settings and to restore the messages that were previously stored in the controller.

4.5.5 Send HAR Test Message (Use Case)

The system shall allow device maintenance personnel with appropriate rights to display a pre-configured test message on a HAR without using a message editor when the HAR is in maintenance mode.  The message text will be specified in the system profile and will apply to all HARs.  The message text will be converted to speech and used with the default header and trailer for the HAR.  No SHAZAMs will be activated with the test message.

4.5.6 Set HAR Maint Mode Message (Use Case)

The system shall allow a user with proper rights to set the maintenance mode message of a HAR via the maintenance portal.  The system shall allow the user to specify the body of the message as text that will be converted to speech.  The system shall use the default header and trailer for the HAR where the message is to be broadcast.  The system shall detect banned words in the message text entered by the user and will prevent any message containing banned words from being sent to the HAR.  Spell checking will not be supported for this feature.

4.5.7 Setup HAR (Use Case)

An administrator can issue the setup command on a HAR that is in maintenance mode.  The setup command causes the CHART II system to load its configuration values for the HAR into the device.  The setup command also causes all messages that are currently specified to be stored in the HAR controller to be restored into the device.

4.5.8 Take HAR Offline (Use Case)

A user with appropriate privileges can take a HAR offline to disallow control of the HAR through the system.  When a HAR is taken offline, the HAR's transmitter is turned off and all associated SHAZAM devices are also taken offline.

4.5.9 Turn Off HAR Transmitter (Use Case)

A user with appropriate privileges can turn off the transmitter of a HAR that is in maintenance mode.

4.5.10 Turn On HAR Transmitter (Use Case)

A user with appropriate privileges can turn on the transmitter of a HAR that is in maintenance mode.

4.5.11 View Device Details For Maint (Use Case)

The system shall allow the details for a device to be viewed for the purpose of performing maintenance.  This shall be supported for DMS, HAR, SHAZAM, TSS, and Camera devices.  The details shall include the device type, name, and location left justified near the top of the page.  All other information on the page shall also be left justified.  Any actions that apply to the device in its current mode and based on the user's rights shall be available toward the top of the page, under the device type/name/location.  The list of actions available for a device shall match the actions available for the device within the standard GUI, except as follows: The list of actions available shall exclude the ability to copy the device. The list of actions available shall exclude and the ability to remove the device. Exceptions specific to a device type may also apply and are specified in the extending use cases where applicable.  The data displayed for a device shall match the data displayed for the device if the user were to view details for the device for other purposes (non maintenance activities) except as specified in extending use cases.

4.5.12 View Device List For Maint (Use Case)

The system shall allow the user to view a list of devices that are candidates for maintenance.  This shall include the ability to list DMS, HAR, SHAZAM, TSS, and Camera devices (in separate lists).  Each list will identify the type of devices that are shown in the list.  Each list can include all CHART devices of the selected type, or can be pre-filtered.  The pre-filtering can be done by device mode/status or using the GUI's folder feature.  When the folder feature is used, only devices that exist in folders that are tagged with the user's operations center are shown.  If no such devices exist then all CHART devices of the specified type are shown (unfiltered list).  The list of devices will show the number of devices that appear in the list.  If the device is filtered, the list will also show the number of devices that would appear if the list is unfiltered and will show the filter(s) in use.  The user shall be able to remove all filtering from a list that is filtered.  The list will show each device with an icon to identify the device type and mode/status, the device name, and the device location.  Each list will provide access to a details page for each device shown. 

4.5.13 View HAR Details for Maint (Use Case)

The details for HAR devices shall be available for viewing for the purpose of performing maintenance, as specified in the View Device Details For Maint use case.  One difference between the HAR details page when viewed within the maintenance GUI vs. viewing the same page in the standard GUI is that the Edit link available for editing clips stored in the HAR will not be present when viewing the page in the maintenance GUI.

4.5.14 View HAR List for Maint (Use Case)

The system shall allow the user to view a list of HARs that are candidates for device maintenance as specified in the View Device List for Maint use case.

4.6 MaintainSHAZAM (Use Case Diagram)

This diagram shows use cases related to maintaining SHAZAMs via the Maintenance GUI.
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Figure 4‑6 MaintainSHAZAM (Use Case Diagram)

4.6.1 Activate SHAZAM (Use Case)

A SHAZAM is activated through a HAR message activation that includes the SHAZAM.  When a SHAZAM device is activated, its beacons are enabled.  In the case of a DMS acting as a SHAZAM, a previously configured message (similar to a message that would be displayed on a SHAZAM with a fixed sign) is displayed.

A SHAZAM can only be activated if the SHAZAM is associated to a HAR and the HAR is currently playing a message (other than the default message).

If a SHAZAM is allowed to be activated when it is already in use by an event response plan (same op center usage or override functional right), a message is logged in the original event's history indicating that the SHAZAM is no longer in use by the event. 

4.6.2 Deactivate SHAZAM (Use Case)

A SHAZAM can be deactivated by a user closing an event that was using the SHAZAM in its response plan or indirectly through operations such as taking a SHAZAM or HAR offline.  Deactivating a SHAZAM stops its beacons from flashing and in the case of a DMS acting as a SHAZAM, blanks the "tune radio" message.  When a SHAZAM is deactivated and it was being used in an event's response plan, a message is logged in the event's history indicating the SHAZAM was deactivated.

4.6.3 Put SHAZAM in Maintenance Mode (Use Case)

A user with proper functional rights can place a SHAZAM in maintenance mode.  When the SHAZAM is placed in maintenance mode, an attempt is made to deactivate the SHAZAM.  Even if this attempt fails, the SHAZAM proceeds to maintenance mode and the controlling operations center of the SHAZAM is set to the operations center of the user that performed the operation.

4.6.4 Put SHAZAM Online (Use Case)

A user with appropriate privileges can put a SHAZAM online if the SHAZAM is currently offline.  Putting the SHAZAM online makes it available for control through the system.

4.6.5 Take SHAZAM Offline (Use Case)

A user with appropriate privileges can take a SHAZAM offline.  A SHAZAM that has been taken offline is not able to be controlled through the system (activated or deactivated) until the SHAZAM is put online.  Taking a SHAZAM off line does not affect any HAR that has been associated with the SHAZAM.

4.6.6 View Device Details For Maint (Use Case)

The system shall allow the details for a device to be viewed for the purpose of performing maintenance.  This shall be supported for DMS, HAR, SHAZAM, TSS, and Camera devices.  The details shall include the device type, name, and location left justified near the top of the page.  All other information on the page shall also be left justified.  Any actions that apply to the device in its current mode and based on the user's rights shall be available toward the top of the page, under the device type/name/location.  The list of actions available for a device shall match the actions available for the device within the standard GUI, except as follows: The list of actions available shall exclude the ability to copy the device. The list of actions available shall exclude and the ability to remove the device. Exceptions specific to a device type may also apply and are specified in the extending use cases where applicable.  The data displayed for a device shall match the data displayed for the device if the user were to view details for the device for other purposes (non maintenance activities) except as specified in extending use cases.

4.6.7 View Device List For Maint (Use Case)

The system shall allow the user to view a list of devices that are candidates for maintenance.  This shall include the ability to list DMS, HAR, SHAZAM, TSS, and Camera devices (in separate lists).  Each list will identify the type of devices that are shown in the list.  Each list can include all CHART devices of the selected type, or can be pre-filtered.  The pre-filtering can be done by device mode/status or using the GUI's folder feature.  When the folder feature is used, only devices that exist in folders that are tagged with the user's operations center are shown.  If no such devices exist then all CHART devices of the specified type are shown (unfiltered list).  The list of devices will show the number of devices that appear in the list.  If the device is filtered, the list will also show the number of devices that would appear if the list is unfiltered and will show the filter(s) in use.  The user shall be able to remove all filtering from a list that is filtered.  The list will show each device with an icon to identify the device type and mode/status, the device name, and the device location.  Each list will provide access to a details page for each device shown. 

4.6.8 View SHAZAM Details for Maint (Use Case)

The details for SHAZAM devices shall be available for viewing for the purpose of performing maintenance, as specified in the View Device Details For Maint use case.

4.6.9 View SHAZAM List for Maint (Use Case)

The system shall allow the user to view a list of SHAZAMs that are candidates for device maintenance as specified in the View Device List for Maint use case.

4.7 MaintainTSS (Use Case Diagram)

This diagram shows use cases related to maintaining TSSs via the Maintenance GUI.
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Figure 4‑7 MaintainTSS (Use Case Diagram)

4.7.1 Get TSS Status (Use Case)

A user with appropriate rights can poll a TSS to get its current status.

4.7.2 Put TSS in Maint Mode (Use Case)

A user with appropriate rights can put a TSS in maintenance mode.

4.7.3 Put TSS Online (Use Case)

A user with appropriate rights can put a TSS online.

4.7.4 Take TSS Offline (Use Case)

A user with appropriate rights can take a TSS offline.

4.7.5 View Device Details For Maint (Use Case)

The system shall allow the details for a device to be viewed for the purpose of performing maintenance.  This shall be supported for DMS, HAR, SHAZAM, TSS, and Camera devices.  The details shall include the device type, name, and location left justified near the top of the page.  All other information on the page shall also be left justified.  Any actions that apply to the device in its current mode and based on the user's rights shall be available toward the top of the page, under the device type/name/location.  The list of actions available for a device shall match the actions available for the device within the standard GUI, except as follows: The list of actions available shall exclude the ability to copy the device. The list of actions available shall exclude and the ability to remove the device. Exceptions specific to a device type may also apply and are specified in the extending use cases where applicable.  The data displayed for a device shall match the data displayed for the device if the user were to view details for the device for other purposes (non maintenance activities) except as specified in extending use cases.

4.7.6 View Device List For Maint (Use Case)

The system shall allow the user to view a list of devices that are candidates for maintenance.  This shall include the ability to list DMS, HAR, SHAZAM, TSS, and Camera devices (in separate lists).  Each list will identify the type of devices that are shown in the list.  Each list can include all CHART devices of the selected type, or can be pre-filtered.  The pre-filtering can be done by device mode/status or using the GUI's folder feature.  When the folder feature is used, only devices that exist in folders that are tagged with the user's operations center are shown.  If no such devices exist then all CHART devices of the specified type are shown (unfiltered list).  The list of devices will show the number of devices that appear in the list.  If the device is filtered, the list will also show the number of devices that would appear if the list is unfiltered and will show the filter(s) in use.  The user shall be able to remove all filtering from a list that is filtered.  The list will show each device with an icon to identify the device type and mode/status, the device name, and the device location.  Each list will provide access to a details page for each device shown. 

4.7.7 View TSS Details for Maint (Use Case)

The details for TSS devices shall be available for viewing for the purpose of performing maintenance, as specified in the View Device Details For Maint use case. 

4.7.8 View TSS List for Maint (Use Case)

The system shall allow the user to view a list of TSSs that are candidates for device maintenance as specified in the View Device List for Maint use case. 

4.8 MapAndGISUses (Use Case Diagram)

This diagram shows the mapping and GIS related use cases supported by the system.
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Figure 4‑8 MapAndGISUses (Use Case Diagram)

4.8.1 Add Alias (Use Case)

A suitably privileged user may add a new location alias to the system.  A user may specify the internal name, public name, and location of the alias.

4.8.2 Add Close Devices to Response from Map (Use Case)

A user may select one or more devices on the close device map for a traffic event and add them to the response plan of the target traffic event.  The close devices map will update the markers of the added devices to indicate that they are in the response plan.

4.8.3 Create Traffic Event (Use Case)

The user with the correct functional rights may add a new traffic event.  When creating a traffic event, the system will show the user a list of existing traffic events that may be duplicates of the new event being created based on the user's selections for the new event's location.  This existing feature will be changed in R3B2 to ensure external and pending events do not appear as possible duplicate events.

4.8.4 Edit Alias (Use Case)

A suitably privileged user may edit the information for an existing location alias.  A user may specify the internal name, public name, and location of the alias.

4.8.5 Edit Traffic Event Properties (Use Case)

A user with sufficient privileges may alter the properties of a traffic event from the traffic event details page.

4.8.6 Get Aliases (Use Case)

A client application may query the list of location aliases.

4.8.7 Get Counties By State (Use Case)

A client application may query the complete list of counties in a specified state.  The returned county data may optionally include extents and boundary information.

4.8.8 Get Intersecting  Routes (Use Case)

A client application may query the set of routes that intersect a specified route in a particular state and county.  The system will only return multiple points where the two routes intersect if those points are greater than a configurable distance from one another. 

4.8.9 Get Regions  By State (Use Case)

A client application may query the set of regions defined for a particular state.

4.8.10 Get Routes (Use Case)

A client application may query the list of routes defined within a particular state and county.

4.8.11 Get States (Use Case)

A client application may query the complete list of states.  Each returned state may include optional extents data.

4.8.12 Manage Aliases (Use Case)

A user with sufficient privileges may use the system to manage location aliases.  Refer to extending use cases for details.

4.8.13 Navigate Map (Use Case)

The user shall be able to pan and zoom a map display.  This may include various associated features, such as pan using arrows or mouse drag, zoom using clicking, direct zoom to a specific level, draw new bounding box, etc.  The pan/zoom capability provided will be dependent on the underlying map viewer chosen ... with the basic requirement being some method of pan/zoom.  Other map navigation features include a Refresh Now button that immediately requests fresh data for the map view and a Close All Popups button that will close all open object callouts (popup overlays).

4.8.14 Perform GIS Query (Use Case)

A client application may utilize REST web services to query GIS information from the system.

4.8.15 Remove Alias (Use Case)

A suitably privileged user may remove a location alias from the system.  Removing the location alias will not impact the location of devices and traffic events that were located using the alias in the past.  Each devices or traffic event gets a copy of the alias location information when it is created.
4.8.16 Select Alias Location (Use Case)

A user may select from a previously defined set of alias locations in order to specify the location of an object.  Doing so will populate the location with all data that was specified when the alias was created.  In this case the location description will also include the public name of the alias in parentheses.

4.8.17 Select County (Use Case)

When specifying an object's location, a user may select a county from a list of known counties.  They system will also allow the user to select a county from a list of recently used counties, or enter a free text county if the state is not Maryland.  If the specified county has known extents, the map will zoom to the extent of the selected county.

4.8.18 Select Intersecting  Feature (Use Case)

A user may select an intersecting feature along a primary route when defining the location of an object.  The user may specify that the location is at, past, prior to, east of, west of, north of, or south of the selected feature.

4.8.19 Select Intersecting Exit (Use Case)

A user may select an intersecting exit along a primary route when setting the location of an object.  If the specified exit is from the list of known exits, it will also populate the exit suffix (if applicable) and the name of the road the exit leads to (if that data is available).

4.8.20 Select Intersecting Milepost (Use Case)

A user may specify a milepost location using state or county milepost numbers along a route within a state and county.  The system will attempt to find a defined milepost that exactly matches the specified milepost.  If it cannot, it will attempt to find the two closest surrounding mileposts on the same route within a configurable distance and calculate an approximate milepost location from them (Note that this is done using straight-line interpolation.  If the roadway curves significantly, the calculated point may be off the roadway.  It is expected that the user would fine-tune the location using the map if the calculated point is not satisfactorily close to the roadway).  If a point can be determined the map will move to this point and a marker will be placed on the map to show the user where the location is.

4.8.21 Select Intersecting Route (Use Case)

The user may select an intersecting route for the object location from a list of known routes that intersect the specified primary route, or may specify a free text route name if the route needed is not in the list of known intersecting routes.  The system will display intersecting routes that are determined to be ramps in a separate list.  If the selected intersecting route has a point location, the map will move to this location and place a marker to show the user the exact location.

4.8.22 Select Map Layers (Use Case)

The user shall be able to choose the map layers to be displayed on a map from a list of available layers that pertain to the map being viewed.  Each device type is shown on a separate device type specific overlay layer.  Traffic events are shown on separate overlay layers that are specific to the traffic event type.  All maps can be displayed over a pre-determined ESRI base map.  The CHART Intranet base map is such a map and will be an option for the base map layer (note: the Intranet base map will be the only base map available in R5).  When using the CHART base map, users may also view maps and exits as separate overlay map layers that are only visible when zoomed in on a detailed area but can be made invisible if desired.

4.8.23 Select Primary Route (Use Case)

The user may select a primary route for the object location from a list of known routes or may specify a free text route name if no known routes are available.  The route is selected by first selecting a route type, then specifying the desired route of the specified type.  If the user has selected a known route, they may specify whether the route number or route name is used.  The user may also select a route direction from a pre-determined list of directions.

4.8.24 Select Region (Use Case)

The user may specify a region that the object is located in.  If the state is MD the system will provide the user with a defined list of regions to choose from.  If the state is not MD the user may enter free form text in the region field.  Selecting a region will automatically cause the system to not have a county selected.

4.8.25 Select State (Use Case)

When specifying an object's location the user may select a state from a list of known states.  Maryland will be selected by default.  When this is done, the object location map will move to the extent of the specified state if it is known.

4.8.26 Select Target Location on Map (Use Case)

A user may click on a map in a specified way to indicate that the point they are clicking on is the desired location.  When this is done during object location editing, the system will attempt to populate the state and county of the clicked location and populate those fields for the user.  If the user has previously entered data about a location such as county, primary route, and intersecting feature and the new location that has been clicked is within a configurable distance of the previous location the form entries will not be lost.  If, however, the new location is too far away from the previous location the user will be prompted and allowed to specify if the old location selections apply to the new point.

4.8.27 Specify   Traffic Event Location (Use Case)

When adding a new traffic event or editing the details of an existing traffic event, a user may specify the location of the traffic event.  Refer to the SpecifyObjectLocation use case for details.

4.8.28 Specify Alias Location (Use Case)

When adding a new location alias or editing the details of an existing location alias, a user may specify the location of the alias.  Refer to the SpecifyObjectLocation use case for details.

4.8.29 Specify Device Location (Use Case)

A user with sufficient privileges may specify the location of the equipment.  See Specify Object Location use case for details.

4.8.30 Specify Object Location (Use Case)

A user may specify the location of an object with the aid of a system map.  This process can involve selecting a state, county or region, primary route, and intersecting feature.  The system will suggest a location description based on the selections the user makes.  The user may override the suggested location description if desired, but will be warned when doing so and again before submitting the location form.  During the process of setting an object location, a user may press a button to reset the form.  Doing this will cause all previously entered location data to be lost and the location marker will be cleared from the map.

4.8.31 Use Devices and Traffic Events from Map (Use Case)

A user may click on an object marker on the map to use the device or traffic event that the marker represents.  Doing so will open a callout (popup overlay on map) that contains information about the clicked object and HTML links that allow the user to use the device or traffic event.  Clicking at a point that has multiple object markers overlapping will result in an intermediate popup that allows the user to select which of the hit markers they would like to use.  Refer to the MapDeviceAndTrafficEventUses use case diagram for details.

4.8.32 View Alias List (Use Case)

A suitably privileged user may view the list of location aliases in the system. The detailed data for each location alias in the list shall include the Internal Name, Public Name, Location Description, County, Route, and Direction.  A user may sort the list of aliases by Internal Name, Public Name, Location Description, County, and Route. A user may filter the list of aliases by County, Route, and Direction. A user may choose the columns to display in the alias list.

4.8.33 View Center's Events On Map (Use Case)

The system shall allow the user to view a layer on the home page map that shows the traffic events for which the user's center is responsible.  This layer shall be visible by default.  When the home page map is showing only events for the user's operations center, it will also show text indicating that the data is filtered.  Activating this filter will move the map to an extent that includes all events controlled by the user's center and will make the event layers visible if they were not already.

4.8.34 View Close Devices on Map (Use Case)

The R3B3 feature that shows devices close to a traffic event on the event details page will be extended to show those devices on a map. The map will be initially panned / zoomed such that all close devices in a selected radius are shown.  The user may change the defined radius to any of a pre-defined set of values.  Doing so will pan/zoom the map to the extent of the devices within the new range. 

4.8.35 View Devices Close to Traffic Event (Use Case)

This use case is implemented in R3B3 and is shown to provide context.

4.8.36 View Devices On Map (Use Case)

The home page map shall include map layers to allow the user to view devices.  Each device type shall be presented on a different map layer.  The device types available for display on the map in release 5 are DMS, HAR, SHAZAM, and Camera.  Any device of these types that has a defined point location can be viewed on the home page map by clicking a link on the details page for the device.

4.8.37 View Home Page (Use Case)

This use case shows the home page being shown to the user.  A user is shown the home page when logging in, and can view the home page at any other time during the login session.  The home page always shows the user a visual indication of the number of open alerts in the new state and allows the user to quickly view summary information about the new alerts (including alert type, creation time, and description) without leaving their current view.

4.8.38 View Home Page Map (Use Case)

A user may view a map on the Home Page. The home page map will show all open events for the user's operating center by default. 

4.8.39 View Open Events On Map (Use Case)

A user may choose to show all open events on the home page map.  When this action is performed, the traffic event layers are made visible if they were previously hidden, and the map is zoomed to the extent of all open traffic events.  Any open traffic event that has a defined point location can be viewed on the home page map by clicking a link on the details page for the traffic event.

4.8.40 View Traffic Event Details (Use Case)

A user with appropriate rights shall be permitted to view the details for an event.  This feature is being enhanced in release 5 to include a map view that shows nearby devices on the traffic event details page. 

4.9 MapDeviceAndTrafficEventUses (Use Case Diagram)

This diagram shows the ways that users may interact with devices and traffic events from the map.
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Figure 4‑9 MapDeviceAndTrafficEventUses (Use Case Diagram)

4.9.1 Display Camera on Home Monitor (Use Case)

A user may click on a link in the camera map popup to display the camera on the user's home monitor, if a home monitor has been assigned.

4.9.2 Display Camera on Local Monitor (Use Case)

A user may click on a link in the camera map popup to display the camera on a monitor in the user's local monitor group (if a group has been assigned) and bring up the list of local monitors in the working window.

4.9.3 Edit DMS Response Message (Use Case)

A suitably privileged user may edit and execute a DMS response message from the DMS map popup.  The user may invoke either the DMS Response Message (Auto) Editor or the DMS Response Message (Manual) Editor from the DMS map popup.  The edited DMS response message will be executed when the editor form is submitted.

4.9.4 Edit HAR Response Message (Use Case)

A suitably privileged user may edit and execute a HAR response message from the HAR map popup.  The user may invoke the HAR Response Message Editor from the HAR map popup, and the edited HAR response message will be executed when the editor form is submitted.

4.9.5 Edit Traffic Event Roadway Conditions (Use Case)

A user may click on a link to invoke the roadway conditions editor from the traffic event map popup.

4.9.6 Override Control of Camera (Use Case)

A suitably privileged user may override control of a controllable camera (that is currently being controlled by another user) from the camera map popup.

4.9.7 Release Control of Camera (Use Case)

A suitably privileged user may release control of a camera that is currently being controlled, from the camera map popup.

4.9.8 Request Control of Camera (Use Case)

A suitably privileged user may request control of a controllable camera from the camera map popup.

4.9.9 Use Camera from Map (Use Case)

A Camera will have a different icon on the Map depending on its operational status (e.g. online or offline).  When a user causes the mouse cursor to hover over a Camera icon in the map, the name or location of the camera (as specified in the system profile) will appear.  A user may click on a camera icon in the map to display summary information in a popup.  The Camera map popup will display the name or location of the Camera (as configured in the system profile) and the name and operations center of the user controlling a camera, if the camera has a control session open.

4.9.10 Use DMS from Map (Use Case)

A DMS will have a different icon on the Map depending on its mode (e.g. online, offline, or maintenance) and whether it is currently displaying a message.  When a user causes the mouse cursor to hover over a DMS icon in the map, the name of the DMS and a plain text representation of the DMS message will appear.  A user may click on a DMS in the map to display summary information in a popup.  The DMS map popup will display the name and location of the DMS, a representation of the DMS's current message, a list of open traffic events that currently have the DMS in their response plans, and an indicator of whether a traffic event owns a message that is active on the DMS's message queue.

4.9.11 Use HAR from Map (Use Case)

A HAR will have a different icon on the Map depending on its mode (e.g. online, offline, or maintenance) and whether it is currently playing a non-default message.  When a user causes the mouse cursor to hover over a HAR icon in the map, the name of the HAR will appear.  A user may click on a HAR icon in the map to display summary information in a popup.  The HAR map popup will display the name of the HAR, a representation of the HAR's current message, a list of open traffic events that currently have the HAR in their response plans, and an indicator as to whether a traffic event owns a message that is active on the HAR's message queue.

4.9.12 Use SHAZAM from Map (Use Case)

A SHAZAM will have a different icon on the Map depending on its mode (e.g. online, offline, or maintenance) and whether it has its beacons on. When a user causes the mouse cursor to hover over a SHAZAM icon in the map, the name of the SHAZAM and the current beacon state will appear.  A user may click on a SHAZAM icon in the map to display the name of the SHAZAM in a popup.

4.9.13 Use Traffic Event from Map (Use Case)

A traffic event will have a different icon on the Map depending on the type of incident. A user may click on a traffic event icon in the map to display summary information in a popup.  When a user causes the mouse cursor to hover over a traffic event icon in the map, the name of the traffic event and a description of the lane closures (if the traffic event has a defined roadway configuration) will appear.  The traffic event map popup will display the name of the traffic event and a graphical representation of the lane closures (if the traffic event has a defined roadway configuration).

4.9.14 View Camera Details Page (Use Case)

A user may click on a link in the Camera map popup to invoke the Camera details page in the working window.

4.9.15 View DMS Details Page (Use Case)

A user may click on a link in the DMS map popup to invoke the DMS details page in the working window.

4.9.16 View HAR Details Page (Use Case)

A user may click on a link in the HAR map popup to invoke the HAR details page in the working window.

4.9.17 View SHAZAM Details Page (Use Case)

A user may click on a link in the SHAZAM map popup to invoke the SHAZAM details page in the working window.

4.9.18 View Traffic Event Details Page (Use Case)

A user may click on a) a link in the traffic event map popup, b) a traffic event listed in the DMS map popup, or c) a traffic event listed in the HAR map popup to invoke the traffic event details page in the working window.

4.10 R5CameraUses (Use Case Diagram)

This diagram shows high level use cases for camera enhancements implemented in R5.  Features include supporting multiple video sending devices, and control/status of video sources streaming flash video.
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Figure 4‑10 R5CameraUses (Use Case Diagram)

4.10.1 Add Video Source (Use Case)

The system shall allow the user to add video sources to the system. The system allows an administrator to configure multiple video sending devices for the video source.

4.10.2 Block Flash Video To Public (Use Case)

An operator shall be able to block a camera's flash stream to the public.

4.10.3 Choose Camera For Monitor (Use Case)

An operator shall be able to choose a camera to display on a monitor from the monitor list.  The monitors shown in the list should have the correct route displayed.  If a camera contains a local and routed connecting device, local will be shown.

4.10.4 Choose Monitor For Camera (Use Case)

An operator shall be able to choose a monitor for display  from the camera list.  The monitors shown in the list should have the correct route displayed.  If the monitor contains a local and routed connecting device, local will be shown.

4.10.5 Configure Video Sources (Use Case)

The system allows an administrator with the Configure Camera right to configure video sources in the CHART system. The system allows an administrator to configure multiple video sending devices for the video source.

4.10.6 Configure Flash Streaming Control (Use Case)
The system shall allow an administrator to specify a flash video stream control for the video source.  (This is the system which manages the "red button", also known as the flash "kill switch".)

4.10.7 Configure Multiple Video Sending Devices (Use Case)

An administrator shall be able to configure one or more video sending devices.

4.10.8 Configure Switches (Use Case)

The system should allow an administrator to configure one or more switches as a video sending device for a camera.

4.10.9 ConfigureEncoders (Use Case)

The system shall allow an administrator to configure one or more encoders as a video sending device for a camera.

4.10.10 Control Flash Video Streams (Use Case)

An operator shall be able to control a camera's flash stream to the public.

4.10.11 Copy Video Source (Use Case)
The system shall allow a user to copy video sources when creating new video sources. The system shall allow an administrator to copy multiple (one or more) video sending devices while copying a video source..

4.10.12 Display Camera Image (Use Case)

When the system displays a camera image on a monitor.  The correct sending device will be used based on the receiving device's video fabric.

4.10.13 Display Flash Streaming  Status (Use Case)

An operator shall be able to see the streaming status of a camera. 

4.10.14 Display Multiple Video Sending Devices (Use Case)

The operator shall be able to view multiple sending device configurations for a video camera.The flash streaming server configuration should also be shown.

4.10.15 Display Video (Use Case)

An operator shall be able to display video when a camera has more than one sending device specified.

4.10.16 Enable Flash Video To Public (Use Case)

An operator shall be able to enable a camera's flash stream to the public.

4.10.17 Remove Video Source (Use Case)
The system shall allow a user to remove video sources from the system.

4.10.18 Update Video Source (Use Case)
The system shall allow an user to update video source attributes. The system shall allow an administrator to configure multiple (one or more) video sending devices while updating a video source.

4.10.19 View Cameras (Use Case)

An operator shall be able to view the details for a camera.  Details include the flash streaming configuration/status and multiple video sending devices.

4.11 R5ProvideDataToExternalSystems (Use Case Diagram)

This diagram shows uses of the system related to providing data to external systems.  For R5, CHART will provide Traffic Event, HAR, DMS, and SHAZAM to external systems.  The existing R3B3 feature will provide external client management.
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Figure 4‑11 R5ProvideDataToExternalSystems (Use Case Diagram)

4.11.1 Add External Client (Use Case)

The system shall allow an administrator to add an external client to the CHART system.  When doing so, the administrator will specify data pertaining to the client including a client ID to be used by the external system and a public key used to validate data signed by the external system.  The administrator will specify whether the external system is a supplier and/or consumer of CHART data, and if it is a consumer, one or more CHART Roles whose user rights will determine the data accessible to the external system.  The administrator will also be able to specify a name and description of the external system, contact information for a person responsible for managing the external system.

4.11.2 Authenticate External System (Use Case)

The system shall authenticate external system connections to validate that they are authorized to connect to CHART and to enforce rights regarding the data the external system is permitted to access.  Each external system owner will be provided a private key from a public/private key pair generated within the CHART system.  Each request from an external system will include the system's CHART client ID (as configured within CHART) and a digital signature of the request data, created using the private key provided by the CHART administrator.  The CHART system will validate each request signature using the client's public key.

4.11.3 Edit External Client (Use Case)

The system shall allow an administrator to edit the data associated with an external client, as described in the Add External Client use case.

4.11.4 Generate Key Pair (Use Case)

The system shall allow an administrator to generate a public/private key pair for use in controlling access to the CHART external interface.  The private key is to be given (offline) to the owner of the external system wishing to gain access to CHART data.  The public key is to be used by the administrator when adding the external client to the CHART system that corresponds to the external system that wishes to retrieve data from CHART.

4.11.5 Manage External Clients (Use Case)

The system shall allow an administrator to manage the external clients that are permitted to retrieve data from CHART via its external system interface.

4.11.6 Provide Data to External Systems (Use Case)

The system shall provide access to external systems via a web service to allow them to receive data that the CHART system makes available to third parties.  One or more Roles assigned to each external client will be used to determine the data the client will be permitted to access.  All requests made by external systems shall be validated against published XSD.  CHART will return a response XML document for each request.  The XML returned will contain an error code and error text for invalid requests, and will return the requested data for valid, authorized requests.  The response XML shall be formatted as specified in published XSD.

4.11.7 Provide Detector Data To External Systems (Use Case)

The system shall provide detector data to external systems.  The system shall enforce granular, organization based user rights to allow the level of detail provided for a detector to be controlled.  Two user rights will be used to determine if a detector's detailed volume, speed, and occupancy (VSO) data is exported, only a speed range, or no VSO data.  When VSO data is provided for a detector, it will include the data for zone groups and for each zone within the group. The detector data will be provided using the TMDD standard, with CHART extensions as needed. External systems can obtain an inventory and status of all CHART system detectors, or the ones that have changed in a certain lookback time period. They can obtain updates to the detector data (including the status) periodically with on-demand request or by subscribing to receive updates at a specified webservice URL.

4.11.8 Provide DMS Data To External Systems (Use Case)

The system shall allow external systems to receive data pertaining to DMSs using the TMDD standard, with CHART extensions to the standard as needed. External systems can obtain an inventory and status of all CHART DMS devices, or the ones that have changed in a certain lookback time period. They can obtain updates to the DMS devices (including the current status) periodically with on-demand request or by subscribing to receive updates at a specified webservice URL.

4.11.9 Provide HAR Data To External Systems (Use Case)

The system shall allow external systems to receive data pertaining to HARs using the TMDD standard, with CHART extensions to the standard as needed. External systems can obtain an inventory and status of all CHART HAR devices, or the ones that have changed in a certain lookback time period. They can obtain updates to the HAR devices (including the current status) periodically with on-demand request or by subscribing to receive updates at a specified webservice URL.

4.11.10 Provide SHAZAM Data To External Systems (Use Case)

The system shall provide SHAZAM (beacon) data to external systems using the TMDD standard format, with CHART extensions as needed. External systems can obtain an inventory and status of all CHART SHAZAM devices, or the ones that have changed in a certain lookback time period. They can obtain updates to the SHAZAM devices (including the current status) periodically with on-demand request or by subscribing to receive updates at a specified webservice URL.

4.11.11 Provide Traffic Event Data To External Systems (Use Case)

The system shall allow external systems to receive traffic event data from CHART.  The CHART system shall enforce granular, organization based user rights to determine the level of detail that may be seen by each event.  User rights will control whether or not the incident type of "fatality" is exported within the event name and the incident type field.  A cleansed version of the incident type and event name that substitutes personal injury for fatality will be exported to external clients that don't have the proper user right.  A separate user right determines whether or not event history for an event is exported. The traffic event data is exported using the SAE ATIS J2354 standard format with CHART extensions as needed.  External systems can obtain a list of traffic events (an inventory) that includes either all events in the system or the ones that have changed in a certain lookback time period. They can receive updates by polling to receive a new inventory periodically or by subscribing to receive updates at a specified webservice URL.

4.11.12 Remove External Client (Use Case)

The system shall allow an administrator to remove an external client from the system, effectively preventing them from accessing CHART's external interface to retrieve data. The system will prompt the user for confirmation before removing the client.

4.11.13 View External Clients (Use Case)

The system shall allow an administrator to view the external clients allowed to retrieve CHART data via its external interface.

4.12 DATAExporterClient (Use Case Diagram)

In R5, the Data Exporter Client will replace the CORBA listener to handle all the updates to the CHARTWeb database for CHART Events and Devices.  
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Figure 4‑12 DataExporterClient (Use Case Diagram)

4.12.1 CHART Data Exporter Client (Actor)

The Data Exporter Client will make a request to the synchronization application which processes the updates of CHART Events and Devices’ spatial component in the CHARTWeb database.  
4.12.2 Add Or Update of CHART Events & Closures (Use Case)

The Synchronization Application shall listen to the CHART Data Exporter Client's request when an add event occurred. In R5, the Synchronization Application shall synchronize add events when a new CHART Event is added in CHART. The Synchronization Application shall also synchronize any new CHART Events when a full inventory update occurs in CHART Data Exporter Client. 

The Synchronization Application shall listen to the CHART Data Exporter Client's request when an update event occurred. In R5, the Synchronization Application shall synchronize update events when an existing CHART Event is updated in CHART. The Synchronization Application shall also synchronize any updates of CHART Events when a full inventory update occurs in CHART Data Exporter Client. 

4.12.3 Add or Update Or Remove of DMS (Use Case)

The Synchronization Application shall listen to the CHART Data Exporter Client's request when an add event occurred. In R5, the Synchronization Application shall synchronize add events when a new DMS Device is added in CHART. The Synchronization Application shall also synchronize any new DMS Device when a full inventory update occurs in CHART Data Exporter Client. 

The Synchronization Application shall listen to the CHART Data Exporter Client's request when an update event occurred. In R5, the Synchronization Application shall synchronize update events when an existing DMS Device is updated in CHART. The Synchronization Application shall also synchronize any updates of DMS Devices when a full inventory update occurs in CHART Data Exporter Client. 

The Synchronization Application shall listen to the CHART Data Exporter Client's request when a remove event occurred. In R5, the Synchronization Application shall synchronize remove events when an existing DMS Device is removed in CHART. The Synchronization Application shall also synchronize any removal of DMS Devices when a full inventory update occurs in CHART Data Exporter Client. 

4.12.4 Add Or Update Or Remove of HAR (Use Case)

The Synchronization Application shall listen to the CHART Data Exporter Client's request when an add event occurred. In R5, the Synchronization Application shall synchronize add events when a new HAR Device is added in CHART. The Synchronization Application shall also synchronize any new HAR Device when a full inventory update occurs in CHART Data Exporter Client. 

The Synchronization Application shall listen to the CHART Data Exporter Client's request when an update event occurred. In R5, the Synchronization Application shall synchronize update events when an existing HAR Device is updated in CHART. The Synchronization Application shall also synchronize any updates of HAR Devices when a full inventory update occurs in CHART Data Exporter Client. 

The Synchronization Application shall listen to the CHART Data Exporter Client's request when a remove event occurred. In R5, the Synchronization Application shall synchronize remove events when an existing HAR Device is removed in CHART. The Synchronization Application shall also synchronize any removal of HAR Devices when a full inventory update occurs in CHART Data Exporter Client. 

4.12.5 Add, Update and Remove of SHAZAM (Use Case)

The Synchronization Application shall listen to the CHART Data Exporter Client's request when an add event occurred. In R5, the Synchronization Application shall synchronize add events when a new SHAZAM Device is added in CHART. The Synchronization Application shall also synchronize any new SHAZAM Device when a full inventory update occurs in CHART Data Exporter Client. 

The Synchronization Application shall listen to the CHART Data Exporter Client's request when an update event occurred. In R5, the Synchronization Application shall synchronize update events when an existing SHAZAM Device is updated in CHART. The Synchronization Application shall also synchronize any updates of SHAZAM Devices when a full inventory update occurs in CHART Data Exporter Client. 

The Synchronization Application shall listen to the CHART Data Exporter Client's request when a remove event occurred. In R5, the Synchronization Application shall synchronize remove events when an existing SHAZAM Device is removed in CHART. The Synchronization Application shall also synchronize any removal of SHAZAM Devices when a full inventory update occurs in CHART Data Exporter Client. 
4.13 SpatialWebService (Use Case Diagram)

The spatial web service serves States boundary Geometry, County boundary Geometry, Milepost Types, Exits information, and Lat/Longs for Mileposts.
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Figure 4‑13 SpatialWebService (Use Case Diagram)

4.13.1 Get Counties Extents By State Code (Use Case)

The Spatial Web Service shall allow the requesting client to query the counties' extents. In addition, the service shall allow the requesting client to query the counties' extents along with its boundary. In response to the Get Counties' Extents request, the Spatial Web Service shall return a list of Counties associated with the state code, each with supporting information in XML format. The Spatial Web Service shall return county boundary information in WSG84 formats if requested. 

4.13.2 Get Features By Given Route Directory (Use Case)

The Spatial Web Service shall allow the requesting client to query all or a particular feature by a given route directory.  In R5, the available features include both exits and mileposts.  In response to the Get Features by a Given Route Directory, the Spatial Web Service shall return a list of mile posts and exits associated with the Route Directory, each with supporting information in XML format. If available, the location information will be provided in both NAD83 State Plane and WSG84 formats. 

4.13.3 Get Location Information By Latitude and Longitude (Use Case)

The Spaital Web Service shall allow the requesting client to query location information by providing valid latitude and longitude values.  In response to the request, the Spatial Web Service shall return the State and County extent where the Latitude and Longitude falls within, each with supporting information in XML format. 

4.13.4 Get States Extents (Use Case)

The Spatial Web Service shall allow the requesting client to query the states extents during the CHART GUI starts.  In response to the Get State Extents request, the Spatial Web Service shall return a list of 50 States plus the District of Columbia, each with supporting information in XML format.  If available, the Spatial Web Service shall provide the state extent information in both State Plane NAD83 State Plane and WSG84 formats.  

4.13.5 Integrated Map (Actor)

In R5, the Integrated Map will make a request to the spatial web service and spatial web service will server spatial as well as wells as non spatial information about State, County, Exit and Milepoint in XML format.

4.14 ChartIntranetMap (Use Case Diagram)

The system shall allow operator to toggle the display of a Point of Interest (POI).  In addition to Landmark in production system, R5 will include 911 Emergency Medical Service (EMS) as part of the Point of Interest (POI). Operator can turn on the display of a particular Point of Interest (POI) by checking the check box next to it in the legend and vice versa.
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Figure 4‑14 ChartIntranetMap (Use Case Diagram)

4.14.1 911 Public Safety Answering Point (Use Case)

The system shall allow operator to toggle the display of a Point of Interest (POI).  In addition to Landmark in production system, R5 will include 911 Emergency Medical Service (EMS) as part of the Point of Interest (POI). Operator can turn on the display of a particular Point of Interest (POI) by checking the check box next to it in the legend and vice versa.

4.14.2 CHART Operator (Actor)

In R5, CHART Operator can locate an exit, display high resolution satellite imagery, 911 public safety answering point, as well as state police barracks on the Intranet Map.

4.14.3 Display Points of Interest (Use Case)

The system shall allow operator to toggle the display of a Point of Interest (POI).  In addition to Landmark in production system, R5 will include 911 Emergency Medical Service (EMS) and State Police Barraks as part of the Point of Interest (POI). Operator can turn on the display of a particular Point of Interest (POI) by checking the check box next to it in the legend and vice versa. 

4.14.4 Display Satellite Imagery (Use Case)

The system shall allow operator to toggle the display of the Satellite Imagery provided by MDOT.  When Satellite Imagery is turn on, the system shall allow the operator to toggle the transparency of the Satellite Imagery between 0 to 100 percent. 

4.14.5 Locate an Exit (Use Case)

The system shall allow operator to locate an exit by selecting a county and a route. If exit(s) is available, the system shall display a list of exits that belongs to the route within the county in the drop down box. Operator can then locate a specific exit by selecting the exit number in the drop down box and hit the locate button. Once located, the map shall center on the exit. In addition, the system shall display a text description about the exit. The text description shall include information about the primary and the exit rotue if avaiable.  

4.14.6 State Police Barracks (Use Case)

The system shall allow operator to toggle the display of a Point of Interest (POI).  In addition to Landmark in production system, R5 will include State Police Barraks as part of the Point of Interest (POI). Operator can turn on the display of a particular Point of Interest (POI) by checking the check box next to it in the legend and vice versa.
4.15 Deprecated Functionality

The following Intranet Mapping functions have been deprecated due to R5 changes.
4.15.1 Map and Unmap CHART Events

In R5, the Integrated Map in the CHART application will start handling the mapping of CHART Events; the CHART Intranet Map will become a view only application for CHART Events.

4.15.2 Login

As the CHART Intranet Mapping application becomes a view only application for CHART Events, login is no longer needed.
4.15.3 View, Add, Update, Remove CHART Devices

In R5, the Integrated Map in the CHART application will start handling the mapping of CHART Devices (DMS, HAR, and SHAZAM); Device viewing, adding, updating and removing will no longer be available in the CHART Device Editor.

5 Detailed Design

5.1 Human-Machine Interface 

5.1.1 Maintenance GUI

The Maintenance GUI includes changes to the CHART Login page and includes a custom home page.  Customized versions of device lists, device details pages, and search results are also included.

5.1.1.1 Login

The standard CHART GUI Login page is changed to allow the user to access the maintenance portal instead of the standard CHART GUI view.  See the change highlighted on the screen below:
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Figure 5‑1 Login Page

The login works the same as prior to the maintenance GUI feature being added; the same CHART username and password is used, and the same user rights will apply regardless of whether the user chooses to access the Device Maintenance Portal.  If the user clicks the Device Maintenance Portal box before clicking Login (or hitting enter), they will log into the portal.  After logging in, the Maintenance GUI Home Page will appear in the same window they used to login.  Note that this differs from the standard GUI.  When the user logs into the standard GUI, two new, stripped down web browser windows appear (home page window and working window) and the user is asked to close the window they used for login.  This is not the case with the maintenance GUI.
5.1.1.2 Maintenance GUI Home Page

After the user chooses the Device Maintenance Portal option and logs in, the Maintenance GUI home page is shown in the same browser window where the login form was displayed.  The browser window is left in tact with all navigation features, tool bars, etc. still present.  See the sample below:
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Figure 5‑2 Maintenance GUI Home Page

The maintenance GUI Home page is designed to allow the user to quickly find the details page for the device they are maintaining.  The page is simple by design, without the myriad of options available in the standard GUI.  Content is left justified to minimize the need for horizontal scrolling on smaller screens.    The following features exist on this page:

Page Header

The page header includes an indication that the user is not logged into the standard CHART GUI “CHART Mobile”, the operations center, and the user name.  The header also contains navigation links (Back / Forward) and a Refresh link to allow the page to be refreshed.  The header also contains a Home link, which is a link to this Maintenance GUI home page.  Finally, a logout link is included to allow the user to logout of the GUI.  This header information is available on every page displayed within the maintenance portal.
Find Device
The Find Device section of the maintenance GUI home page allows the user to do a text search for the device they are maintaining.  The user types in all or part of the device name or location and clicks Search and the system will display all devices that meet the search criteria.  The search results page is shown below.

Browse For Device

The Browse For Device section allows the user to view a list of devices of a specific type so they may select the device they are maintaining.  The user can view all devices of a selected type, or can view a filtered list.  When using the device type link (“Message Signs” for example), the system filters the list using folders that are assigned to the operations center (if any).  The user can use the drop down list to select an unfiltered list (all) or to filter by various device modes (online, offline, maint mode) and/or status (hardware failed, comm failed, with message, etc.)  Device lists are shown in section 5.1.1.4 below.
5.1.1.3 Search Results

If the user clicks the Search button on the device maintenance home page, the results of the search are shown (see sample below).
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Figure 5‑3 Search Results

The Search Results page shows all devices (and only devices) that matched the user’s search (case insensitive).  The devices are organized by device type, and only an icon, device name, and device location are shown for each device.  The icon indicates the device type as well as mode/status.  Each device name is a link that when clicked causes the details page for that device to be shown.  See information about the details page in section 5.1.1.5 below.
5.1.1.4 Device Lists

When the user chooses to view a device list (all or filtered), the list of devices is shown with an icon, device name, and location description for each.  See the sample below for a filtered DMS list.
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Figure 5‑4 Device List

The page header indicates the type of devices that are listed.  The number of devices in the list is shown, as well as the total number of devices available if the list is filtered.  Any filters in use are shown (“RAVENSTOC folders” in the example above).  If the list is filtered, a “View All” link will exist to allow the user to remove all filters and view all devices of the selected type.  The name of each device is a link to its details page.  Note that unlike the standard GUI, there is no link to Add a device via the maintenance GUI.  Although the above example shows DMSs, the device lists for HARs, SHAZAMs, TSSs, and Cameras will operate in this same manner.

5.1.1.5 Device Details

The device details pages shown within the maintenance portal are customized versions of these pages that appear in the standard GUI.  While the information shown will vary by device type, there are some common themes to device details pages shown within the maintenance portal:

· Information is left justified

· Action links are near the top of the page and mirror the action links that would be available had the user logged into the standard GUI, based on the device mode and the user’s rights, with the following exceptions:

· Action links will not include the ability to copy or remove a device, even if the device mode and user’s rights would normally allow those links to be displayed

· The Set Message action link for HARs will utilize a simplified version of the HAR message editor (see below)

· Information that is shown on the details page within the maintenance portal will match the same information shown on the details page within the standard GUI

· Some information normally shown on the page when displayed within the standard GUI will not be shown (applies only to DMSs and HARs as of this design, see below)

The DMS details page, as viewed within the maintenance portal is shown below as an example:
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Figure 5‑5 Device Details Page
5.1.1.5.1 Maintenance GUI Details Page Data vs. Standard GUI Details Page Data

Most information available on the device details pages in the standard GUI is also available when the details page is accessed within the maintenance portal.  The DMS details page has fields that are hidden when shown within the maintenance portal.  The following fields are not shown on the DMS details page when viewed within the maintenance portal:

· MULTI text version of the current message

· Travel Time / Toll Rate messages

· Associated Travel Routes

· Travel Time Schedule

On the HAR details page, there is a section that shows the default clips stored on the HAR controller.  In the standard GUI, that section can contain an Edit link to allow the user to edit the clip.  In the maintenance portal, this link will not be shown (see below).
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Figure 5‑6 Clips stored in HAR, Standard GUI (can have Edit link)
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Figure 5‑7 Clips stored in HAR, Maintenance portal (no edit links)

5.1.1.5.2 New Device Actions Added

New device actions are added as part of the maintenance GUI, one for the DMS device and one for the HAR device.  These actions allow a user with the right to maintain the device to send a test message to the device with one click when the device is in maintenance mode.  The usefulness of this command is such that these new actions are not limited to the maintenance GUI and will also be available within the standard GUI.  

Both of these features operate by sending a canned message to the device.  The canned message is defined in the system profile and includes the text to be used for the message.  For a DMS, there is also an option to include flashing beacons when the message is displayed.  The message will be formatted automatically to fit the DMS on which it is being used, and an error will be shown if the message cannot be made to fit on the DMS without truncation.  For a HAR, the message text is converted to speech and the speech is used with the default header and trailer on the HAR to broadcast the test message.

5.1.1.6 HAR Editor

The HAR editor that will be provided within the maintenance GUI for setting the HAR message while the HAR is in maintenance mode will be a simplified editor, shown below.
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Figure 5‑8 Simplified HAR Editor

The editor allows the user to enter only the body of the HAR message, and only text is allowed (no recorded or uploaded voice).  Radio buttons are used to make it clear to the user that the message body they specify will utilize the default header and default trailer to construct a complete HAR message.  The Body text will default to test message configured for the HAR test message feature discussed above.  The message is initially selected to allow the user to simply begin typing to replace the text with their own.  If the user wishes to use the default message they can click the Submit button without entering any text.
5.1.1.7 Links to Non-Device Pages

Several pages within the scope of the maintenance GUI would normally contain links to other parts of the system if the same pages were displayed within the standard GUI.  One example is the Controlling Operations Center shown on the DMS details page which is a link to the operations center report for the controlling center.  Another example is the “used by” field for DMSs, which can contain links to traffic event details pages for traffic events that are using the DMS as part of their response plan.  Links such as these will not be enabled within the maintenance GUI.  Instead the information will appear as plain text and will not be a clickable link.

5.1.1.8 Pop-ups

Several pages within the scope of the maintenance GUI would normally be displayed as pop-up windows if displayed within the standard GUI.  Examples include the DMS and HAR editors, and pages used to edit device configuration information.  The maintenance GUI will not use pop up windows for most of these pages; most pages will be displayed within the main browser window.  Popup windows that are used to allow the user to listen to audio will remain as pop-up windows within the maintenance GUI.  The main reason for eliminating most popups is to more closely position the maintenance GUI for use on handheld devices in the future.
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Figure 5‑9 Example of Pop-up Window Elimination
5.1.1.9 Logout

When the user logs out of the maintenance GUI using the Logout link, a check will be made to see if there are any devices in maintenance mode that are controlled by the user’s center.  If there are, a warning will be shown to the user so they can set devices to online or offline mode if they have forgotten.  An example of this warning is shown below:
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Figure 5‑10 Logout Warning for Maint Mode Devices

Each device name is a link to its details page, where the user can change the device mode if desired.  The “Logout Anyway” button allows the user to ignore the warning and log out of the maintenance portal.

NOTE: At this time, detectors are not “controlled devices” within CHART and do not have a controlling operations center in their status, and therefore will not appear on this warning page, even if they are in maintenance mode and were put in maintenance mode by the user’s operations center.  The change to make detectors “controlled devices” is beyond the scope of the maintenance GUI feature.

5.1.2 Integrated Map

5.1.2.1 Home Page

In order to effectively incorporate a map component and dedicate as much screen space to the currently selected map view as possible the GUI home page has been modified as described in the sections that follow.

5.1.2.1.1 Home Page Navigation

The accordion control that was previously used to switch views on the home page has been replaced by a button bar (buttons just above the map on the screen below).  As was done on the accordion control the events button shows the current count of open traffic events and the Alerts button is red if there are alerts in the new state.  The Alerts button also shows a current alerts count.  The user may click the buttons to change the current home page view.  The view shown below is the Home Page Map view.  Clicking the “Events” button would replace the map display with the familiar list of traffic events.  Clicking the “Alerts” button would replace the map display with the familiar alerts list view.  Clicking on the “Create Events” would replace the map display with the traffic event launcher view which has been modified for this release as described later in this section.
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Figure 5‑11 Home Page Layout

5.1.2.1.2 Home Page Alerts Quick View

When the user hovers their mouse over the Alerts button the current home page view moves down and a component is inserted on the web page between the button bar and above the current view (as shown in the diagram below) to provide a quick view of the latest alert(s) received.  This alerts view is removed from the page when the user moves their mouse off of the alerts button.
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Figure 5‑12 Home Page Alerts

5.1.2.2 Home Page Map

The home page map is a new view that the user can utilize to view devices and traffic events spatially.  Figure 5-12 above shows a basic map view that is showing a set of markers that represent traffic events rendered over a map of the Capital Beltway and I-270 and I-95 corridors.

5.1.2.2.1 Map Navigation

Users may use the arrows to pan the map North, South, East or West.  They may also pan the map by simply clicking their left mouse button anywhere on the map where there is not a marker and dragging the map.  The map can be zoomed in or out using the bar at the left edge of the map with the +/- controls on it.  Clicking the + control zooms the map in 1 level.  Clicking the – control zooms the map out one level.  Clicking a level “bar” on the control directly will zoom the map to the clicked level of detail.  Users can also zoom in and out using their mouse wheel (if available).  Additionally, the map supports rubber band zooming.  To invoke this action a user holds the shift key on the keyboard while left clicking on the map at a location where there is no marker, then drags the mouse to draw a shaded rectangle over the area that they would like to zoom the map to as shown in figure 5-13 below.  When the user releases the mouse the map pans and zooms such that it is centered on the highlighted area and zooms in until the highlighted area uses the entire map display (if that is not past the maximum zoom level supported by the map).
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Figure 5‑13 Rubber Band Zoom

5.1.2.2.2 Layer Visibility Control

Users may select the base map to use if more than one is available and may also choose the overlay layers that they would like shown on the map at any given time.  The Layer Visibility Control is accessed using the Blue(+) control that is shown in the upper right hand corner of the map in figure 5-11 Home Page Map.  Doing so displays the layer visibility control which shows a list of all available layers.  Checkboxes are shown next to each layer to indicate which are currently visible.  The user may un-check a checked layer to hide the objects on that layer.  Traffic events are displayed on a separate layer per type, so that each type can be hidden/shown separate from the others and to ensure that incidents are not obscured by lower priority events such as safety events.  They are also members of the “CHART Events” layer group.  Un-checking the group will hide all traffic events in a single action.  The layer visibility control can be collapsed by pressing the (-) control in the upper right hand corner when the user is finished setting layer visibility.
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Figure 5‑14 Layer Visibility Control

5.1.2.3 Marker Interaction

Devices and Traffic Events are represented on the map using feature markers; Icons that represent the device or traffic event and provide some visual information about it.  Figure 5-12 shows a Congestion type Traffic Event marker on I-270 (top left) and an Incident type Traffic Event on I-95 (top right).  

5.1.2.3.1 Marker Tooltips

Figure 5-15 below shows a Camera device marker.  The red rectangle with the camera name next to the marker is a tooltip.  Tooltips are displayed when a user hovers his/her mouse over a marker on the map.  In this case the tooltip shows the name of the Camera that the user is hovering over in order to better identify it.
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Figure 5‑15 Camera Marker With Tooltip
5.1.2.3.2 Marker Callouts

When a user wants to interact with a map marker he/she may left click on the marker to display a callout that contains HTML that contains further information about the device or traffic event.  Figure 5-16 below shows a callout for a Traffic Event.  In general callouts are shown caption-style and are anchored to the marker that they were created from.  They provide a description of the device or traffic event as a link that, when clicked, opens the details page for the device or traffic event in the working window of the GUI.  Each type of marker also displays status information that is specific to the type of device or traffic event clicked and may provide additional control links and/or graphics.  Each type of callout supported is described in more detail in subsequent sections.  While a callout is open it will remain anchored to the marker it represents.  A user may close a callout at any time by clicking the red X in the upper right corner of the callout or by clicking on the marker again.
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Figure 5‑16 Traffic Event Marker Callout

5.1.2.3.3 Multiple Markers

It is possible to have multiple markers at the same location, or near enough to one another that they overlay one another when the map is zoomed out sufficiently.  When this happens the integrated map will show all objects under the current mouse position in the tooltip as shown in figure 5-17 below.  In this case there is a Congestion Event and a Special Event defined at locations close enough together that the current map zoom level does not allow for seeing both markers.  However, the tooltip shows the names of both markers at the location as the mouse hovers over.
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Figure 5‑17 Multiple Marker Tooltip

When the user clicks on a location that has multiple markers to invoke a callout, the map determines that there are multiple markers at the clicked location and displays a temporary callout to let the user select which of the markers they are attempting to click.  Figure 5-18 below shows such a temporary callout.  The user may click the link for the marker they want to select to invoke the callout for that marker.
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Figure 5‑18 Multiple Markers Callout

5.1.2.4 Home Page Map Toolbar

The home page map provides the user with the toolbar shown in diagram 5-19 to allow them to perform several additional functions.  This toolbar is always visible at the left edge of the map display.  The top two buttons are mutually exclusive and are used to determine which traffic events are displayed on the home page map.  The top button (incident with globe behind it) shows all open traffic events regardless of the operations center that is currently controlling them.  The second button (incident with house behind it) filters the map to show only the traffic events that are controlled by the operations center that the user is currently logged in at.  The toolbar uses a green border to indicate which of these filter buttons is currently selected.  To make the selection more obvious, the map also displays in red lettering the word “Filtered” followed by the name of the operations center that it is showing data for whenever the traffic events are filtered for the current operations center.  This can be seen at the upper right of Figure 5-11 (to the right of the view selection button bar). 
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Figure 5‑19 Home Page Map Toolbar

The third button down on the home page map toolbar allows the user to close all open marker callouts in a single action.  The final (bottom) button on the home page map toolbar allows the user to refresh the map display without refreshing the entire home page.  The map data is refreshed periodically on a timer basis.  If the user believes that map markers or callouts are showing incorrect status information clicking this button will force the map to immediately get the latest data and update the markers and their callouts.

5.1.2.5 Nearby Devices Map

This section details the use of the nearby devices map that is included on the details page of each traffic event that has a defined location.  Figure 5-20 below shows an example of a close devices map.  The map cannot be panned or zoomed.  Rather, the user uses the drop down list to specify how far away devices can be from this traffic event and still be considered “nearby”.  The map is always zoomed to the appropriate level to show all devices within the specified radius.  Markers, tooltips and callouts work exactly as they do on the home page map.  The nearby devices map does not have the traffic event filter buttons on the map toolbar because it always shows only the target traffic event that nearby devices are being shown for.  The “close all open callouts” and “refresh data” tools work exactly as described for the home page map.  The layer visibility control also works exactly as described for the home page map.
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Figure 5‑20 Nearby Devices Map

5.1.2.5.1 Traffic Event Response From Nearby Devices Map

Figure 4-9 above also shows that devices can be selected on the nearby devices map in order to add them to the response plan of the target traffic event.  The user selects a device by holding the shift key down while left clicking on the device to select.  When selected a device marker is drawn with a red transparent shading to indicate its selected status.  Holding the control key down and clicking on a selected marker will set it back to the unselected state.  The text below the map provides additional feedback regarding which devices are currently selected.  Clicking the “Add to Response” link (at bottom of figure 5-20) will add the currently selected devices to the response plan of the target traffic event.  Once added the devices are drawn using markers that include a green check (notice the DMS on the south side of the Capital Beltway in the figure above) to indicate that it is already part of the response plan for this traffic event.  The “Clear Selections” link can be used to immediately set any selected devices back to the unselected state.
5.1.2.6 Device And Traffic Event Map Interaction

This section details the status data displayed and user interactions supported from the map callout for each device type and traffic events.  The callouts described here are consistent regardless of whether the user is using the home page map or the nearby devices map.

5.1.2.6.1 Traffic Event Callout

As can be seen in Figure 5-21 below, traffic event markers are drawn with a red border if the traffic event that they represent currently has lane closures.  When the user left clicks on this marker the callout for the traffic event is displayed.  In the callout the user can see a graphical representation and textual description of the current lane closures.  Clicking the “Edit” link provided will take the user directly to the roadway conditions section of the traffic event details page for this traffic event in their working window.  There the user can modify the current lane closures.  The graphic shown in the callout will be updated to reflect the modified lane states the next time the map data refreshes (either due to a background refresh or due to the user manually refreshing the data using the map refresh tool described earlier).
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Figure 5‑21 Traffic Event Marker and Callout

5.1.2.6.2 DMS Callout

As can be seen in Figure 5-22 below, DMS markers are drawn with a green border if the DMS that they represent currently has an active message.  When the user left clicks on this marker the callout for the DMS is displayed.  In the callout the user can see a graphical representation of the current message.  Below the DMS message the user can see a table of all traffic events that are using this DMS (i.e., contain the DMS in their response plan).  Rows are shown using alternating colors to aid in visually separating the data.  Each row contains a column that indicates if the message for that traffic event is currently active on the DMS (asterisk is shown if active), a description of the traffic event along with a “Details” link that will take the user to the details page for that traffic event in the working window, and Auto/Manual links that allow the user to edit and execute the response message for that traffic event on this DMS in the working window using either the Auto DMS Editor or the Manual DMS Editor.  Execution means that the altered message will be put on the arbitration queue of this DMS, it does not necessarily mean that it will be displayed.  The marker and message graphic will update the next time the map data is refreshed (either due to a background refresh or due to the user manually refreshing the data using the map refresh tool described earlier).
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Figure 5‑22 DMS Marker and Callout

5.1.2.6.3 HAR Callout

No screen capture is available for the HAR map callout because the feature was not prototyped due to its similarity to the DMS callout previously described.  HAR markers are drawn with a green border if the HAR that they represent currently has an active message.  When the user left clicks on this marker the callout for the HAR is displayed.  In the callout the user can see a textual description of the current message.  Below the HAR message the user can see a table of all traffic events that are using this HAR (i.e., contain the HAR in their response plan).  Rows are shown using alternating colors to aid in visually separating the data.  Each row contains a column that indicates if the message for that traffic event is currently active on the HAR (asterisk is shown if active), a description of the traffic event along with a “Details” link that will take the user to the details page for that traffic event in the working window, and “Edit” links that allow the user to edit and execute the message for that traffic event on this HAR in the working window using the HAR Editor.  Execution means that the altered message will be put on the arbitration queue of this HAR, it does not necessarily mean that it will be included in the broadcast message.  The marker and message description will update the next time the map data is refreshed (either due to a background refresh or due to the user manually refreshing the data using the map refresh tool described earlier).
5.1.2.6.4 SHAZAM Callout

No screen capture is available for the SHAZAM map callout because the feature was not prototyped due to its similarity to the DMS and HAR callouts described previously.  SHAZAM markers are drawn with a green border if the SHAZAM that they represent currently has its beacons activated.  When the user left clicks on this marker the callout for the SHAZAM is displayed.  In the callout the user can see a textual description of the SHAZAM message and an indication if the beacons are currently active or not.  The marker and beacons state are updated the next time the map data is refreshed (either due to a background refresh or due to the user manually refreshing the data using the map refresh tool described earlier).

5.1.2.6.5 Camera Callout

When the user left clicks on the marker of a camera that is not currently controlled the callout shown in figure 5-23 below is displayed.  The table below the camera details link shows that the camera is not currently controlled.  Clicking the request control link will open a camera control window for the user.  The status table will update the next time the map data is refreshed (either due to a background refresh or due to the user manually refreshing the data using the map refresh tool described earlier). 
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Figure 5‑23 Camera Callout

Once the callout has been refreshed it appear as shown in figure 5-24 below.  The table below the camera details link shows that the camera currently controlled and provides the username and operations center of the currently controlling user.  If the user is the current controller of the camera a “Release Control” link is provided.  Clicking the release control link will release control of the camera.  The status table will update the next time the map data is refreshed (either due to a background refresh or due to the user manually refreshing the data using the map refresh tool described earlier).
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Figure 5‑24 Controlled Camera and Callout

The camera callout also provides a table that lists the monitors that the camera is currently displayed on and links to allow the user to display it on additional monitors.  Clicking on the “Home” monitor will display this camera on the users home monitor if one has been previously configured.  Clicking the “Local” link will show the user a list of monitors in the local monitor group and allow them to display the camera on the local monitors that they select.

5.1.2.7 Traffic Event and Device Location Editing

This section describes the map and form that are used when setting the location of a traffic event or device.  This can be done when creating a new traffic event using the Event Launcher on the Home Page, when editing the location of an existing traffic event or when editing the location of a device.

5.1.2.7.1 Event Launcher

Figure 5-25 below shows the Event Launcher component from the Home Page.  The Event Launcher has been changed by adding a Map to the right of the location editing form.  The map and form work together to provide the user with feedback as they set the location of the traffic event that they are creating.  In order to help operators avoid creating duplicate traffic events the map on this page will show traffic events currently active near the selected location when the user is zoomed in.
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Figure 5‑25 Event Launcher

As was done in previous releases, the user may select an Alias from a list of previously defined aliases.  This will fill in the location fields with the information stored for that alias.  If the alias selected was created with a point location (latitude/longitude) then the map will also move to that location and a blue crosshairs will be displayed at the exact location that the traffic event will be created at.  At any time during the process the user may double click anywhere on the map to change the point location that the traffic event will be created at.  Doing so will move the crosshairs to the new location and may prompt the user if the new location is greater than a previously configured distance from the previous crosshairs position.  This will be described more fully in a later section.

If the user is not using a location alias he or she may select a State and County from the lists provided.  When the user selects a State, the map will pan and zoom to show the selected state at a high level if GIS data is available for the selected state.  When the user selects a county, the map will pan and zoom in on that to show the full extent of that county if GIS data is available for the selected county.  Once the user has selected a state and county he or she may select a route type and primary route where their event should be located.  If the user would like to locate the traffic event using an exit, milepost or intersecting route along their specified primary route they may do so by selecting the intersecting feature type and providing the information about the intersecting feature.  Intersecting routes are selected from a list of routes that intersect the primary route in the selected state and county.  Once an intersecting route is selected, the map will pan and zoom to the location of the intersection and will place the crosshairs at the exact location where the traffic event will be created.  

If the traffic event is located at an exit along the primary route the user may select “Exit” as the intersecting feature type as shown in figure 5-26 below.  In this case the user is shown a list of exits on the specified primary route in the specified county.  When the user selects an exit the map will pan and zoom to the location and place the crosshairs at the exact location where the traffic event will be created.
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Figure 5‑26 Intersecting Exit Locations

If the traffic event is located near an exit that is not included in the list, the user may enter a free-form text exit name as shown in figure 5-27 below.
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Figure 5‑27 Intersecting Exit Free Form Text

If the traffic event is located at a milepost along the primary route the user may select “Milepost” as the intersecting feature type as shown in figure 5-28 below.  In this case the user is allowed to type a freeform text milepost such as “4” or “4.2” and specify if it is a state or county milepost.  When the user has finished entering the milepost text, the system will attempt to locate a milepost on the specified primary route in the specified county with the exact numeric value the user has entered.  If one is found, the location of that milepost will be used.  If one is not found, the system will locate the closest mileposts of the same type on the same route in both directions within a preconfigured tolerable distance.  If mileposts are found on both sides of the specified milepost, the system will calculate the approximate location of the specified milepost and use that location.  If a milepost location is determined the map will pan and zoom to the location and place the crosshairs at the exact location where the traffic event will be created.
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Figure 5‑28 Intersecting Milepost Locations

As described previously, the user may double click on the map at any time during the object location process to specify a location.  If the user does not have a primary route selected then the double click on the map simply sets the crosshairs at the clicked location and sets the form state and county selections to the state and county containing the point that was clicked (if that can be determined).  If, however, the user has already selected a primary route the system is more cautious about resetting previously entered form data.  This is because it is possible that the user has selected all of the information they intend to enter on the form, and their double click is intended only to “fine-tune” the location that will be used for the traffic event.  Thus, when the user clicks on the map and a primary route has previously been selected the system checks to see if the newly clicked location is greater than a pre-configured distance from the previously established location.  If it is not, then all form entries are left intact and only the crosshairs are moved.  If the new location is too far away from the previously specified location the system will prompt the user to ask them if this represents a new location as shown in figure 5-29 below.  If the user answers “Yes” their form entries will be lost and the form will be populated with the state, county and coordinates where the user clicked.  If the user answers “No” the form entries will be left in place and only the crosshairs and coordinates will be updated.
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Figure 5‑29 Reset Location Fields Prompt

It can also happen that a user double clicks on a map location, and then uses the form fields to select the intersecting feature near the clicked location.  Again the system attempts to determine if the form entries are simply more information about the clicked point.  If the entries result in the selection of an intersecting feature whose location is within the configurable distance from the previously clicked point then the crosshairs are not moved.  If the entries result in a point that is too far away from the previous point the system will prompt the user to ask them if the location of the intersecting feature should be used instead of the previously clicked location.  This prompt is shown in figure 5-30 below.
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Figure 5‑30 Overwrite Coordinates Prompt

5.1.2.7.2 Edit Traffic Event Location

The same process described above for setting the location of a traffic event also applies when editing the location of an existing traffic event.  The edit traffic event location form is shown below as figure 5-31.  In this case when the edit location form is first displayed the fields will reflect the current location data for the traffic event and the crosshairs will be placed at the coordinates of the traffic event and the map will be panned and zoomed to that location.
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Figure 5‑31 Edit Traffic Event Location

5.1.2.7.3 Edit Device Location

The edit location map can also be used to edit the location of devices as shown in figure 5-32 below.  When this form is first displayed it will reflect the current location settings for the device being edited.
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Figure 5‑32 Edit Device Location

5.1.2.7.4 New Device Location

Figure 5-33 shows the edit location map and form in use when creating a new device.
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Figure 5‑33 Edit Location of New Device

5.1.2.7.5 Details Page Map Links

Once a device or traffic event has a point location specified, the details page for that device will include a “Show on Map” link as shown in Figure 5-34 below.  Clicking this link will change the user’s Home Page to display the Map view and will pan and zoom the Home Page Map to the device that was clicked.  It will also open the callout for that device or traffic event if it is not already open.
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Figure 5‑34 DMS Details Actions

5.1.2.8 Location Aliases

This release of the CHART system also adds the ability to add, edit and remove location aliases.  This section describes the User Interface components that are used to perform these functions.

5.1.2.8.1 Alias List

Figure 5-35 Shows the list of Location Aliases.  This list is accessible in the Geographical Settings section of the System Profile.  The list shows the internal and public names of the alias, a location description, the county the aliased location is in, the primary route and direction of the aliased location by default.
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Figure 5‑35 Location Alias List

The user may change which of those columns is displayed by clicking the “Set Columns” link and then selecting the list of columns that should be visible as shown in Figure 5-36.
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Figure 5‑36 Select Alias List Columns

When the selected list of columns is submitted, the alias list updates to show only those columns that the user wants to see.  Once the columns are filtered the list page will have a link “Show Default Columns” that can be clicked to return to the default set of columns.

5.1.2.8.2 Add Location Alias

If the user clicks the “Add Alias” link on the location alias list page he/she will be taken to the add alias form shown in figure 5-37.  An alias can be created by specifying an internal name, public name and a location that includes at least a primary route and direction.  
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Figure 5‑37 Add Location Alias

The primary route and direction of an alias are set by clicking the “Edit” link at the top of the location section of this form.  This invokes the location editing map for a location alias (figure 5-38).  The location editing process works as described previously.  When the location editing form is submitted the “Add Alias” form will update to show the new location values.  The user may then submit the “Add Alias” form and the new alias will appear in the Alias List.
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Figure 5‑38 Edit Alias Location

5.1.2.8.3 Location Alias Details Page

The location alias list page shows the internal name of each alias as a link.  Clicking this link takes the user to the details page for the alias as shown in figure 5-39 below.
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Figure 5‑39 Location Alias Details

From the Location Alias details page the user can edit the internal and public name using the form shown in figure 5-40, edit the alias location as described previously or remove the alias.
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Figure 5‑40 Edit Location Alias Names

If the user chooses to remove the alias they are prompted for verification that they really want to remove it using the prompt shown in figure 5-41.  If the user chooses “Yes” on this form the alias is removed and the user is returned to the location alias list.  If the user chooses “No”, they are returned to the location alias list where they will see that the alias still exists.
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Figure 5‑41 Remove Location Alias

5.1.3 Video

CHART R5 enhances the existing video services with two new features.  Administrators can configure multiple video sending devices for each camera in this release. Multiple sending devices eliminate the need to create multiple camera devices, to display images from a single camera in different formats.  The other enhancement is the ability to enable and disable public flash video streams. 
5.1.3.1 Add Video Source
Add camera will provide a links to add encoders, switches and flash steams.  As a link is clicked a table will appear for the item being added.  There are separate tables for each item type encoder, switch and flash video stream.  As additional items are added they are added to an existing table.  Each item will have boxes that allow the administrator to modify attributes of the encoder, switch or flash video stream.  Each item will have a remove link that will allow the administrator to remove the item from the table.  

[image: image72]
Figure 5‑42  Add Camera Page
5.1.3.2 Display Video Details

Configured video sending devices and flash video steam controls will appear on the video source detail page under the configuration section.

[image: image73]
Figure 5‑43 Camera Detail Page Configuration Section
5.1.3.3 Display Image

Displaying an image on a monitor will operate the same as in the exiting system.  The system will make connections between video sources and video sinks by selecting a receiving device and sending device on the same fabric if possible.  The sending device select will be from the video source’s configured sending devices.  If the monitor’s receiving device is not on the same fabric as a sending device then the system will use a router to look for a bridge circuit that can provide the needed route. The system will select the shortest route possible when making the connection using the router.

5.1.3.4 Flash Video Control
Public flash video streams associated with a video source’s flash video steam control will be automatically disabled as Block to Public Monitors is executed. The user will simply click on the Block to Public Monitors link and all public flash video streams configured will be blocked along with the public monitors.   Public flash video streams will be automatically enabled as Unblock to Public Monitors is executed. 
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Figure 5‑44 Camera Details Page Status and Actions Section

5.1.3.5 Video Stream Control Command Status

The system will provide a command status for the flash video stream control during block executions.


[image: image75]
Figure 5‑45 Block Display to Public Command Status Page

5.1.3.6 Flash Video Stream Servers
Flash Video Stream Servers are servers external to CHART. They host the Flash Video Streams of CHART cameras.  CHART R5 will connect to these servers to enable and disable the flash video streams. Flash Video Steams Servers available for use in the CHART system will be configured in the System Profile Video Settings Servers page.
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Figure 5‑44 System Profile Video Settings
5.1.3.7 Configure Flash Video Servers

Under Video Settings, clicking on the edit link beside Streaming Flash Server Configurations will reveal the Configure Streaming Flash Server Configurations.   Adminstrators will be able to add Flash Video Stream Servers and specify their configurations.  Each server configuration will have entry boxes for the server name, host/IP Address, Port and Password.  Each configured server will have a link to remove the configured server.
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Figure 5‑45 Configure Flash Video Stream Servers
5.1.4 CHART Intranet Map
5.1.4.1 CHART Intranet Mapping GUI

The CHART Intranet Mapping GUI includes changes to the Locator, Legend and the Map frame. 

5.1.4.1.1 Locate an Exit

A new Exits radio button is enabled in the Locator frame. To locate an exit, the operator will first check the exits radio button, and then select a county and a route. If the locator found the exit(s), it will populate the exit list in the exit drop down box. Operator can then select a particular exit from the drop down box and hit the locate button to locate the exit on the map.
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Figure 5‑46 Exit Locator
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Figure 5‑47 Display Exit on Map

Once the system located the exit, the system will center the exit on the map with a bullseye indicator and display textual information about the exit. The textual information of the exit should include the primary route, the exit number, the exit route and exit street name if available. 
5.1.4.1.2 Display 9-1-1 Emergency Medical Service (EMS)

A new 911 check box is enabled in the Legend under the Other category. To display the layer, operator will check the checkbox next to 911 and vice versa. 
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Figure 5‑48 911 in Legend
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Figure 5‑49 911 Tooltip

Once the layer is turned on, the map shall display the 911 layer as a red star icon on the map. A tooltip shall be displayed with the 911 information in this location, when an operator’s mouse hovers over the icon. The 911 information shall include the name of of the 911 service, phone number, address, city, county, and services provided in the tooltip.

5.1.4.1.3 Display State Police Barracks

A new State Police Barracks check box is enabled in the Legend under the Other category. To display the layer, operator will check the checkbox next to State Police Barracks and vice versa. 
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Figure 5‑50 State Police Barracks in Legend
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Figure 5‑51 State Police Barracks Tooltip

Once the layer is turn on, the map shall display the State Police Barracks layer as an olive green star icon on the map. A tooltip shall be displayed with the State Police Barrack information in this location, when an operator hovers over the icon. The State Police Barrack information shall include the name of of the Barrack, address, and phone number in the tooltip.
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Figure 5‑52 State Police Barracks Popup

Operator can also click on the State Police Barrack icon to bring up the State Police Barrack Web Site (if available) in that location.

5.1.4.1.4 Display Satellite Imagery via Web Map Service (WMS)

In addition to an exiting tile cached background map view, R5 will introduce a new view which displays the high resolution Satellite Imagery via Web Map Service (WMS) provided by MDOT. The available views are Street which displays the basemap, Satellite which displays Satellite Imagery without any transparency and Hybrid which displays both basemap and Satellite Imagery with default transparency set at 80%. User has the option to adjust the transparency level between 0 and 100 percent where 0% is equivalent to Street View and 100% is equivalent to Satellite View.  To select view, user will first go to view under menu, from the menu drop down, go to view, and select the desire view. 
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Figure 5‑53 Select View
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Figure 5‑54 Hybrid View with Transparency Slide Bar
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Figure 5‑55 Street View 
5.2 System Interfaces

5.2.1 Class Diagrams

5.2.1.1 AliasManagement (Class Diagram)

This diagram shows the classes that are used in the CORBA system interface to notify interested consumers when an alias is added, removed or modified.
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Figure 5‑56 AliasManagement (Class Diagram)

5.2.1.1.1 AliasAddedEventInfo (Class)

This struct defines the data passed with an AliasAdded event.

5.2.1.1.2 AliasEventType (Class)

This enum defines the types of events that can be pushed on an AliasManagement event channel.

5.2.1.1.3 AliasRemovedEventInfo (Class)

This struct defines the data passed with an AliasRemoved event.

5.2.1.1.4 AliasUpdatedEventInfo (Class)

This struct defines the data passed with an AliasUpdated event.

5.2.1.1.5 ObjectLocation (Class)

This structure defines the location of CHART objects like devices and traffic events. StateInfo, CountyInfo, RegionInfo, RoadwayLocation, RoadwayLocationAliasNameInfo and GeoLocationInfo fields are optional.

5.2.1.1.6 ObjectLocationAliasInfo (Class)

This class represents information about an object location alias as defined in the IDL.

5.2.1.1.7 ObjectLocationAliasNameInfo (Class)
This class represents information about the names (internal and public) of an object location alias.
5.2.2 Sequence Diagrams

None
5.3 Camera Control Module

5.3.1 Class Diagrams

5.3.1.1 CameraControlModule (Class Diagram)

This diagram shows the classes with comprise the CameraControlModule.  The CameraControlModule is an installable module that serves the camera-type objects and factories to the rest of the CHART II system.  This diagram shows how the implementation of these CORBA interfaces rely on other supporting classes to perform their functions.  The CameraControlModule is responsible for serving all VideoSource objects including controllable cameras, fixed cameras, No Video Available sources, and potentially any other image generators, etc.  The COHU3955CameraImpl and the viconSVFTCameraImpl are the primary classes operating in this module.  These objects provide all access to the camera status and configuration.  The CameraControlModule also includes factory implementations responsible for providing lists of cameras and other such objects to interested clients.
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Figure 5‑57 CameraControlModule (Class Diagram)

5.3.1.1.1 BlockToPublicCmd (Class)

This class represents the information needed to create a block camera to public command to be added on the CommandQueue. 

5.3.1.1.2 CameraCommand (Class)

CameraCommand contains information about the commands sent to, and responses received from, the camera. 

5.3.1.1.3 CameraConfigValidation (Class)
This class validates camera configuration data for any type of camera (Video Source, (Fixed) Video Camera, COHU3955, SVFT).

5.3.1.1.4 CameraControlComPort (Class)

The CameraControlComPort interface is implemented by a class representing a COM port with direct connection to the control port of a video camera.  It is used to send video camera control commands and return responses to a camera control process. 

5.3.1.1.5 CameraControlDB (Class)

The CameraControlDB class provides an interface between the Camera service and the database used to persist and depersist the Camera objects and their configuration and status in the database.  It contains a collection of methods that perform database operations on tables pertinent to Camera Control.  The class is constructed with a DBConnectionManager object, which manages database connections.   Methods exist to insert and delete Camera objects from the database, and to get and set their configuration and status information.

5.3.1.1.6 CameraControlDevice (Class)

The CameraControlDevice interface is implemented by classes which provides communications for access to control functions for a video camera.  This includes encoders, command processors,  and direct COM ports.

5.3.1.1.7 CameraControlModule (Class)

The CameraControlModule class is the service module for the Camera devices and a Camera factory.  It implements the ServiceApplicationModule interface.  It creates and serves a single CameraFactoryImpl object, which in turn serves zero or more CameraImpl objects. It also creates CameraControlDB, CameraControlModuleProperties, and PushEventSupplier objects.  

5.3.1.1.8 CameraControlModuleProperties (Class)

The CameraControlModuleProperties class is used to provide access to properties used by the Camera Control Module.  This class wraps properties that are passed to it upon construction.  It adds its own defaults and provides methods to extract properties specific to the Camera Control Module. 

5.3.1.1.9 CameraProtocolHdlr (Class)

CameraProtocolHdlr classes provide implementations for all the camera commands.  Each CameraImpl class will have a CameraProtocolHdlr instantiated when initialized. When a camera control command is sent to the CameraImpl, CameraProtocolHdlr will be called to translate the command to byte messages which the camera understands.  Then those messages are sent by the CameraControlDevice to the camera.  CameraProtocolHdlr is capable of using different CameraControlDevice which is created during the initialization. 

5.3.1.1.10 CheckForAbandonedCameraTask (Class)

The CheckForAbandonedCameraTask is a timer task. When the timer fires, it checks to see if a camera control session has exceeded the timeout, or whether a camera is controlled by an Operations center with no one logged in. 

5.3.1.1.11 COHU3955Camera (Class)

The COHUCamera interface is implemented by objects representing COHU-brand video cameras.  The COHUCamera interface is extended by the COHUMPCCamera and COHU3955Camera interfaces.  The COHUCamera interface includes all methods which are common to the two COHU cameras used by CHART II, the COHU MPC camera and the COHU 3955 camera.  (Note that this interface may well contain a superset of methods which would be implemented by the entire line of all models of COHU video cameras).

5.3.1.1.12 COHU3955CameraImpl (Class)

This class implements the COHU3955Camera interface, and inherits from the ControllableCameraImpl class.  The COHU3955CameraImpl implements methods of COHU3955Camera, extending the controllable camera to include 3955-specific operations.  This class will contain a configuration and status object as necessary to convey 3955-specific configuration and status information. 

5.3.1.1.13 COHU3955CameraStatus (Class)

The CameraStatus class is an abstract value-type class which provides status information for a Camera. This status information is relatively dynamic: things like the communication mode, operational status, operation center information, status change time.       

5.3.1.1.14 COHUProtocolHdlr (Class)

COHUProtocolHdlr is the base class for all COHU cameras. At present, this class contains implementations for common functions for COHU MPC and COHU 3955 cameras 

5.3.1.1.15 CommandProcessor (Class)
The CommandProcessor interface is implemented by a class representing a command processor control port with direct connection to the control port of several video cameras.  It is used to send video camera control commands and return responses to a camera control process.

5.3.1.1.16 CommandQueue (Class)

The CommandQueue class provides a queue for QueueableCommand objects.  The CommandQueue has a thread that it uses to process each QueueableCommand in a first in first out order.  As each command object is pulled off the queue by the CommandQueue's thread, the command object's execute method is called, at which time the command performs its intended task.

5.3.1.1.17 CommEnabled (Class)

The CommEnabled interface is implemented by objects that can be taken offline, put online, or put in maintenance mode through a standard interface.  These states typically apply only to field devices.  When a device is taken offline, it is no longer available for use through the system and automated polling (if any) is halted.  When put online, a device is again available for use by TrafficEvents within the system and automated polling is enabled (if applicable). When put in maintenance mode a device is offline (i.e., cannot be used by TrafficEvents), and maintenance commands appropriate for the particular type of device are allowed to help in troubleshooting.

5.3.1.1.18 ControllableCameraFactoryImpl (Class)

The CameraFactoryImpl class provides an implementation of the CameraFactory interface (and its CameraFactory and SharedResourceManager interfaces) as specified in the IDL.  The CameraFactoryImpl maintains a list of CameraImpl objects and is responsible for publishing Camera objects in the Trader on startup and as new camera objects are created.   Whenever a Camera is created or removed, that information is persisted to the database.  This class is also responsible for performing the checks requested by the timer tasks:  to poll the Camera devices, to look for Camera devices with timeout exceeded, to look for Camera devices with no one logged in at the controlling operations center, and to initiate recovery processing as needed 

5.3.1.1.19 ControllableVideoCamera (Class)

The ControllableVideoCamera interface is implemented by objects representing controllable video cameras within the CHART II system.  The ControllableVideoCamera interface represents a controllable video camera as opposed to the uncontrollable, immovable VideoCamera.  Current plans call for classes to represent a COHU MPC camera, COHU 3955 camera, Vicon SVFT camera, and NTCIP-compliant camera, and there are interfaces defined for each of these subtypes of ControllableVideoCamera. The ControllableVideoCamera interface includes all methods common to the three known types of video cameras currently in use by MDSHA, although it is likely to contain a superset of methods which would be implemented by the entire universe of all video cameras which could someday be used.  This interface may have to be refined in the event that future brands or models of video cameras might be incorporated under CHART II, but it is an appropriate set of methods for the present day.  Current plans call for classes to represent a COHU MPC camera, COHU 3955 camera, Vicon SVFT camera, and NTCIP-compliant camera.  

5.3.1.1.20 ControllableVideoCameraConfig (Class)

The ControllableVideoCameraConfig is used to hold and transmit configuration information about ControllableVideoCamera objects at the ControllableVideoCamera level.

5.3.1.1.21 ControllableVideoCameraImpl (Class)

The ControllableCameraImpl class provides an implementation of the ControllableVideoCamera interface and is derived from the CameraImpl class implementing the VideoCamera interface. 

This class contains a CommandQueue object that is used to sequentially execute long running operations related to camera control in a thread separate from the CORBA request threads, thus allowing quick initial responses.  

Also contained in this class are ControllableVideoCameraConfig and ControlablVideoCameraStatus objects (used to store the configuration and status of the camera), and a VideCameraData object (used to store internal status information which is persisted but not pushed out to clients).

The ControllableCameraImpl contains *Impl methods that map to methods specified in the IDL, including requests to request control of the camera, terminate control of the camera, override control of the camera, and to send pan/tilt/zoom (PTZ) commands to the camera.  Some of these requests are long running, so each request is stored in a specific subclass of QueueableCommand and added to the CommandQueue.  The queueable command objects simply call the appropriate ControllableCameraImpl method as the command is executed by the CommandQueue in its thread of execution.  PTZ commands are not considered long running and are not placed on the command queue.

The ControllableCameraImpl also contains methods called by the CameraFactory to support the timer tasks of the Camera Service: to poll the Camera, to look for Camera devices with communications timeout exceeded.   

5.3.1.1.22 ControllableVideoCameraStatus (Class)

The ControllableVideoCameraStatus is used to hold and transmit status information about ControllableVideoCameraStatus objects at the ControllableVideoCamera level.

5.3.1.1.23 ControllingInfo (Class)

The ControllingInfo structure contains information about the entity controlling (or requesting to control) a VideoCamera.

5.3.1.1.24 DBConnectionManager (Class)

This class implements a database connection manager that manages a pool of database connections. Any CHART II system thread requiring database access gets a database connection from the pool of connections maintained by this manager class. The connections are maintained in two separate lists namely, inUseList and freeList. The inUseList contains connections that have already been assigned to a thread. The freeList contains unassigned connections. This class assumes that an appropriate JDBC driver has been loaded either by using the "jdbc.drivers" system property or by loading it explicitly. The class has a monitor thread that is started by the constructor. This connection monitor thread periodically checks the inuseList to see if there are connections that are owned by dead threads and move such connections to the freeList. The connection monitor thread is started only if a non-zero value is specified for the monitoring time interval in the constructor.

5.3.1.1.25 DisplayImageCmd (Class)

This class represents the information needed to create a display image command to be added on the CommandQueue. 

5.3.1.1.26 Encoder (Class)

The Encoder interface is implemented by classes representing any type of video encoder.  The Encoder interface includes both the Codec and the VideoSendingDevice interfaces, which means in addition to providing forwarding of video, it also is used to send video camera control commands and return responses to a camera control process. 

5.3.1.1.27 java.util.Timer (Class)

This class provides asynchronous execution of tasks that are scheduled for one-time or recurring execution.

5.3.1.1.28 java.util.TimerTask (Class)

This class is an abstract base class which can be scheduled with a timer to be executed one or more times.

5.3.1.1.29 MoveToPresetCmd (Class)

This class represents the information needed to create a move to preset command to be added on the CommandQueue. 

5.3.1.1.30 PollCameraTask (Class)

The PollCameraTask is a timer task. When the timer fires it polls a camera by sending a poll command to the camera. 

5.3.1.1.31 PushEventSupplier (Class)

This class provides a utility for application modules that push events on an event channel.  The user of this class can pass a reference to the event channel factory to this object.  The constructor will create a channel in the factory.  The push method is used to push data on the event channel.   The push method is able to detect if the event channel or its associated objects have crashed.  When this occurs, a flag is set, causing the push method to attempt to reconnect the next time push is called.  To avoid a supplier with a heavy supply load from causing reconnect attempts to occur too frequently, a maximum reconnect interval is used.  This interval specifies the quickest reconnect interval that can be used.  The push method uses this interval and the current time to determine if a reconnect should be attempted, thus reconnects can be throttled independently of a supplier's push rate.

5.3.1.1.32 PutCameraOnlineCmd (Class)

This class represents the information needed to request a put camera online command to be added on the CommandQueue. 

5.3.1.1.33 QueueableCommand (Class)

A QueueableCommand is an interface used to represent a command that can be placed on a CommandQueue for asynchronous execution.  Derived classes implement the execute method to specify the actions taken by the command when it is executed.  This interface must be implemented by any device command in order that it may be queued on a CommandQueue. The CommandQueue driver calls the execute method to execute a command in the queue and a call to the interrupted method is made when a CommandQueue is shut down. 

5.3.1.1.34 RequestCameraControlCmd (Class)

This class represents the information needed to request a camera control command to be added on the CommandQueue. 

5.3.1.1.35 RequestCameraOverrideCmd (Class)

This class represents the information needed to request a camera control override command to be added on the CommandQueue. 

5.3.1.1.36 RevokeControlCmd (Class)

This class represents the information needed to create a revoke camera control command to be added on the CommandQueue. 

5.3.1.1.37 RevokeDisplayCmd (Class)

This class represents the information needed to create a revoke camera display command to be added on the CommandQueue. 

5.3.1.1.38 ServiceApplication (Class)

This interface is implemented by objects that can provide the basic services needed by a ChartII service application.  These services include providing access to basic CORBA objects that are needed by service applications, such as the ORB, POA, Trader, and Event Service.

5.3.1.1.39 ServiceApplicationModule (Class)

This interface is implemented by modules that serve CORBA objects.  Implementing classes are notified when their host service is initialized and when it is shutdown.  The implementing class can use these notifications along with the services provided by the invoking ServiceApplication to perform actions such as object creation and publication.

5.3.1.1.40 TakeCameraOfflineCmd (Class)

This class represents the information needed to request a take camera offline command to be added on the CommandQueue. 

5.3.1.1.41 TerminateControlCmd (Class)

This class represents the information needed to request a terminate camera control command to be added on the CommandQueue. 

5.3.1.1.42 UniquelyIdentifiable (Class)

This interface will be implemented by all classes which are to be identifiable within the system.  The identifier must be generated by the IdentifierGenerator to ensure uniqueness.

5.3.1.1.43 ViconSVFTCameraImp (Class)

This class implements the ViconSVFTCamera interface, and inherits from the ControllableCameraImpl class.  The ViconSurveyorVFTCameraImpl implements methods of ViconSVFTCamera, extending the controllable camera to include Vicon SVFT-specific operations.  This class will contain a configuration and status object as necessary to convey Vicon SVFT-specific configuration and status information. 

5.3.1.1.44 ViconSVFTCameraStatus (Class)

The ViconSVFTCameraStatus class is used to hold camera status information at the ViconSVFTCamera level. Only ViconSVFTCamera specific information is stored.       

5.3.1.1.45 ViconSVFTProtocolHdlr (Class)

This class contains an implementation for Vicon SVFT camera control commands.  It translates every camera command (pan, tilt, zoom…) into bytes that a Vicon SVFT camera understands. Then, it uses a CameraControlDevice to send the byte codes to the camera and evaluate responses from the camera. 

5.3.1.1.46 VideoCamera (Class)

The VideoCamera interface is implemented by objects representing controllable video cameras within the CHART II system.  The VideoCamera interface represents a controllable video camera as opposed to the uncontrollable, immovable FixedVideoCamera, the other type of GenericVideoCamera.  (The VideoCamera class could have been called the ControllableVideoCamera interface, but since the CHART II video system exists primarily to control controllable video cameras, the camera hierarchy has been arranged to avoid the longish name ControllableVideoCamera.)  Current plans call for classes to represent a COHU MPC camera, COHU 3955 camera, Vicon SVFT camera, and NTCIP-compliant camera, and there are interfaces defined for each of these subtypes of VideoCamera.  The VideoCamera interface includes the GeoLocatable interface, to someday allow for advanced features such as automatic identification of cameras near traffic events, automatic pointing of cameras to traffic events, etc.

The VideoCamera interface includes all methods common to the three known types of video cameras currently in use by MDSHA, although it is likely to contain a superset of methods which would be implemented by the entire universe of all video cameras which could someday be used.  This interface may have to be refined in the event that future brands or models of video cameras might be incorporated under CHART II, but it is an appropriate set of methods for the present day.

5.3.1.1.47 VideoCameraConfig (Class)

The VideoCameraConfig structure is used to hold configuration information about VideoCamera objects at the VideoCamera level.  Further details about lower-level VideoCamera subclasses are provided by subclasses of VideoCameraConfig.

5.3.1.1.48 VideoCameraFactory (Class)

The VideoCameraFactory interface is implemented by factory classes responsible for creating, maintaining, and controlling a collection of VideoCamera objects.   

5.3.1.1.49 VideoCameraImpl (Class)

The CameraImpl class provides an implementation of the VideoCamera interface, and by extension the VideoSource, SharedResource, CommEnabled, GeoLocatable, and UniquelyIdentifiable interfaces, as specified by the IDL.  

This class contains a CommandQueue object that is used to sequentially execute long running operations in a thread separate from the CORBA request threads, thus allowing quick initial responses.  

Also contained in this class are VideoCameraConfig and VideoCameraStatus objects (used to store the configuration and status of the camera), and a VideCameraData object (used to store internal status information which is persisted but not pushed out to clients).

The CameraImpl contains *Impl methods that map to methods specified in the IDL, including requests to display the camera video on a monitor, remove the camera video from a monitor, put the camera online, put the camera offline, put the camera in maintenance mode (future), or to change (set) the configuration of the camera (future).  Some of these requests require (or potentially require) field communications to the device, so each request is stored in a specific subclass of QueueableCommand and added to the CommandQueue.  The queueable command objects simply call the appropriate CameraImpl method as the command is executed by the CommandQueue in its thread of execution.  

The CameraImpl also contains methods called by the CameraFactory to support the timer tasks of the Camera Service: to look for Cameras with no one logged in at the controlling operations center, and to initiate recovery processing if needed (future).   

5.3.1.1.50 VideoCameraStatus (Class)

The VideoCameraStatus structure is used to hold status information about VideoCamera objects at the VideoCamera level.  Further details about lower-level VideoCamera subclasses are provided by subclasses of VideoCameraStatus.

5.3.1.1.51 VideoProvider (Class)

The VideoProvider interface is a generic abstract interface including VideoSource objects (e.g. video cameras) and BridgeCircuit objects.  Both VideoSource and BridgeCircuit objects provide video to a VideoCollector, but only VideoSource objects are true origins of video which a typical user would have direct interaction with.  BridgeCircuit VideoProvider objects merely pass on video provided from elsewhere in a VideoRoute.

5.3.1.1.52 VideoProviderConfig (Class)
This structure defines configuration data common to all video sources.

5.3.1.1.53 VideoProviderImpl (Class)
This class implements the VideoProvider interface as an abstract class.  Subclasses for this class are the VideoCameraImpl and BridgeCircuitProviderImpl class.

5.3.1.1.54 VideoProviderStatus (Class)

The VideoProviderStatus structure is used to hold and transmit status information about VideoProvider objects at the VideoProvider level.  Further details about lower-level VideoProvider subclasses are provided by subclasses of VideoProviderStatus. 

5.3.1.1.55 VideoSource (Class)

The VideoSource interface is implemented by objects which originate video signals, such as video cameras and image generators.  Within the user interface, the VideoSource interface represents all video sources which can be put on monitors (i.e., VideoSink objects).

The VideoSource interface includes the SharedResource interface.  A VideoSource is controlled by an Operations Center if the VideoSource is in maintenance mode, or if the VideoSource is a camera which has an active control session up.

5.3.1.1.56 VideoSourceConfig (Class)

This structure defines configuration data common to all video sources.

5.3.1.1.57 VideoSourceStatus (Class)

The VideoSourceStatus structure is used to hold and transmit status information about VideoSource objects at the VideoSource level.  Further details about lower-level VideoSource subclasses are provided by subclasses of VideoSourceStatus. 

5.3.2 Sequence Diagrams

5.3.2.1 CameraControlModule:AddCamera (Sequence Diagram)

This sequence diagram shows the implementation of the createCamera interface of the VideoCameraFactory.  There are actually two create methods in the factory, one for each type of camera: COHU 3955 and Surveyor VFT.  Since they both work the same way, they are both represented by createCamera().  First a check is performed to verify that the operator has sufficient privileges to create a camera. Next, the camera is inserted into the database.  All video sending devices and flash video stream controls configurations are stored in the database. Part of this process includes creating the camera object itself.  Finally, the new camera object is activated and the event is pushed out to clients. 
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Figure 5‑58 CameraControlModule:AddCamera (Sequence Diagram)

5.3.2.2 CameraControlModule:BlockToPublic (Sequence Diagram)

This Sequence Diagram shows the process of blocking a camera from being viewed by the public. The public video sinks are the TV station feeds and the website. This code will loop through all the video sinks displaying this camera, and attempt to display "No Source Available" on the public video sinks. If any video sinks could not be contacted, or were contacted and still did not remove this camera display, a timer will be started to try and remove the display from those video sinks once a minute until all public video sinks stop displaying this camera.

 If any public flash video stream controls are configured for the camera the function will attempt to disable video for each control  and report the status of the attempt.  If any flash video stream is not disabled its ID will be added to the list of video sinks that failed removal and that video stream will be part of the list contact for removal by a timer.
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Figure 5‑59 CameraControlModule:BlockToPublic (Sequence Diagram)

5.3.2.3 CameraControlModule:RemoveCamera (Sequence Diagram)

This sequence diagram shows the implementation of the removeCamera interface of the VideoCameraFactory.  First a check is performed to verify that the operator has sufficient privileges to remove a camera. Next a camera is checked to see if it is offline.  Only offline cameras may be removed.  Next, the factory removes the camera from the trader and calls the CameraControlDB class to delete the camera from the database.  During the delete process, all flash video stream controls and video sending devices configured for the camera are deleted from the database. A message is written to the operations log and a cameraDeleted event is pushed out to the clients. 
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Figure 5‑60 CameraControlModule:RemoveCamera (Sequence Diagram)

5.3.2.4 CameraControlModule:RequestCameraControl (Sequence Diagram)

This sequence diagram shows the implementation of the RequestCameraControl interface of the VideoCamera object. This sequence arbitrates access to control the camera by checking the operator site's camera control hierarchy, and initializes the control device and database to start sending control commands.

It is possible that the camera that is requested for control may already be controlled. If the operator has the right to  override camera control for the camera's organization, then the camera control override processing will occur.   If not, the request fails.
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Figure 5‑61 CameraControlModule:RequestCameraControl (Sequence Diagram)

5.3.2.5 CameraControlModule:RevokeControl (Sequence Diagram)

This Sequence Diagram shows the process of revoking a user from controlling a camera. This code will find the Monitor Group ID for the user controlling the camera, and then get the Organization ID for that Monitor Group. If the controlling organization ID matches an organization being revoked, the code will then send a command to terminate that user's control. If the command does not successfully revoke control, a timer will be started to try and revoke control from that user once a minute until successful.

[image: image94.emf]commend queued execute create RevokeControlCmd setVideoSourceStatusStatus(CameraId) persistandPushVideoSourceStatus(CameraId) (ifRevokedOrgOwnsCamera) (log "cannotRevokeYourself") update("Commend queued") revokeControlCmd() (ifRevokeFailed)

addCommand(RevokeControlCmd CameraControlDB persistandPushStatus(CameraId)

CameraProtocolHdlr MonitorGroup update("Command queued")

[revoked] VideoSink PushEventSupplier completed ()

ControllableVideoCameraImpl CommandStatus TokenManipulator RevokeControlCmd

CommandQueue OperationsLog getSourceStatus () revokeControl (token,orgID,cmdStat) checkAccess(token) [no right] log(token, "unauth attempt to revoke control") [no right] CompletedaddCommand(RevokeControlTimer)

command queued

revokeControTimer()

[isControlled == true] terminateControlImpl () See CameraControlModule: TerminateControl Sequence Diagram [no right] Access Denied create

execute


Figure 5‑62 CameraControlModule:RevokeControl (Sequence Diagram)

5.3.2.6 CameraControlModule:RevokeDisplay (Sequence Diagram)

This Sequence Diagram shows the process of blocking a camera from being viewed by the listed organizatons. This code will loop through all the video sinks displaying this camera, and if any belong to the revoked organization, it will attempt to display "No Source Available" on that video sink. If any video sinks could not be contacted, or were contacted and still did not remove this camera display, a timer will be started to try and remove the display from those video sinks once a minute until all video sinks belonging to the revoked organization stop displaying this camera.
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Figure 5‑63 CameraControlModule:RevokeDisplay (Sequence Diagram)

5.3.2.7 CameraControlModule:SetCameraConfiguration (Sequence Diagram)

This sequence diagram shows the implementation of the setConfiguration interface of the CameraImpl class (which represents VideoProviderImpl, VideoSourceImpl, VideoCameraImpl etc.).  First a check is performed to verify that the operator has sufficient privileges to update a camera.  Next a check is made to see that the camera is offline.  Only offline cameras may have their configurations updated.  If the camera is offline, the new configuration is validated.  During this process all flash video stream control and video sending device configurations are validated. Next the new configuration is written to the database.  During the set configuration process, all flash video stream controls and video sending devices configured for the camera are updated in the database. Finally, the camera is apprised of its new configuration. 
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Figure 5‑64 CameraControlModule:SetCameraConfiguration (Sequence Diagram)

5.4 Monitor Control Module

5.4.1 Class Diagrams

5.4.1.1 MonitorControlModule (Class Diagram)

This diagram shows the classes that comprise the MonitorControlModule.  The MonitorControlModule is an installable module that serves the monitor objects and factory to the rest of the CHART II system.  It also serves workstations, sites, tours, and their factories.  This diagram shows how the implementation of these CORBA interfaces rely on other supporting classes to perform their functions.  The MonitorImpl object is the primary class operating in this module.  This object provides all access to the monitor status, and configuration.  Every request to display an image on a monitor comes to the MonitorImpl object first, through the Monitor interface.  When a new image is displayed on a monitor, the Monitor's status is updated to indicate the new camera is being displayed on it, and the new Camera's status and old Camera's status will be updated correspondingly.  The MonitorControlModule also includes factory implementations responsible for providing lists of monitors, sites, workstations, and tours to interested clients.  Tours and their configruations are maintained in the TourFactory, but execute within the Monitor(s) that they are running on.
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log(String flags, String method, String txt)void;()

logProd(String method, String txt)void;()

logStackProd (String method, String txt, Exception e)void;()

opLog(byte[] token, String msg, int action, String deviceID,

                      String deviceName)void;()

+pushMonitorAdded(Monitor mnt, MonitorConfig config,

                                    String statMsg): boolean;

+ pushMonitorDeleted(MonitorImpl mntImpl, String statMsg):

                                                             void;

removeMonitor(MonitorImpl mntImpl, byte[] token)void()

restartVideoTours void;()

resumeAllTours(byte[] token, byte[] monitorGroupID,

             CommandStatus cmdStat)void;()

+ shutdown(): boolean;

suspendAllTours(byte[] token, byte[]  monitorGroupID,

             CommandStatus cmdStat)void;()

validateCfg(MonitorConfig cnfg)void;()

boolean m_allowSimulation;

Vector m_MonitorImplVect;

Vector m_pendingDeleteMonitorImplVect;

MonitorControlDB m_db;

PushEventSupplier m_monitorPushEventSupplier;

LogFile m_monitorStatusLogFile;

String m_hostName;

Identifier m_idObj;

boolean m_logFlags[]

String m_name;

boolean m_shutdown;

Hashtable m_videoProviderRefs;

Hashtable m_videoSourceFactoryRefs;

Hashtable m_videoTourRefs;

Hashtable m_videoSwitchRefs;

Hashtable m_videoTourFactoryRefs;

Hashtable m_nvaSources;

Hashtable m_monitorGroupRefs;

VideoSourceInfo m_nvaSourceInfo;

VideoSourceInfo m_localNvaSourceInfo;

Hashtable m_localNvaSourceInfoHash;

boolean m_nvaSrcIsLocal;

int m_sharedResMonInt;

ServiceApplication m_svcApp;

MonitorControlModuleProperties m_props

Vector m_connectionSites;

+getCollectorStatus():VideoCollectorStatus

+getCollectorConfig(token):VideoCollectorConfig

+removeCollector(token)

+connectReceivingToSendingDevice(byte[],VideoProviderInfo,

                                    byte[],CommandStatus,boolean,

                                    StringHolder) : boolean

+disconnectReceivingFmSendingDevice(byte[],CommandStatus,

                                    boolean,StringHolder) : boolean

-getAllowSimulation(): boolean;

-getFullTourOpsLoggingFlag(): boolean

-getFullTourStatusUpdateFlag(): boolean

-getLogFlags(): String;

-getNumOfTraderLookupsForNVASource(): int

-getTourRefreshIntervalSecs(): int

-hasLocalNVASource(): boolean;

String PROP_KEY_ALLOW_SIMULATION ;

String PROP_KEY_LOG_FLAGS;

String

PROP_KEY_NUM_OF_TRADER_LOOKUPS_FOR_NVA_SOURCE

String DEFAULT_ALLOW_SIMULATION;

String DEFAULT_LOG_FLAGS;

String

DEFAULT_NUM_OF_TRADER_LOOKUPS_FOR_NVA_SOURCE

String PROP_KEY_HAS_LOCAL_NVA_SOURCE ;

String DEFAULT_HAS_LOCAL_NVA_SOURCE;

String PROP_KEY_FULL_TOUR_STATUS_UPDATE

String DEFAULT_FULL_TOUR_STATUS_UPDATE

String PROP_KEY_FULL_OPS_LOGGING

String DEFAULT_TOUR_REFRESH_INTERVAL_SECS;

String DEFAULT_FULL_TOUR_OPS_LOGGING;

Properties m_props;

ServiceApplication m_serviceApp;

Properties m_defaults

+displayImage(VideoSource)

+dropImage()

+getStatus()

+getStatus():VideoSinkStatus

+getConfiguration(token):VideoSinkConfiguration

+setConfiguration(token,VideoSinkConfiguration)

+remove(token)

#initCollectorStatus() : void

+getCollectorStatusImpl() : VideoCollectorStatus

#getCollectorConfigImpl() : VideoCollectorStatusImpl

#debugPrintVideoCollectorConfig(String, String,

                                        VideoCollectorConfig) : void

#debugPrintVideoCollectorStatus(String, String,

                                        VideoCollectorStatus) : void

#isOnVideoFabric(byte[]) : boolean

#getOwningOrgID() : byte []

+getID() : byte []

#getAllowSimulation() : boolean

#setSimulationFlag() : boolean

getIDString() : String

+getIdentifier() : Identifier

#getLogFlags() : boolean []

+getName() : String

+getCommMode() : CommunicationMode

#commModeIs(CommunicationMode) : boolean

getSvcApp() : ServiceApplication

#initializeLogFlags(String) : void

#opLog(byte[], String, int, String, String) : void

#opLog(byte[], String, int, String, String, String, String) : void

#logLockRqst(String) : void

#logLockRcvd(String) : void

#logLockDone(String) : void

#logProd(String, String) : void

#logStackProd(String, String, Exception) : void

#log(String, String, String) : void

addMyselfToProviderStatus(byte[], StringBuffer) : boolean

removeMyselfFromProviderStatus(byte[], StringBuffer) : boolean

#cmdStatusCompleted(CommandStatus, String, boolean) : boolean

#cmdStatusFailure(CommandStatus, String) : boolean

#cmdStatusFailureMaybe(CommandStatus, String, boolean) : boolean

#cmdStatusSuccess(CommandStatus, String) : boolean

#cmdStatusSuccessMaybe(CommandStatus, String, boolean) : boolean

#cmdStatusUpdate(CommandStatus, String) : boolean

+getCollectorName() : String

+getCollectorType() : VideoCollectorType

getCollectorTypeName() : String

+getCollectorInfo() : VideoCollectorInfo

#isSimulated() : boolean

#setOpStatus(OperationalStatus) : void

#updateLastContactTime() : void

#updateStatusChangeTime() : void

#verifyAccess(byte[], int, String, String, CommandStatus) : void

#verifyAccess(byte[], int[], String, String, CommandStatus) : void

#verifyAccessAll(byte[], int[], String, String, CommandStatus) : void

#verifyCommMode(CommunicationMode, String,

                                CommandStatus,boolean) : void

#verifyCommModeNot(CommunicationMode,

                                CommandStatus, boolean) : void

#verifyCommModeNotOffline(String, CommandStatus) : void

#persistAndPushConfig(String, StringBuffer) : boolean

#persistAndPushStatus(String, StringBuffer) : boolean

#persistConfig(String, StringBuffer) : boolean

#persistStatus(String, StringBuffer) : boolean

#pushConfig(String, StringBuffer) : boolean

#pushStatus(String, StringBuffer) : boolean

#findVideoProvider(byte[]) : VideoProvider

#findVideoSwitch(byte[]) : VideoSwitch

+connectReceivingToSendingDevice(byte[], VideoProviderInfo,

 byte[], CommandStatus, boolean, StringHolder)

#m_createLogFlag : String

#m_collectorConfig : VideoCollectorConfig

#m_dateFmtYYYYMMDDHHMMSS : SimpleDateFormat

-m_idObj : Identifier

#m_svcApp : ServiceApplication

-m_networkConnectionSite : String

#m_lockName : Object[]

#m_lockConfig : Object[]

#m_lockStatus : Object[]

#m_collectorStatus : VideoCollectorStatus

#m_props : MonitorControlModuleProperties

-m_recvDevice : VideoReceivingDeviceOperations

#m_logFlags : boolean[]

-m_simulationAllowed : boolean

-m_simulateComms : boolean

-SIMULATE_MONITOR_COMMS_KEYWORD : String

#m_systemRight : FunctionalRightType

#m_systemToken : byte[]

addMonitorFactoryTypesToTrader void;()

addMonitorGroupFactoryTypesToTrader void;()

addVideoTourFactoryTypesToTrader void;()

+createEventChannel(String): PushEventSupplier;

+createMonitorFactory() : boolean;

+createMonitorGroupFactory(): boolean

+createVideoTourFactory(): boolean;

-getVersion(): ComponentVersion;

+initialize(ServiceApplication): boolean;

+shutdown(ServiceApplication): boolean;

traderGroupUpdated void;()

String MONITOR_FACTORY_ID_FILENAME =

"MonitorFactory.id";

String MONITORGROUP_FACTORY_ID_FILENAME =

"MonitorGroupFactory.id";

String VIDEOTOUR_FACTORY_ID_FILENAME =

"VideoTourFactory.id";

String VERSION_NAME = "Monitor Control Module";

MonitorControlDB m_monitorDb;

MonitorGroupControlDB m_monitorGroupDb;

VideoTourControlDB m_videoTourDb;

PushEventSupplier m_monitorEventSupplier;

MonitorFactoryImpl m_monitorFactory

MonitorGroupFactoryImpl m_monitorGroupFactory;

VideoTourFactoryImpl m_videoTourFactory;

MonitorControlModuleProperties m_props;

ServiceApplication m_svcApp;

+setPosition(token,xPos,yPos,xSize,ySize)

+stopCameraTour(token,cameraTour)

+startCameraTour(token,cameraTour)

+deleteMonitor(Identifier):void

+deleteMonitorFromMonitorGroup(Identifier,

                                                             Connection): boolean

deleteMonitorWithConnection(Identifier ,Connection )void()

+getMonitorList() : MonitorImpl;

-getConfiguration(Identififer MonitorID) : MonitorConfiguration;

-getConfigWithConnection(Identifier ,Connection): 

                                                                      MonitorConfig

-getIPMonitorConfigWithConnection(Identifier,Connection ):

                                                                       MonitorConfig

-getMonitorList(): MonitorInpl[];

-getStatus(Identifier MonitorID) : MonitorStatus;

-getStatusWithConnection(Identifier , Connection ): 

                                                                      MonitorStatus;

-getV1500MonitorConfigWithConnection(Identifier,

                                                  Connection): MonitorConfig;

+insertMonitor(monitorID, MonitorConfid): MonitorImpl;

+setConfiguration(Identifier, MonitorConfiguration) : void;

setConfigWithConnection(Identifier, MonitorConfig,

                                                                  Connection)void;()

setMonitorFactoryImpl(MonitorFactoryImpl);()

+setStatus(Identifier MonitorID) : void;

setStatusWithConnection(Identifier, MonitorStatus,

                                                                   Connection)void;()

DBConnectionManager m_dbConnMgr;

MonitorFactoryImpl m_cameraFactoryImpl;

CommFailureDB m_commFailDB;

ServiceApplication m_svcApp;

getDeviceStatus() : VideoTransmissionDeviceStatus

getDeviceConfig(byte[]) : VideoTransmissionDeviceConfig

+callAddDisplay(byte[] ,VideoSource ,

           boolean ,CommandStatus ): booleal;

+createPOATie()Servant;()

debugPrintConfig(String, String, MonitorConfig)void;()

debugPrintConfig(String,String, MonitorStatus)void;()

-getAllowSimulation(): boolean;

+getCollectorType(): VideoCollectorType;

-getMonitorConfig(byte[]): MonitorConfig;

-getMonitorConfigImpl(): MonitorConfig;

getMonitorName String;()

-getMonitorStatus MonitorStatus;()

initializeNewMonitor void;()

initStatus void;()

+persistConfig(String , StringBuffer): boolean;

+persistStatus(String , StringBuffer): boolean;

+pushConfig(String , StringBuffer): boolean;

+pushStatus(String , StringBuffer): boolean;

putInMaintenanceMode(byte[] ,CommandStatus)void()

putOnline(byte[] , CommandStatus )void()

putOnlineImpl(byte[] ,  CommandStatus)void()

removeCollector(byte[] )void()

setMonitorConfig(byte[] ,MonitorConfig)void()

shutdown()void;()

shutdown(byte[]);()

shutdownImpl(byte[]);()

sleep(int , String)void;()

takeOffline(byte[], CommandStatus)void;()

takeOfflineImpl(byte[], CommandStatus)void;()

validateCfg(byte[], MonitorConfig);()

MonitorControlDB m_db

PushEventSupplier m_monitorPushEventSupplier

MonitorStatus m_monitorStatus

MonitorConfig m_monitorConfig

CommandQueue m_shutdown

getReceivingDeviceStatus() : VideoReceivingDeviceStatus

connectFrom(byte[], byte[],

                VideoTransmissionDeviceConfig) : boolean

disconnectFrom(byte[],

                   VideoTransmissionDeviceConfig) : boolean

disconnect(byte[]) : boolean

+getConnection() : java.sql.Connection

+getCurrentOpenCursors() : int

+releaseConnection() : void

+shutdown() : void

+verifyDBInitialized() : boolean

+addMonitorGroup(byte[], byte[]) : void

+dropRoutedImageDisplay(byte[], CommandStatus, boolean,

                            boolean, StringHolder) : boolean

+getSinkStatus() : VideoSinkStatus

+HasActiveTour() : boolean

+HasSuspendedTour() : boolean

+getMonitorTourConfig() : VideoTourConfig

+setMonitorTourConfig(VideoTourConfig) : void

+hasActiveOrSuspendedTour() : boolean

+getCurrentTourOnMonitor() : byte []

+isCurrentTour(Identifier) : boolean

#getSinkStatusImpl() : VideoSinkStatus

+getSinkConfig(byte[]) : VideoSinkConfig

#getSinkConfigImpl() : VideoSinkConfig

+removeMonitorGroup(byte[], byte[]) : void

-convertIDToVideoProvider(byte[]) : VideoProvider

#debugPrintVideoSinkConfig(String, String, VideoSinkConfig) : viod

#debugPrintVideoSinkStatus(String, String, VideoSinkStatus) : void

#getAllowSimulation() : boolean

+startTour(byte[], byte[], byte[], CommandStatus) : void

+startTourImpl(byte[], CommandStatus, boolean) : void

+stopTour(byte[], byte[], byte[], CommandStatus) : void

+stopTourImpl(byte[], CommandStatus, boolean) :void

+suspendTour(byte[], byte[], byte[], CommandStatus)

+suspendTourImpl(byte[], CommandStatus) :void

+resumeTourImpl(byte[], CommandStatus) :void

+shutdownTourImpl(byte[]) :void

+resumeTour(byte[], byte[], byte[], CommandStatus) :void

+tourConfigChanged(byte[], byte[], VideoTourConfig) :void

+tourDeleted(byte[], byte[]) :void

+sourceUnavailable(byte[], byte[], boolean, byte[][],

                       CommandStatus) : boolean

+displayNoVideoAvailable(byte[], byte[], byte[],

                       CommandStatus) : void

+displayNoVideoAvailableImpl(byte[], Identifier,

                       CommandStatus) : void

+doDisplayNoVideoAvailable(VideoProviderInfo,

                       CommandStatus) : boolean

#initSinkStatus() : void

+getMonitorFactory() : MonitorFactoryImpl

+displayImage(byte[], boolean, byte[], VideoProviderInfo,

                      boolean, ExtendedCommandStatus) : void

+displayImageImpl(byte[], boolean, VideoProviderInfo, boolean,

                      ExtendedCommandStatus) : void

#callAddDisplay(byte[], VideoSource, boolean,

                      CommandStatus) : boolean

#isInMonitorGroup(byte[]) : boolean

#isOnline() : boolean

#verifyTourAccess(byte[], byte[], CommandStatus, String) : void

+getCollectorType() : VideoCollectorType

#checkCameras(byte[], VideoSource, CommandStatus,

                      boolean) : boolean

#callRemoveDisplay(byte[], VideoSource) : void

#findVideoProvider(byte[]) : VideoProvider

#findVideoSwitch(byte[]) : VideoSwitch

-VideoSinkConfig m_sinkConfig

#VideoSinkStatus m_sinkStatus

#CommandQueue m_cmdQueue

#MonitorFactoryImpl m_factory

#Timer m_videoTourTimer

VideoTourTimerTask m_videoTourTimerTask

VideoTourConfig m_monitorTourConfig

getID() : byte[]

getName() : String

void verifyAccess(byte[] token, int rightID, 

      String descPrefix, String descSuffix)

-String m_ipAddress

-String m_port

-VideoTransmissionDeviceConfig m_decoderConfig

-boolean m_simulationFlag


Figure 5‑65 MonitorControlModule (Class Diagram)

5.4.1.1.1 CoreTecDecoderImpl (Class)

The CoreTecDecoderImpl class is derived from the DecoderImpl class.

This class contains the methods and attributes that are specific to managing an actual CoreTec Decoder.  These methods include the device specific calls to switch the video streams on a monitor. 

5.4.1.1.2 DBConnectionManager (Class)

This class implements a database connection manager that manages a pool of database connections. Any CHART II system thread requiring database access gets a database connection from the pool of connections maintained by this manager class. The connections are maintained in two separate lists namely, inUseList and freeList. The inUseList contains connections that have already been assigned to a thread. The freeList contains unassigned connections. This class assumes that an appropriate JDBC driver has been loaded either by using the "jdbc.drivers" system property or by loading it explicitly. The class has a monitor thread that is started by the constructor. This connection monitor thread periodically checks the inuseList to see if there are connections that are owned by dead threads and move such connections to the freeList. The connection monitor thread is started only if a non-zero value is specified for the monitoring time interval in the constructor.

5.4.1.1.3 Decoder (Class)

This interface describes the Decoder interface.  The decoder includes the VideoReceivingDevice interface.

5.4.1.1.4 DecoderImpl (Class)

The DecoderImpl class provides an implementation of the Decoder interface.

This class contains the methods and attributes that are common to the decoders used in  CHARTII.

5.4.1.1.5 iMPathDecoderImpl (Class)

The iMPathDecoderImpl class is derived from the DecoderImpl class.

This class contains the methods and attributes that are specific to managing an actual iMPath Decoder.  These methods include the device specific calls to handle displaying the video streams on a monitor.

5.4.1.1.6 Monitor (Class)

The Monitor interface is implemented by objects which represent a video monitor, e.g., a real, physical "television set" on which a video image can be displayed.  This is the most common type of VideoSink (the other being a SWMonitor, part of a future requirement to stream video directly to user's workstations (or potentially other nearby computers).

5.4.1.1.7 MonitorConfiguration (Class)

The MonitorConfiguration contains configuration information specific to Chart II processing.  Such information includes, but is not limited to, the monitor name, owning organization, and decoder configuration.

5.4.1.1.8 MonitorControlDB (Class)

The MoniorControlDB class provides an interface between the Monitor service and the database used to persist the camera objects and their configuration and status in the database. This class provides the ability to retrieve and view the camera from local and remote workstations. The class is constructed with a DBConnectionManager object, which manages database connections 

5.4.1.1.9 MonitorControlModule (Class)

The MonitorControlModule class is the service module for the monitor devices and a Monitor factory.  It implements the ServiceApplicationModule interface providing a platform for displaying camera objects within a service application.  This class is the controlling class for the Minitor Control Module, providing  initialization and overall operation of the module.   It also creates MonitorControlDB and MonitorControlModuleProperties objects.   

5.4.1.1.10 MonitorControlProperties (Class)

The MonitorControlModuleProperties class is used to provide access to properties used by the Monitor Control Module.  This class wraps properties that are passed to it upon construction.  It adds its own defaults and provides methods to extract properties specific to the Monitor Control Module.  

5.4.1.1.11 MonitorFactory (Class)

This CORBA interface allows new devices to be added to the system.  It allows an operator to acquire a list of camera tour objects under the domain of the specific MonitorFactory object. It also implements the SharedResourceManager capability to control Monitor objects as shared resources between workstations.  

5.4.1.1.12 MonitorFactoryImpl (Class)

The MonitorFactoryImpl class provides an implementation of the MonitorFactory interface as specified in the IDL.  The MonitorFactoryImpl maintains a list of MonitorImpl objects and is responsible for publishing Monitor objects in the Tradr on startup and as new monitor objects are created.  Whenever a monitor is created or removed, that information is persisted in the database

5.4.1.1.13 MonitorImpl (Class)

The MonitorImpl class provides an implementation of the Monitor interface by extension of the Monitor, SharedResource, and UniquelyIdentifiable interfaces, CommEnabled, as specified in the IDL.  Also contained in this class are MonitorConfiguration and MonitorStatus objects used to store the configuration and status of the monitor. 

5.4.1.1.14 MonitorStatus (Class)

This class (struct) contains data that indicates the current status of a Monitor device specific to Chart II processing, such as information on the particular controlling operation centers.  The data contained in this class is that status information which can be transmitted from the local monitors to remote monitors .  This struct is also used within the Monitor Service to transmit data to/from the MonitorControlDB database interface class.    

5.4.1.1.15 ServiceApplication (Class)

This interface is implemented by objects that can provide the basic services needed by a ChartII service application.  These services include providing access to basic CORBA objects that are needed by service applications, such as the ORB, POA, Trader, and Event Service.

5.4.1.1.16 ServiceApplicationModule (Class)

This interface is implemented by modules that serve CORBA objects.  Implementing classes are notified when their host service is initialized and when it is shutdown.  The implementing class can use these notifications along with the services provided by the invoking ServiceApplication to perform actions such as object creation and publication.

5.4.1.1.17 VideoCollector (Class)

The VideoCollector interface is a generic abstract interface including VideoSink objects (e.g. video monitors) and BridgeCircuit objects.  Both VideoSink and BridgeCircuit objects collect video from a VideoProvider, but only VideoSink objects are true destination endpoints for video feeds which a typical user would have direct interaction with.  BridgeCircuit VideoCollector objects are merely an intermediate step in a VideoRoute which eventually provides video ultimately to the VideoSink object(s) at the end of the route(s).

5.4.1.1.18 VideoCollectorImpl (Class)

The VideoCollectorImpl class provides an implementation of the VideoCollector interface. 

This class contains a CommandQueue object that is used to sequentially execute long running operations related to display in a thread separate from the CORBA request threads, thus allowing quick initial responses.  

Also contained in this class are VideoCollectorConfig and VideoCollectorStatus objects (used to store the configuration and status of the video receiving device).

The VideoCollectorImpl contains *Impl methods that map to methods specified in the IDL, including requests to connect and disconnect video receiving devices to video sending devices (an actual camera or a video switch port).  Some of these requests are long running, so each request is stored in a specific subclass of QueueableCommand and added to the CommandQueue.  The queueable command objects simply call the appropriate VideoCollectorImpl method as the command is executed by the CommandQueue in its thread of execution.  

5.4.1.1.19 VideoReceivingDevice (Class)

The VideoReceivingDevice interface is used to represent a video receiving device in the field.  These devices are used to actually connect a video provider to a video collector.  The system contains an instance of this interface for each video receiving device. 

5.4.1.1.20 VideoSink (Class)

The VideoSink interface is implemented by objects which serve as final endpoints for video signals, such as video monitors and streaming video receivers directly on user workstations.  Within the user interface, the VideoSink interface represents all objects on which a video source can be placed for viewing by users.

5.4.1.1.21 VideoSinkImpl (Class)

The VideoSinkImpl class provides an implementation of the VideoSink interface and is derived from the VideoCollectorImpl class implementing the VideoCollector interface. 

This class contains a CommandQueue object that is used to sequentially execute long running  operations related to display in a thread separate from the CORBA request threads, thus  allowing quick initial responses.  

Also contained in this class are VideoSinkConfig and VideoSinkStatus objects (used  to store the configuration and status of the video sinks).

The VideoSinkImpl contains *Impl methods that map to methods specified in the IDL,  including requests to create a tour, start a tour, stop a tour, suspend a tour, shutdown a tour, resume a tour, and display an image on a video sink.  Some of these requests are long running, so each request is stored in a specific subclass of QueueableCommand and added to the CommandQueue.  The queueable command objects simply call the appropriate VideosinkImpl  method as the command is executed by the CommandQueue in its thread of execution.  

5.4.1.1.22 VideoTransmissionDevice (Class)

The VideoTransmissionDevice interface is used to represent a video transmision device in the field (either a video sending device or a video receiving device).  These devices are used to actually connect a video provider to a video collector.  The system contains an instance of this interface for each video transmission device. 

5.4.2 Sequence Diagrams

5.4.2.1 MonitorControlModule:ConnectRecToSend (Sequence Diagram)

This diagram shows the process of connecting this monitor's reciving device (decoder or switch output port) to the sending device of a video source (an encoder or switch input port).  If the at least one of sending devices is on the same fabric as the receiving device, a simple connectFrom() call is made to the local receiving device.  If the switch fabrics are different, the Router is called to make the connection, which will involve at least one bridge circuit and at least two pairs of sending and receiving devices. If more than one sending device is configured for the camera the router will use the one that provides the best route (fewest number of hops).
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Figure 5‑66 MonitorControlModule:ConnectRecToSend (Sequence Diagram)

5.4.2.2 MonitorControlModule:DisplayImage (Sequence Diagram)

This sequence diagram describes the process of displaying an image on a monitor.  The token is checked for appropriate access.  If there is an error, an operations log message is written, the command status is updated, and the failure is returned. Otherwise, a DisplayImageCommand is placed on the command queue.  Execution of DisplayImageCommand will display the video image on the monitor selecting the correct video sending device of those configured for the camera. Note that the DisplayImageImpl sequence diagram provides more details about what happens during execution of that command.
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Figure 5‑67 MonitorControlModule:DisplayImage (Sequence Diagram)

5.4.2.3 MonitorControlModule:DisplayImageImpl (Sequence Diagram)

When the display image command is executed, a check is made to see if the monitor is online.  Also, there is a check to see if the new camera is revoked, offline, or if the "old" camera is controlled and this monitor has only display of the old camera within the controlling operator's monitor group.  If any of these conditions are true, or if an object cannot be reached, false is returned.   Next, connectReceivingToSendingDevice is called.

If the provider has a sending device that is on the same switch fabric as the receiving device, this method commands the monitor's decoder to switch the image.  An error here will cause false to be returned.  Otherwise, the monitor status is updated, persisted, and pushed.   The commandStatus is updated as well.  

If the sending device is not on the same switch fabric as the receiving device, the Router will be called to attempt to make a route.  The process will select the best route among the any possible routes for successful display. This will ultimately result in one or more receiving devices to be switched to the appropriate sending devices to create or update the route through one or two bridge circuits to put up the image.  As in the simple non-routed case, an error here will cause false to be returned.  Otherwise, the monitor status is updated, persisted, and pushed.   The commandStatus is updated as well.  

Next, the "new" camera is updated to include this monitor in its list of VideoSinks.  If the "new" camera cannot be updated, a NoVideoAvailable source will be displayed on the monitor.  See the DisplayNoVideoAvailable sequence diagram for details.  If the "new" camera can be updated, the "old" camera is updated to remove this monitor from its list of VideoSinks.    Regardless of whether the "old" camera can be updated, an operations log message is written indicating that the display request was successful.  Finally, the monitor status is persisted to the database, pushed out to the clients, and the commandStatus is updated. 

[image: image100.emf]persistStatus(finalReason)setOpStatus("OK")[failed to add monitor]CHART2ExceptionpersistStatus(cameraDisplayed)
connectReceivingToSendingDevice(token, vsNewSource, sourceID, false, cmdStat)addDisplay(token, MonitorDisplayInfo)See MonitorControlModule:StopCameraTour Sequence Diagram, start at stopCameraTourImplMonitorControlDB[NOT a tour OR (is a tour AND tour status update true)]push (currentStatus)[failed to add monitor]failure to communicate with decoder[regular display or tour display with tour logging onopLog (token,"display request")OperationsLogno error processing otherthan log if it failsaddDisplay non-error returnremoveVideoSink(MonitorID)displayImageImpl(token,overrideRequested,monGrpID,src,forTour,cmdStat)oldCamera:VideoSourceVideoSinkImplPushEventSupplierCommandStatusSelect the shortest routeof all possible[false][false]Added the monitor tothe camera's status[failed to add monitor]doDisplayNoVideoAvailable(vpiNVA, cmdStat)[NOT a tour OR (is a tour AND tour status update true)]push (status)Attempt display of NVA if error adding Video Sink to new cameracmdStatusUpdate()1) CommandStatus will be NULL for Tours.2) "reason" should concatenated to the next "reason", etc.[active or suspended tour]stopTourImpl(tourID, cmdStat)cmdStatusUpdate()CameraControlDBThis will reject if camera is controlled at site and request will remove last display of camera at the controlling user's  monitor group.Checks if camera is not revoked for display at this site and is onlinecheckCameras (sysToken,vsNewSource,cmdStat)CommandQueue2[not online]cmdStatusFailure("not online")persistStatus (camera image removed)push(status)Disconnect old image from monitor.  (If this connected directly,this does nothing.  If routed, route is dropped.)  SeeMonitorControlModule:DisconnectRecFmSend for details.[false][false]persistStatus(finalReason)newCamera:VideoSourcedisconnectReceivingToSendingDevice(token,oldSource,cmdStat)cmdStatusSuccess(reason)Text: "Adding the monitor tothe camera's status"select sendingdevice on same fabricR5Modified to select amongsending devices configuredfor the provider that allowsshortest route.RouterWrapperR5Modified to select asending device on the same fabric among those avaiable fromr providerIncudes calls from other functionsi.e. putOnlineImple(), doDisplayNoVideoAvailable(), displayNoVideoAvailableImpl(),and build().[no sending deviceon same fabric]connect()


Figure 5‑68 MonitorControlModule:DisplayImageImpl (Sequence Diagram)

5.5 Router Control Module

5.5.1 Class Diagrams

5.5.1.1 BridgeCircuitManagement2 (Class Diagram)

This diagram shows the classes that comprise the bridge circuit classes of the RouterControlModule.  The RouterControlModule is an installable module that serves the outer and bridge circuit objects and factories to the rest of the CHART II system.  This diagram shows how the implementation of these CORBA interfaces rely on other supporting classes to perform their functions

[image: image101.emf]R5Modify connectReceivingToSendingDevice() to handle mutipleVideo Sending DevicesR5Modify to use new VideoProviderConfigwith arrays of sending device IDs and sending device configurations in:getBridgeCircuitConfigWithConnection() setBridgeCircuitStatusWithConnection()111111111BridgeCircuitProviderImplVideoProvider«interface»VideoCollectorImplVideoProviderImplVideoCollector«interface»VideoCollectorStatus«datatype»1VideoProviderStatus«datatype»11BridgeCircuitlDB111BridgeCircuitImpl extends VideoCollectorImplto implement the VideoCollector operationsand owns a BridgeCIrcuitProviderImpl whichextends the abstract VideoProviderImpl.BridgeCircuitImpl implements VideoProvideroperations by delegating them to theBridgeCircuitProviderImpl.1ServiceApplication2VideoProviderConfig11111*111111RouterControlModulePropertiesServiceApplicationModule«interface»RouterControlModule BridgeCircuitFactory«interface»BridgeCircuitFactoryImplBridgeCircuit«interface»BridgeCircuitImplPushEventSupplier2BridgeCircuitStatus«datatype»BridgeCircuitConfig«datatype»*111111VideoCollectorConfig«datatype»1R5Changed m_sendingDeviceConfig and m_sendingDeviceID to Arrays videoSources can now have more than one VideoSendingDevice associated with it+createBridgeCircuit(token, BridgeCircuitConfig)+getBridgeCircuitinfoList():BridgecircuitInfoList-addBridgeCircuitTypesToTrader():void+createbridgeCircuit(byte[] token,     BridgeCircuitConfig bridgeCircuitCfg):BridgeCircuitInfogetHostName():String+getID():byte[]getLogFlags():boolean[]+getName():StringgetProperties():RouterControlModuleProperties+getBridgeCircuitInfoList():BridgeCircuitInfo[]getBridgeCircuitPushEventSupplier():PushEventSupplier-log(String flags, String method, String txt):void-logProd(String method, String txt):void-logStackProd (String method, String txt, Exception e):voidremoveBridgeCircuit(BridgeCircuitImpl bridgeCircuitImpl, byte[] token):voidshutdown():booleanm_db:DBConnectionManager2m_factoryIDObj:Identifierm_hostName:Stringm_logFlags:boolean[]m_name:Stringm_pendingDeleteBridgeCircuitImplVect:Vectorm_props:RouterControlModulePropertiesm_shutdown:booleanm_svcApp:ServiceApplicationm_bridgeCircuitImplVect:Vectorm_bridgeCircuitInfoVect:Vectorm_bridgeCircuitPushEventSupplier:PushEventSupplierm_bridgeCircuitStatusLogFile:LogFile+getCollectorStatus():VideoCollectorStatus+getCollectorConfig(token):VideoCollectorConfig+removeCollector(token)+connectReceivingToSendingDevice(byte[],VideoProviderInfo,                                    byte[],CommandStatus,boolean,                                    StringHolder) : boolean+disconnectReceivingFmSendingDevice(byte[],CommandStatus,                                    boolean,StringHolder) : boolean+getConfiguration(token):BridgeCircuitConfig+setConfiguration(token,BridgeCircuitConfig)+getID():byte[]getIdentifier():Identifier+getName():StringgetSvcApp():ServiceApplication+getBridgeCircuitConfig(byte[] token):BridgeCircuitConfiggetBridgeCircuitName():String+getBridgeCircuitStatus():VideoTourStatuslog (String flags, String method, String txt):void-logLockDone(String lock):void-logLockRcvd(String lock):void-logLockRqst(String lock):void-logProd (String method, String txt):void-logStackProd (String method, String txt, Exception e):void#pushStatus(String desc, StringBuffer warnTxt):boolean+remove(byte[] token, CommandStatus cmdStat):void+setBridgeCircuitConfig(byte[] token, BridgeCircuitConfig config,    CommandStatus cmdStat):void#verifyAccess(byte[] token, int[] rightIDs, String descPrefix,    String descSuffix, CommandStatus cmdStat):void-verifyAccess(byte[] token, int rightID, String descPrefix,    String descSuffix, CommandStatus cmdStat):booleanm_config:BridgeCircuitConfigm_createLogFlag:Stringm_db:DBConnectionManager2m_factory:BridgeCircuitFactoryImplm_idObj:Identifierm_lockConfig:Object[]m_lockName:Object[]m_lockStatus:Object[]m_logFlags:boolean[]m_props:RouterControlModulePropertiesm_status:BridgeCircuitStatusm_svcApp:ServiceApplicationm_bridgeCircuitPushEventSupplier:PushEventSupplier#createBridgeCircuitImpl(Identifier bridgeCircuitID, BridgeCircuitConfig config,       BridgeCircuitStatus status):BridgeCircuitImpl+deletebridgeCircuit(Identifier bridgeCircuitID, BridgeCircuitConfig config):void+getConfiguration(Identifier bridgeCircuitID):BridgeCircuitConfig+getStatus(Identifier bridgeCircuitID):BridgeCircuitStatus+getBridgeCircuitList():BridgeCircuitImpl[]+insertBridgeCircuit(Identifier bridgeCircuitID, BridgeCircuitConfig config:void+saveStatus(Identifier BridgeCircuitID, BridgeCircuitStatus status):void+setConfiguration(Identifier bridgeCircuitID, BridgeCircuitConfig config):Identifier+setBridgeCircuitFactoryImpl(BridgeCircuitFactoryImpl c2BridgeCircuitFactoryImpl):voidm_c2BridgeCircuitFactoryImpl:BridgeCircuitFactoryImpm_dbConnMgr:DBConnectionManager2m_svcApp:ServiceApplicationm_bridgeCircuitPushEventSupplier:PushEventSupplier+getProviderStatus():VideoProviderStatus+getProviderConfig(token):VideoProviderConfig+setProviderConfig(token,VideoProviderConfig)+removeProvider(token)+AddDisplay(token,MonitorDisplayInfo):void+removeDisplay(token,displayID)+m_commMode:CommunicationMode+m_opStatus:OperationalStatus+m_controllingOpCenter:OpCenterInfo+m_monitorInfo:MonitorDisplayInfo+m_deviceStatusChangeTimeSecs:int+m_monitorStatusChangeTimeSecs:int+m_providerStatus;VideoProviderStatus+m_collectorStatus:VideoCollectorStatus+m_name:String+m_owningOrrgID:Identifier+m_networkConnectionSte:String+m_startProviderConfig:VideoProviderConfig+m_endCollectorConfig:VideoCollectorConfig#initCollectorStatus() : void+getCollectorStatusImpl() : VideoCollectorStatus#getCollectorConfigImpl() : VideoCollectorStatusImpl#debugPrintVideoCollectorConfig(String, String,                                        VideoCollectorConfig) : void#debugPrintVideoCollectorStatus(String, String,                                        VideoCollectorStatus) : void#isOnVideoFabric(byte[]) : boolean#getOwningOrgID() : byte []+getID() : byte []#getAllowSimulation() : boolean#setSimulationFlag() : booleangetIDString() : String+getIdentifier() : Identifier#getLogFlags() : boolean []+getName() : String+getCommMode() : CommunicationMode#commModeIs(CommunicationMode) : booleangetSvcApp() : ServiceApplication#initializeLogFlags(String) : void#opLog(byte[], String, int, String, String) : void#opLog(byte[], String, int, String, String, String, String) : void#logLockRqst(String) : void#logLockRcvd(String) : void#logLockDone(String) : void#logProd(String, String) : void#logStackProd(String, String, Exception) : void#log(String, String, String) : voidaddMyselfToProviderStatus(byte[], StringBuffer) : booleanremoveMyselfFromProviderStatus(byte[], StringBuffer) : boolean#cmdStatusCompleted(CommandStatus, String, boolean) : boolean#cmdStatusFailure(CommandStatus, String) : boolean#cmdStatusFailureMaybe(CommandStatus, String, boolean) : boolean#cmdStatusSuccess(CommandStatus, String) : boolean#cmdStatusSuccessMaybe(CommandStatus, String, boolean) : boolean#cmdStatusUpdate(CommandStatus, String) : boolean+getCollectorName() : String+getCollectorType() : VideoCollectorTypegetCollectorTypeName() : String+getCollectorInfo() : VideoCollectorInfo#isSimulated() : boolean#setOpStatus(OperationalStatus) : void#updateLastContactTime() : void#updateStatusChangeTime() : void#verifyAccess(byte[], int, String, String, CommandStatus) : void#verifyAccess(byte[], int[], String, String, CommandStatus) : void#verifyAccessAll(byte[], int[], String, String, CommandStatus) : void#verifyCommMode(CommunicationMode, String,                                CommandStatus,boolean) : void#verifyCommModeNot(CommunicationMode,                                CommandStatus, boolean) : void#verifyCommModeNotOffline(String, CommandStatus) : void#persistAndPushConfig(String, StringBuffer) : boolean#persistAndPushStatus(String, StringBuffer) : boolean#persistConfig(String, StringBuffer) : boolean#persistStatus(String, StringBuffer) : boolean#pushConfig(String, StringBuffer) : boolean#pushStatus(String, StringBuffer) : boolean#findVideoProvider(byte[]) : VideoProvider#findVideoSwitch(byte[]) : VideoSwitch+connectReceivingToSendingDevice(byte[], VideoProviderInfo, byte[], CommandStatus, boolean, StringHolder)#m_createLogFlag : String#m_collectorConfig : VideoCollectorConfig#m_dateFmtYYYYMMDDHHMMSS : SimpleDateFormat-m_idObj : Identifier#m_svcApp : ServiceApplication-m_networkConnectionSite : String#m_lockName : Object[]#m_lockConfig : Object[]#m_lockStatus : Object[]#m_collectorStatus : VideoCollectorStatus#m_props : MonitorControlModuleProperties-m_recvDevice : VideoReceivingDeviceOperations#m_logFlags : boolean[]-m_simulationAllowed : boolean-m_simulateComms : boolean-SIMULATE_MONITOR_COMMS_KEYWORD : String#m_systemRight : FunctionalRightType#m_systemToken : byte[]+m_componentType : VideoComponentType+m_name : String+m_networkConnectionSite : String+m_owningOrgID : byte[]+m_providerType : VideoProviderType+m_sendingDeviceConfig : VideoTransmissionDeviceConfig[]+m_sendingDeviceIDs : byte[][]


Figure 5‑69 BridgeCircuitManagement2 (Class Diagram)

5.5.1.1.1 BridgeCircuit (Class)

The BridgeCircuit interface is implemented by a objects which serve to bridge disparate switch fabrics within video routes.  These switch fabrics would include the switch fabrics based around a V1500 switch and also the "null" switch fabric consisting of no switch and codec VideoTransmissionDevice objects.  The BridgeCircuit interface includes both the VideoCollector interface (meaning the BridgeCircuit receives video from another VideoProvider, ultimately the VideoSource) and the VideoProvider interface (meaning the BridgeCircuit provides video to another VideoCollector, ultimately to one or more VideoSink objects). 

5.5.1.1.2 BridgeCircuitConfig (Class)

This represents configuration information for a bridge circuit. This is the status of a BridgeCircuit object.  It consists primarily of configuration of the VideoProvider side (input to the bridge circuit) and of the VideoCollector side (output of the bridge circuit). 

5.5.1.1.3 BridgeCircuitFactory (Class)

The BridgeCircuitFactory is used to create bridge circuits bridging two switch fabrics. 

5.5.1.1.4 BridgeCircuitFactoryImpl (Class)

The BridgeCircuitFactoryImpl class provides an implementation of the BridgeCircuitFactory interface as specified in the IDL.  The BridgeCircuitFactoryImpl maintains a list of BridgeCircuitImpl objects and is responsible for publishing BridgeCircuit objects in the Trader on startup and as new bridge Circuit objects are created.   Whenever a BridgeCircuit is created or removed, that information is persisted to the database. 

5.5.1.1.5 BridgeCircuitImpl (Class)

The BridgeCircuitImpl class provides an implementation of the BridgeCircuit interface.  Contained in this class are BridgeCircuitConfig and BridgeCircuitStatus objects (used to store the configuration and status of the bridge circuit). 

5.5.1.1.6 BridgeCircuitlDB (Class)

The BridgeCircuitDB class provides an interface between the SwitchControl service and the database used to persist the BridgeCircuit objects and their configuration and status in the database.  It contains a collection of methods that perform database operations on tables pertinent to Bridge Circuits.  The class is constructed with a DBConnectionManager object, which manages database connections.   Methods exist to insert and delete Bridge Circuit objects from the database, and to get and set their configuration and status information.  

5.5.1.1.7 BridgeCircuitProviderImpl (Class)

This class extends the VideoProviderImpl class, a partial, abstract implementation of the VideoProvider interface.

5.5.1.1.8 BridgeCircuitStatus (Class)

This is the status of a BridgeCircuit object.  It consists primarily of a status on the VideoProvider side (input to the bridge circuit) and on the VideoCollector side (output of the bridge circuit). 

5.5.1.1.9 PushEventSupplier2 (Class)

This class is used to wrap a CORBA event channel so automatic reconnects can occur should the connection be lost.

5.5.1.1.10 RouterControlModule (Class)

This class is the top level module used to manage routing of video across switch fabrics within CHART II

5.5.1.1.11 RouterControlModuleProperties (Class)

The RouterControlModuleProperties class is used to provide access to properties used by the Router Control Module.  This class wraps properties that are passed to it upon construction.  It adds its own defaults and provides methods to extract properties specific to the Router Control Module.

5.5.1.1.12 ServiceApplication2 (Class)
This interface is implemented by objects that can provide the basic services needed by a CHART service application.  These services include providing access to basic CORBA objects that are needed by service applications, such as the ORB, POA, Trader, and Event Service.

5.5.1.1.13 ServiceApplicationModule (Class)

This interface is implemented by modules that serve CORBA objects.  Implementing classes are notified when their host service is initialized and when it is shutdown.  The implementing class can use these notifications along with the services provided by the invoking ServiceApplication to perform actions such as object creation and publication.

5.5.1.1.14 VideoCollector (Class)

The VideoCollector interface is a generic abstract interface including VideoSink objects (e.g. video monitors) and BridgeCircuit objects.  Both VideoSink and BridgeCircuit objects collect video from a VideoProvider, but only VideoSink objects are true destination endpoints for video feeds which a typical user would have direct interaction with.  BridgeCircuit VideoCollector objects are merely an intermediate step in a VideoRoute which eventually provides video ultimately to the VideoSink object(s) at the end of the route(s).

5.5.1.1.15 VideoCollectorConfig (Class)
This structure defines configuration data common to all video collectors.

5.5.1.1.16 VideoCollectorImpl (Class)

The VideoCollectorImpl class provides an implementation of the VideoCollector interface. 

This class contains a CommandQueue object that is used to sequentially execute long running operations related to display in a thread separate from the CORBA request threads, thus allowing quick initial responses.  

Also contained in this class are VideoCollectorConfig and VideoCollectorStatus objects (used to store the configuration and status of the video receiving device).

The VideoCollectorImpl contains *Impl methods that map to methods specified in the IDL, including requests to connect and disconnect video receiving devices to video sending devices (an actual camera or a video switch port).  Some of these requests are long running, so each request is stored in a specific subclass of QueueableCommand and added to the CommandQueue.  The queueable command objects simply call the appropriate VideoCollectorImpl method as the command is executed by the CommandQueue in its thread of execution.  

5.5.1.1.17 VideoCollectorStatus (Class)
This structure defines the data included in the status of a video collector.

5.5.1.1.18 VideoProvider (Class)

The VideoProvider interface is a generic abstract interface including VideoSource objects (e.g. video cameras) and BridgeCircuit objects.  Both VideoSource and BridgeCircuit objects provide video to a VideoCollector, but only VideoSource objects are true origins of video which a typical user would have direct interaction with.  BridgeCircuit VideoProvider objects merely pass on video provided from elsewhere in a VideoRoute.

5.5.1.1.19 VideoProviderConfig (Class)
This structure defines configuration data common to all video sources.

5.5.1.1.20 VideoProviderImpl (Class)
This class implements the VideoProvider interface as an abstract class.  Subclasses for this class are the VideoCameraImpl and BridgeCircuitProviderImpl class.

5.5.1.1.21 VideoProviderStatus (Class)

The VideoProviderStatus structure is used to hold and transmit status information about VideoProvider objects at the VideoProvider level.  Further details about lower-level VideoProvider subclasses are provided by subclasses of VideoProviderStatus. 

5.5.1.2 Router (Class Diagram)

This class diagram shows the VideoRouteManager and associated classes comprising the routing part of the RouterControlModule, which builds, manages, and drops video display routes across video fabrics.  The RouterImpl, which implements the VideoRouteManager, makes use of the AVCMRouterRequestManager, which is existing C++ code from AVCM 3.0, to do the bulk of the routing work.  After the router is initialized, all routing connect and disconnect requests are passed down into the AVCMRouterRequestManager for processing.  The AVCMRouterRequestManager makes calls back out to the Java environment to make the actual connections to and from the necessary bridge circuits.  The RouterControlModule receives notification of the addition of devices (cameras, monitors, bridge circuits, fabrics, switches, etc.) added to the system by users, and also runs a discovery task in the background to detect any devices ( which were inaccessible at the time of initialization.
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Figure 5‑70 Router (Class Diagram)

5.5.1.2.1 AVCMRouterRequestManager (Class)

This is the C++ DCOM interface class for managing routes between switch fabrics.  This class receives incoming DCOM calls on the public IAVCMRouterRequestManager interface methods and passes them off to the implementation class.

5.5.1.2.2 AVCMRouterRequestManagerImpl (Class)

The implementation of the AVCMRouterRequestManager DCOM interface.  This class manages routes between switch fabrics.

5.5.1.2.3 CheckForNewDevicesTask (Class)

This class will respond to adding a new device to the system by periodically checking the event channel for "add" events.  It will then call the appropriate method to handle adding the new device to the router.

5.5.1.2.4 java.util.Timer (Class)

This class provides asynchronous execution of tasks that are scheduled for one-time or recurring execution.

5.5.1.2.5 java.util.TimerTask (Class)

This class is an abstract base class which can be scheduled with a timer to be executed one or more times.

5.5.1.2.6 Route (Class)

Keeps track of one route between switch fabrics.  A "route" is a collection of bridge circuits that interconnect two switch fabrics.  All possible routes between any two switch fabrics are stored as separate instances.

5.5.1.2.7 RouterControlDB (Class)

The database code used by the Router to manage the active routes.

5.5.1.2.8 RouterControlModule (Class)

This class is the top level module used to manage routing of video across switch fabrics within CHART II

5.5.1.2.9 RouterControlModuleProperties (Class)

The RouterControlModuleProperties class is used to provide access to properties used by the Router Control Module.  This class wraps properties that are passed to it upon construction.  It adds its own defaults and provides methods to extract properties specific to the Router Control Module.

5.5.1.2.10 RouterImpl (Class)

The CORBA interface used by CHART II to handle display requests across switch fabrics.

5.5.1.2.11 RouterJNI (Class)

The JAVA class used by CHART II to interface with the C++ Router via the RouterJNIDLL.

5.5.1.2.12 RouterJNIDLL (Class)

This is the C++ DLL that will bridge between CHART II (JAVA) and the heavily modified version of the AVCMDBServer (C++) that will only retain the Router code.

5.5.1.2.13 ServiceApplicationModule (Class)

This interface is implemented by modules that serve CORBA objects.  Implementing classes are notified when their host service is initialized and when it is shutdown.  The implementing class can use these notifications along with the services provided by the invoking ServiceApplication to perform actions such as object creation and publication.

5.5.1.2.14 VideoRouteManager (Class)

The VideoRouteManager interface is implemented by a class which provides video routing capabilities within CHART II.  This router does not need to be used (in fact, cannot be used) when the VideoSource and VideoSink are on the same switch fabric -- it is used only to make video routes across switch fabrics.

5.5.2 Sequence Diagrams

5.5.2.1 Router:Connect (Sequence Diagram)

This sequence diagram shows the process of using the wrapped C++ router (called AVCMRouterRequestManager) to make a route across switch fabrics to connect a video source (sending device) to a video sink (receiving device).  The router will select the sending device that requires the fewest hops if the video source has more than one sending device configured. The router figures out the route to be made, invoking an override if necessary, and calls back out to the RouterImpl in the Java environment to connect a sending device to a receiving device for each hop of the route.  Depending on the state of the video network, 1 to 3 connect calls may be necessary to complete the route.  

Before a route is made. the Router can be called in a test-only mode, to test whether a route would be able to be made or not, before the old image is dropped off the monitor.  If called in test-only mode, the route is computed, but no other work is done.  The return code indicates whether a route would have been made. 
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reason=reason from reasonHolder or 'Could not contact monitor, or bridge circuit chosen for route'[success]All these failure returns are diagramed in short-hand.  Really the return goes through theRouterJNIDLL, RouterJNI, Router, & RouterWrapper before reaching the callingVideoCollectorImpl, as shown in the success caseand failure case below.[success]returnedRouteCreatedResult=truepopulate returnedNumOverrideMons, returnedOverrideMons, returnedOverrideCamsAVCMRouterRequestManager.Display()has error logic that attempts to undo thework started to create a route if it cannotbe finished.  If any "virtual circuits" are created, and then another "virtual circuit"cannot be created (in loop iteration 2 or 3), the virtual circuits created are undone in the loop below this one, belowthe success return.connect(...)Called with testOnly = true to testwhether a route would be made.  -   If it returns success, we know to     drop the old route or virt ckt to the     monitor and call Display() again with    bTestOnly = false.-   If it returns failure, we know not to    bother dropping the old route or virt    ckt, it would be for no purpose.Called with testOnly = false to actually attempt to make a route.providerID is the ID of the ultimate VideoSource  if providerType is CAMERA_CONNECTION,else it is the ID of the provider end (output) of a bridge circuit.collectorID is the ID of the ultimate Monitor if collectorType is MONITOR_CONNECTION,else it is the ID of the collector end (input) of a bridge circuit.[success]reason=empty string, returnedVirtCktID=IdentifierGenerator.createIdentifier()returnedVirtCktID is supposed to be the ID of the created virt ckt, but in CHARTvirt ckts don't have IDs.  It may be okay to just return a freshly created unique IDthat isn't an ID of anything.  Need to be able to completely regenerate routes on re-init.[fail][fail]VideoSinkImplRouter(RouterImpl)RouterJNIRouterJNIDLLAVCMRouterRequestManager call was originallyto a AVCMVirtualCircuitRequestManager, which is now a call back out to the Java environment andback to the calling RouterImpl object in Java tobuild the circuit.  The original call in AVCMRouterRequestManager::BuildVirtCkt() is:pVirtCktReqMgr->Build(bstrSrcCxnStr, srcCxnType,                               bstrDestCxnStr, destCxnType,                               &bstrVirtCktIdStr,                               bstrRealCameraName, bstrRealMonitorName);Need to add a &bstrReasonStr to get back a reason string toreturn to the inital VideoCollectorImpl caller on any failure.connect(...)AVCMRouterRequestManagerCall may be made 1 to 3 timesin this loop.provider:VideoProviderDeviceUtilitycollector:VideoCollectorconnect(token, VideoProviderInfo,VideoProviderConfig,VideoCollectorInfo,VideoCollectorConfig,overrideRequested,testOnly,doNotBlock, cmdStat)Display(providerID, collectorID, testOnly, overrideRequested, returnedRouteCreatedResult,returnedNumOverrideMons, returnedOverrideMons, returnedOverrideCams)Build(providerID,collectorID,returnedVirtCktID, reason,providerName,collectorName, sourceID)[whilevirtual circuitsneed to bebuilt]getProviderConfiggetUniquelyIdentifiableCorbaObject(providerID)


Figure 5‑71 Router:Connect (Sequence Diagram)

5.6 Utility Package

5.6.1 Class Diagrams

5.6.1.1 UtilityClasses2 (Class Diagram)

This Class Diagram shows various utility classes related to log entries that are used by GUI and servers.
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5.6.1.1.1 BucketSet (Class)

This class is designed to contain a collection of comparable objects.  All of the objects added to this collection must be of the same concrete type.  Each element in the collection has an associated counter which tracks how many times this element has been added.  It is then possible to get only the elements which have been added to the collection n times where n is a positive integer value.  This class is very useful for creating GUI menu's for multiple objects as it allows all objects to insert their menu items and then allows the user to  get only those items which all objects inserted.

5.6.1.1.2 CachedLogEntry (Class)

This class represents a reference-counting object stored in a memory-efficient LogEntryCache.  The object of this class encapsulates the stored log entry and adds a reference count.

5.6.1.1.3 CorbaUtilities (Class)

This class  is a collection of static CORBA utility methods that can be used by both server and GUI for CORBA Trader service transactions.

5.6.1.1.4 DatabaseLogger (Class)

This class represents a generic database logger which can be used to log and retrieve information from the database.  This class also provides a mechanism for the user to filter and retrieve logs that meet a specific criteria.

5.6.1.1.5 DBUtility (Class)

This class contains methods that allow interaction with the database.

5.6.1.1.6 DMSHardwarePage (Class)

This class holds data that specifies the layout of one page of a DMS message on the actual DMS hardware.  A two dimensional array that is the same size as the sign's display (rows and columns) specifies the character displayed in each cell, including blank if the cell has no character.  This format maps well to the way DMS protocols return the current message being displayed in a status query.  This class can then be passed to a MultiConverter object to convert the message into MULTI format.

5.6.1.1.7 FunctionalRightType (Class)

This class acts as an enumuration that lists the types of functional rights possible in the CHART2 system.  It contains a static member for each possible functional right.

5.6.1.1.8 GeoAreaUtil (Class)

This class contains static methods used for searching GeoAreas for specific Lat/Lons.   The actual search of a GeoArea is done by converting a chart GeoArea to a java.awt.Polygon then using that object's contains(lat,lon) method to make the determination.   Serveral helper methods front the Polygon based methods for flexibility.

5.6.1.1.9 GeoLocation (Class)

This class represents a location on the Earth's surface in geographic (latitude, longitude) coordinates.

5.6.1.1.10 Log (Class)

Singleton log object to allow applications to easily create and utilize a LogFile object for system trace messages.

5.6.1.1.11 LogEntry (Class)

This class represents a typical log entry that is stored in the database.  This can be a general Communications Log entry or it can be a historical entry for a Traffic Event.  Some Traffic Event actions (opening, closing, etc.) are logged in the Communications Log as well as in the history of the specific Traffic Event. 

5.6.1.1.12 LogEntryCache (Class)

The LogEntryCache caches log entries returned from a database query which are in excess of the requestor-specified maximum number of entries to return at one time.  The LogIterator stores references to the LogEntry objects thus cached, and requests additional objects as needed.  The LogEntryCache uses reference counting to prevent storing duplicate copies of LogEntry objects, and it deletes LogEntry objects when they are no longer needed. 

5.6.1.1.13 LogFile (Class)

This class creates a flat file for writing system trace log messages and purges them at user specified interval.  The log files created by this class are used for system debugging and maintenance only and are not to be confused with the system operations log which is modeled by the OperationsLog class.

5.6.1.1.14 LogFilter (Class)

This class is used to specify the criteria to be used when getting entries from the Communications Log.  The caller would create an object of this type specifying the criteria that each log entry must match in order to be returned. 

5.6.1.1.15 LogIterator (Class)

This class represents an iterator to iterate through a collection of log entries.  If a retrieval request results in more data than is reasonable to transmit all at once, one clump of entries is returned at first, together with a LogIterator from which additional data can be requested, repeatedly, until all entries are returned or the user cancels the operation. 

5.6.1.1.16 LogIteratorImpl (Class)

The LogIteratorImpl implements the LogIterator interface; that is, it does the actual work which clients can request via the LogIterator interface.  The LogIteratorImpl stores data relating to cached LogEvents for a single retrieval request, and implements the client request to get additional clumps of data pertaining to that request. 

5.6.1.1.17 MultiConverter (Class)

This class provides methods which perform conversions between the DMS MULTI mark-up language and plain text.  It also provides a method which will parse a MULTI message and inform a MultiParseListener of elements found in the message.

5.6.1.1.18 MultiFormatter (Class)

This interface must be implemented by classes which convert plain text DMS messages to MULTI formatted messages.

5.6.1.1.19 MultiParseListener (Class)

A MultiParseListener works in conjunction with the MultiConverter to allow an implementing class to be notified as parsing of a MULTI message occurs.  An exemplary use of a MultiParseListener would be the MessageView window which will need to have the MULTI message parsed in order to display it as a pixmap.

5.6.1.1.20 ObjectCache (Class)

The ObjectCache is a wrapper for the DataModel.  It provides access to DataModel methods to find objects in the data model, delegating those methods to the DataModel itself.  It also provides additional methods of finding name filtered objects and discovering "duplicate" objects (as defined by an isDuplicateOf() method of the Duplicatable interface).

5.6.1.1.21 ObjectLocationUtility (Class)

This class contains utility functionality for dealing with ObjectLocation objects.

5.6.1.1.22 ObjectLocator (Class)

This class is used to provide access to proxy objects stored in the CHART object cache (which have been discovered by the DiscoveryDriver tasks).

5.6.1.1.23 OperationsLog (Class)

This class provides the functionality to add a log entry to the Chart II operations log. At the time of instantiation of this class, it creates a queue for log entries. When a user of this class provides a message to be logged, it creates a time-stamped OpLogMessage object and adds this object to the OpLogQueue. Once queued, the messages are written to the database by the queue driver thread in the order they were queued.   

5.6.1.1.24 OpLogMessage (Class)

This class holds data for a message to be stored in the system's Operations Log.

5.6.1.1.25 OpLogQueue (Class)

This class is a queue for messages that are to be put into the system's Operations Log.  Messages added to the queue can be removed in FIFO order.

5.6.1.1.26 ProxyObject (Class)

This class is a base class for many types of proxy objects store in the CHART object cache (which have been discovered by the DiscoveryDriver tasks), used to provide a standard set of access methods for the proxy objects.

5.6.1.1.27 TokenManipulator (Class)

This class contains all functionality required for user rights in the system.  It is the only code in the system which knows how to create, modify and check a user's functional rights.  It encapsulates the contents of an octet sequence which will be passed to every secure method.  Secure methods should call the checkAccess method to validate the user.  Client processes should use the check access method to verify access and optimize to reduce reduce the size of the sequence to only those rights which are necessary to invoke the secure method.  The token contains the following information.  Token version, Token ID, Token Time Stamp, Username, Op Center ID, Op Center IOR, functional rights

5.6.1.1.28 TraderGroup (Class)

This class provides a facade for trader lookups that allows application level code to be unaware of the number of CORBA trading services that the application is using or the details of the linkage between those services.

5.6.1.1.29 TravelTimeRange (Class)

This class is a utility that can convert a travel time into a travel time range.  It is constructed using the travel time range definitions as specified by a JSON string stored in the system profile.  The convertToRange method can then be called get the low and high range values for a specific travel time.

5.6.1.1.30 TravelTimeRangeDef (Class)

This class holds data for a travel time range definition.  It has methods that can convert this object to a JSON object for persistence in the system profile, and to allow its data to be loaded from a JSON object when depersisting from the system profile.

5.6.1.1.31 TravelTimeScheduleUtil (Class)

This class provides utility methods related to travel time schedules.

5.7 GUI - servlet (chartlite/servlet)

5.7.1 Class Diagrams

5.7.1.1 ServletBaseClasses (Class Diagram)

This diagram shows classes related to the base CHART GUI servlet.
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5.7.1.1.1 AlertFilter (Class)

This class is used to filter WebAlert objects.

5.7.1.1.2 chartlite.servlet.UserLoginSessionImpl (Class)

This class is used to store information about the logged in user.  It is also the implementation of the UserLoginSession CORBA interface that can be called from the server to ensure the user is still logged in, send them an instant message, or force the user to become logged out.

5.7.1.1.3 HomePageReqHdlr (Class)

This class supports requests for data that are needed by the home page.

5.7.1.1.4 MainServlet (Class)

This class is the main class of the servlet.  It handles all requests and dispatches them to the appropriate request handler.  It also acts as a RequestHandlerSupporter, which is passed to each request handler to help them process requests.

5.7.1.1.5 MaintenancePortalContentMapping (Class)

This class is a PortalContentMapping for the device maintenance portal.  It has a hashtable that provides a mapping of standard GUI content templates to custom versions for use when the user is logged into the device maintenance portal.  Note that not all CHART pages are customized for the maintenance portal - when no customized page exists, this mapping returns the original page.

5.7.1.1.6 NavLinkRights (Class)

This class provides user rights checking for the servlet.  It contains a user's token and provides easy to use methods that can check the presence of functional rights, combinations of rights, or even rights that are specific to the object the user wishes to use.

5.7.1.1.7 org.apache.velocity. VelocityServlet (Class)

The base class for the Velocity template engine.  This template engine is used to provide dynamic content from the CHART GUI Servlet.  The web pages are code in templates using velocity specific macros.  The code in the servlet loads data that will be shown on the page into a velocity Context, and this VelocityServlet class is used to merge the content with the template to create HTML for the browser to display.

5.7.1.1.8 PortalContentMapping (Class)

This interface specifies a method to be implemented by classes that provide a mapping of standard CHART web pages to versions that are customized for a portal which provides a different view of the system.  It also specifies a method that allows portals to specify content that is always to be displayed in a popup, even if the portal prefers to not use popups.  This feature exists for special content such as pages that allow the user to listen to audio via a browser plugin.

5.7.1.1.9 PortalType (Class)

This enumeration defines the portal type the user has logged into.  FullView represents the full versioned GUI.  DeviceMaintenance represents the device maintenance portal, which is tailored to use by device maintenance personnel.

5.7.1.1.10 RequestAction (Class)

This class contains information about an action that can be invoked via a request handler.  The action parameter is specified in the URL as the "action" parameter, or as the last part of the servlet path.  The user logged out policy specifies what the servlet should do if this action is requested when the user is logged out.

5.7.1.1.11 RequestHandler (Class)

This interface specifies methods that are to be implemented by classes that are used to process requests.

5.7.1.1.12 RequestHandlerMapping (Class)

This class provides a mapping between an action and the request handler used to process a request for that action.

5.7.1.1.13 RequestHandlerSupporter (Class)

This interface is implemented by any class that can provide access to objects or methods that are helpful to request handlers.

5.7.1.1.14 ServletDB (Class)

This class is used by the CHART GUI servlet to access CHART GUI specific data that is stored in the database.

5.7.1.1.15 ServletProperties (Class)

This class provides access to properties defined in the chart gui's properties file.

5.7.1.1.16 UserLoggedOutPolicy (Class)

This enumeration specifies the types of actions that may be specified for responding to a request that is received when the user is logged out.

5.7.1.1.17 UserLoginSessionImpl (Class)

This class is the implementation of the CORBA UserLoginSession interface.  It will be served from the GUI and will be passed to the OperationsCenter on login.  It will also store the access token returned from the OperationsCenter.

5.7.1.2 ServletMiscClasses (Class Diagram)

This diagram shows miscellaneous classes used within the servlet.
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      dynImageDir : File,  dm : DataModel, 

      tempObjStore : TempObjectStore,
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run()
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5.7.1.2.1 CommandStatusMgr (Class)

This class manages command status objects served by the GUI.

5.7.1.2.2 DynamicImageFileKeeper (Class)

This interface allows an object to keep dynamic image files from being deleted by the DynImageCleanupTask, which periodically deletes files that are no longer needed.

5.7.1.2.3 DynImageCleanupTask (Class)

This class periodically cleans up dynamic image files in the dynamic images directory that are no longer needed.  The files to keep are maintained by objects in the DataModel and TempObjectStore that implement the DynamicImageFileKeeper interface.

5.7.1.2.4 ExtendedCommandStatusImpl (Class)

This is an abstract class that is extended by classes that implement the ExtendedCommandStatus CORBA interface.  It handles the basic implementation required of a command status, and leaves the implementation of updateAny() and completedAny() to the derived classes.

5.7.1.2.5 FormUtil (Class)

This class contains methods for handling form processing.

5.7.1.2.6 HttpServletRequestParameterSupplier (Class)

This class implements the RequestParameterSupplier interface to provide parameters from the HttpsServletRequest.

5.7.1.2.7 java.util.TimerTask (Class)

This class is an abstract base class which can be scheduled with a timer to be executed one or more times.

5.7.1.2.8 RequestParameterSupplier (Class)

This interface allows parameter values to be queried.  It is used to provide a common interface for getting parameters from the HttpServletRequest or from the UserFormData.

5.7.1.2.9 UserFormData (Class)

This class is used to store form data between requests while a user is editing a complex form, and provides convenience methods for parsing the values from the request.

5.7.2 Sequence Diagrams

5.7.2.1 FormUtil:populateFormData (Sequence Diagram)

This diagram shows the procesing that occurs when editing or copying a video source and an array of VideoSendingDeviceConfig objects is read from a VideoSourceConfiguration and populated into a UserFormData object.
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Figure 5‑75 FormUtil:populateFormData (Sequence Diagram)

5.7.2.2 chartlite.servlet.HomePageReqHdlr:getHomePageJSON (Sequence Diagram)

This diagram shows how the JSON is built for the status on the Home Page.  The current alert filter is retrieved from the login session.  The cached WebAlerts are retrieved and of those, the new alerts that also pass the filter are added to a list.  The list is sorted and JSONObjects are created to represent each WebAlert, and these are put into a JSONArray.  The WebTrafficEvent objects are retrieved from the cache and filtered to only include the open events belonging to the user's op center.  The traffic event counts per event type, and the total number of open events belonging to the user's op center, are put into the high level JSON object.   The JSON object is then sent back in the response.
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Figure 5‑76 chartlite.servlet.HomePageReqHdlr:getHomePageJSON (Sequence Diagram)

5.7.2.3 chartlite.servlet.MainServlet:customizeResponseForPortal (Sequence Diagram)

This diagram shows the processing performed by the customizeResponseForPortal method of the MainServlet class.  This is called during MainServlet.handleRequest at the point where the request has been handled by a request handler and the system is about to load the template that will be used to display a web page to the user.  The purpose of this method is to allow customization of the web page that is about to be displayed to the user.  This customization takes part on 2 levels; the main enclosing template, which contains the web page elements present on every page (header, quick links, footer, etc.) and the pageContent template, which is used to display content specific to the user's request within the enclosing template.  This method begins by setting the return value to be the exact page template that the servlet would return had this method not been called.  This results in the default action being no customization.  Next, the name of the template is compared to see if it is one of 3 special "enclosing" templates that may require customization.  If the template is the standard GUI enclosing template, then the customization will be to return the enclosing template specific to the portal.  If the template name is the standard popup template, then the returned template depends on whether or not the portal uses popups.  If the portal doesn't use popups this method will return the portal's enclosing template instead of the popup template.  If the portal does use popups, the popup template specified for the portal will be returned.  The last "enclosing" template that requires special handling is the PopupSubmissionCloser.  This template is returned when the user has submitted a request that is normally submitted from a popup window (even if the portal didn't display that page in a popup).  The popup submission closer is a template that closes the popup window and redirects the parent window to a target URL.  If the portal doesn't use popups, this method custom handles this situation by simply performing the redirect that the popup submission closer would normally handle.  After processing the customization for the "enclosing" template, if a customization took place AND a redirect didn't occur, the pageContent template is retrieved from the context.  This is the name of the template that will provide the content of the page inside the "enclosing" template that is specific to the request being processed.  If such a template name was loaded into the context, a call is made to obtain the portal specific mapping object that maps original content templates to customized versions for the portal, if any.  If a customized version of the page exists for the portal, it is loaded into the context in place of the original pageContent template.  If a popup was eliminated earlier due to the portal's preference to not use templates, a check is made if the content is to always appear in a popup.  If so, the return value is set to be the name of the portal's popup template.  Next, the method  returns its return value, which is the name of the template to be loaded and displayed to the user, or null if the request was redirected.
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Figure 5‑77 chartlite.servlet.MainServlet:customizeResponseForPortal (Sequence Diagram)

5.7.2.4 chartlite.servlet.MainServlet:handleRequest (Sequence Diagram)

This diagram shows the processing that occurs when a request is received by the servlet.  The action to be performed is retrieved either from the servlet path, or from a request parameter named "action".  A check is made to determine if the user is logged in.  If the user is not logged in, a "logged out" policy is retrieved based on the requested action to determine how to reply to the request.  Either the login page is shown, an HTTP "no content" response code is passed to the browser, the logged out error page is shown, or an error is returned in an XML document.  If the user is logged in, the request handler for the requested action is found and the request is dispatched to the request handler.  The request handler returns the name of the velocity template to load (or null if there was a redirect).  If the user is logged into a portal other than the standard GUI the customizeResponseForPortal() method is called (see separate sequence diagram).  This method can result in a different page template name being loaded in the pageContent variable in the Context to customize the page for the portal, and can also result in the request being redirected, returning a null template name.  Following the call to customize the response for a portal, several commonly used objects are added to the velocity context, including a variable named "usePopups" that is based on the setting for the PortalType the user has logged into.  The template (if any) is loaded and during this process the Velocity tool merges the dynamic content from the Context object into the template, dynamically creating an HTML page to return to the browser.
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Figure 5‑78 chartlite.servlet.MainServlet:handleRequest (Sequence Diagram)

5.8 GUI - Servlet - User Management (chartlite/servlet/usermgmt)
5.8.1 Class Diagrams

5.8.1.1 chartlite.servlet.usermgmt.systemProfile_classes (Class Diagram)

This diagram shows CHART GUI servlet classes related to the system profile. 
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Figure 5‑79 chartlite.servlet.usermgmt.systemProfile_classes (Class Diagram)

5.8.1.1.1 RequestHandler (Class)

This interface specifies methods that are to be implemented by classes that are used to process requests.

5.8.1.1.2 SystemProfileReqHdlr (Class)

This class is a request handler that processes requests related to the system profile.

5.8.1.2 chartlite.servlet.usermgmt_classes (Class Diagram)

This diagram shows classes used within the CHART GUI servlet related to user management.
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Figure 5‑80 chartlite.servlet.usermgmt_classes (Class Diagram)

5.8.1.2.1 LoginReqHdlr (Class)

This request handler handles functionality related to Login and Change User.

5.8.1.2.2 LogoutReqHdlr (Class)

This request handler handles functionality related to Logout.

5.8.1.2.3 OpCenterAlertData (Class)

This corba datatype sequence contains alert related configuration data for an operations center 

5.8.1.2.4 OpCenterAlertTypeData (Class)

This datatype holds operations center alert configuration data for a specific alert type.

5.8.1.2.5 RequestHandler (Class)

This interface specifies methods that are to be implemented by classes that are used to process requests.

5.8.2 Sequence Diagrams

5.8.2.1 LoginReqHdlr:processLogin (Sequence Diagram)

This shows the processing performed when a user logs in.  After checking the protocol and making sure the user is not already logged in, the login credential parameters are retrieved from the request in addition to the operations center and home monitor IDs and the portalName (if any).  The operations center is found, taking into account whether the user has only view only rights (in which case the View Only op center is used).  A UserLoginSessionImpl object is created and activated in the POA, and the OperationsCenter is called to log in the user.  If successful, the login session is set into the HttpSession as an attribute.  The cookies for local monitor group ID and home monitor group ID are retrieved from the request (if the cookies exist) and these values are set into the login session.  The operations center from the request and the portalName are used to set cookies in the response.  The home monitor ID, if specified in the request and if it is different than the monitor ID specified in the cookie, is set into the login session and a cookie is added for the new monitor ID.  This allows the login page to pre-select the same home monitor the next time the user logs in with that workstation.  A PortalType the corresponds to the portal name specified in the request parameter is obtained and stored in the login session.  This will be used to allow alternative views of the system to be provided based on the portal the user logs into.  

Finally the user is redirected to appropriate start page for their portal, which is the AppLauncher.vm page for the standard GUI (and is set in the PortalType enum for other portals).  The app launcher page used for the standard GUI (full view portal) will automatically launch the Home Page via javascript and then attempt to close itself.  If the user has selected a home monitor, it will appear on the user's Home Page as an easy to access link to that monitor's details page.
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Figure 5‑81 LoginReqHdlr:processLogin (Sequence Diagram)

5.8.2.2 LogoutReqHdlr:processMaintLogout (Sequence Diagram)

This diagram shows the processing that is performed when the user chooses to log out of the maintenance GUI.  The system first checks to see if the user is logged in, based on the presence of a login session (it could have timed out earlier).  If the user is not logged in, most of the processing is skipped, except for the final step where the user's browser is redirected to the login page.  If the user is logged in, a parameter is read to determine if the system should check for maintenance mode devices controlled by the user's center.  If the parameter indicates the check should be done, the maintenance mode devices controlled by the user's operations center are retrieved from the WebOpCenter object, and if any exist, a warning page is returned to the user listing the maintenance mode devices.  If there are no maintenance mode devices controlled by the user's center or the parameter existed to cause the maint mode device check to be skipped, the user login session is called to log out the user.  Special processing in the processLogout() method in the user login session will cause a logout performed from the maintenance GUI to use the "force" option in the existing code, which causes cleanup to be done even if the user logging out would leave uncontrolled resources for the center.  The HttpSession is called to release the user login session object, and finally the user is redirected to the login page.
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Figure 5‑82 LogoutReqHdlr:processMaintLogout (Sequence Diagram)

5.8.2.3 SystemProfileReqHdlr:getStreamingFlashServerConfigurationsForm (Sequence Diagram)

This diagram shows the processing that occurs when viewing the streaming flash server configurations page or choosing to remove a flash configuration.  Flash configurations are stored  using the system profile in JSON formatted strings.  A UserFormData object is used to keep state while making changes to configurations or removal before saving to the system profile. 
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Figure 5‑83 SystemProfileReqHdlr:getStreamingFlashServerConfigurationsForm (Sequence Diagram)

5.8.2.4 SystemProfileReqHdlr:setStreamingFlashServerConfigurationsForm (Sequence Diagram)

This diagram shows the processing that occurs when the form to set flash streaming server configurations is submitted.  Each field is read from the request and placed in a JSON object.  A JSON string is stored in the system profile for each configuration.  If the number of configurations on the form doesn't add up to the number of configurations before the submission, the configurations are removed from the system profile. 
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Figure 5‑84 SystemProfileReqHdlr:setStreamingFlashServerConfigurationsForm (Sequence Diagram)

5.9 GUI – servlet – DMS (chartlite/servlet/dms)

5.9.1 Class Diagrams

5.9.1.1 GUIDMSServletClasses (Class Diagram)

This diagram shows CHART GUI servlet classes related to dynamic message signs.
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5.9.1.1.1 AddDMSFormData (Class)

This class represents the data in the Add DMS and Copy DMS forms.

5.9.1.1.2 DMSEditorData (Class)

This class represents an instance of a DMS message being edited in an editor.  It provides storage so that the message and editor state can be preserved during interim requests before the form is submitted.  It also has logic for manipulating the editor session.  This is a base class and will be extended for specific editor types.

5.9.1.1.3 DMSReqHdlr (Class)

This class is a request handler used to process requests related to dynamic message signs (DMS).

5.9.1.1.4 EditDMSLocationSupporter (Class)

This class is used to support editing the location of an existing or new DMS.

5.9.1.1.5 EditObjectLocationSupporter (Class)

This interface provides functionality allowing the location data to be edited.  (For example, the target of the edited location may be an existing object, or it may be a form data object for creating a new object).

5.9.1.1.6 RequestHandler (Class)

This interface specifies methods that are to be implemented by classes that are used to process requests.

5.9.2 Sequence Diagrams

5.9.2.1 chartlite.servlet.dms:displayDMSTestMessage (Sequence Diagram)

This diagram shows the processing that takes place when a user chooses to display a test message on a DMS in maintenance mode.  The ID of the DMS is retrieved from the request and the id is used to find the DMS in the data model.  Once found, a check is made to see if the DMS is in maintenance mode, and if the user has rights to maintain the DMS.  Any errors found are reported back to the user.  Next, the settings that specify the canned text and beacon state for the test message are retrieved from the system profile.  Various settings are retrieved from the DMS configuration and are used to construct a MultiDefaults object and an SHAMultiFormatter.  The multi formatter is called to convert the plain text message into MULTI specific to the sign size being used.  If the test message text cannot fit on the sign, an exception is thrown and an error will be returned to the user.  A DMSMessageImpl is created with the MULTI, and a command status impl is obtained from the command status manager.  The reference to the server side DMS CORBA object is then used to set the message on the DMS.  This is an asynchronous command and if it throws an exception then we must complete the command status object ourselves (as the server didn't successfully process our request).  Otherwise, the server will update the command status object as it performs the steps to display the test message.  This method therfore redirects to the user to the command status page so they can see the updates being made by the server.    
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Figure 5‑86 chartlite.servlet.dms:displayDMSTestMessage (Sequence Diagram)

5.10 GUI – Servlet – HAR (chartlite/servlet/har)

5.10.1 Class Diagrams

5.10.1.1 GUIHARServletClasses (Class Diagram)

This diagram shows classes used by the servlet to process requests related to HAR devices.
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5.10.1.1.1 AddAP55HARFormData (Class)

This class holds data specific to the AP55 HAR when adding an AP55 HAR to the system.

5.10.1.1.2 AddDR1500HARFormData (Class)

This class holds data specific to a DR1500 HAR when adding a DR1500 HAR to the system.

5.10.1.1.3 AddHARFormData (Class)

This class is used to store configuration data for a HAR during an Add operation, as the operation can require several web pages to complete and the data from each form must be stored between requests.

5.10.1.1.4 AddSyncHARFormData (Class)

This class holds data specific to a Sync HAR when adding a Sync HAR to the system.

5.10.1.1.5 AP55HARReqHdlr (Class)

This class handles requests that are specific to the AP55 HAR model.

5.10.1.1.6 DR1500HARReqHdlr (Class)

This class handles requests that are specific to the DR1500 HAR model.

5.10.1.1.7 DynListDelegateSupporter (Class)

This interface contains functionality to support the DynListReqHdlrDelegate

5.10.1.1.8 DynListReqHdlrDelegate (Class)

This class helps request handlers support dynamic lists.  Requests to view, sort, or filter dynamic lists can be passed from a request handler to this class, provided the URL used for the requests contain parameters required by this class, such as the id of the list, the property name, and/or the filter value.

5.10.1.1.9 DynListSubject (Class)

This interface is implemented by classes that wish to be capable of being displayed in a dynamic list.

5.10.1.1.10 EditHARLocationSupporter (Class)

This class implements the EditObjectLocationSupporter interface for HARs.  It can be constructed with an AddHARFormData object so it can be used during the Add HAR operation, in which case all location changes are stored in the AddHARFormData object.  It can also be constructed using a WebHAR, for use when editing the location of an existing HAR.  When this is done, the new location gets set into the actual HAR object (via a CORBA call).

5.10.1.1.11 EditObjectLocationSupporter (Class)

This interface provides functionality allowing the location data to be edited.  (For example, the target of the edited location may be an existing object, or it may be a form data object for creating a new object).

5.10.1.1.12 HARDynListSubject (Class)

This class is a dyn list subject that holds a WebHAR.  It also defines the property names for each column that will be shown in the list.  The following columns are added in R3B3: route, direction, port managers, connection site, owning org, and mile post.

5.10.1.1.13 HARListSupporter (Class)

This class is a dyn list delegate supporter for the HAR list.  It provides methods to create a dynamic list, get the subjects included in the list, and to get the value for a filter.

5.10.1.1.14 HARReqHdlr (Class)

This class handles requests that are valid for any HAR model.

5.10.1.1.15 RequestHandler (Class)

This interface specifies methods that are to be implemented by classes that are used to process requests.

5.10.1.1.16 SyncHARReqHdlr (Class)

This class handles requests that are specific to the Sync HAR model.

5.10.1.1.17 WebHAR (Class)

This class is a GUI wrapper for a CORBA HAR object.

5.10.2 Sequence Diagrams

5.10.2.1 HARReqHdlr:broadcastCHARTestMessage (Sequence Diagram)

This diagram shows the processing that occurs when the user chooses to broadcast a test message on a HAR.  The id of the HAR is obtained from the request and the ID is used to find the HAR in the data model.  The HAR must be in maintenance mode and the user must have the maintain HAR right for the HAR's owning organization or an error is displayed.  The test HAR message text is obtained from the system profile and is trimmed and changed to uppercase.  A text message clip is created, using a description based on the text of the message.  A HAR message object is created using the text clip as the body, and setting options to tell the message to use the default header and trailer as stored on the HAR.  A command status object is created and passed with the message to the HAR in a request to set the HAR's message.  If an exception is thrown, the GUI must complete the command status, otherwise the server will provide updates as it processes the request asynchronously.  The request is then redirected to the command status page where the user can monitor the status of the command.
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Figure 5‑88 HARReqHdlr:broadcastCHARTestMessage (Sequence Diagram)

5.11 GUI –Servlet – Map (chartlite/servlet/map)
5.11.1 Class Diagrams

5.11.1.1 MapClasses (Class Diagram)

This diagram shows classes related to handling map-related requests.
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Figure 5‑92 MapClasses (Class Diagram)

5.11.1.1.1 MapFeatureJSONSupporter (Class)

This interface supplies information necessary for MapFeatures to build JSON for the map.

5.11.1.1.2 MapFeatureJSONSupporterImpl (Class)

This class implements the MapFeatureJSONSupporter interface to supply data necessary for map features to build JSON necessary to represent their data.

5.11.1.1.3 MapReqHdlr (Class)

This class handles requests related to map functionality.

5.11.1.1.4 RequestHandler (Class)

This interface specifies methods that are to be implemented by classes that are used to process requests.

5.11.2 Sequence Diagrams

5.11.2.1 MapReqHdlr:getCloseDevicesMapDataJSON (Sequence Diagram)

This diagram shows how the request for the Close Devices Map JSON data is handled.  The traffic event ID is used to retrieve the WebTrafficEvent, and the radius parameter is also parsed.  An Envelope object is created to represent the extent of the traffic event and device locations.  A HashMap is created to map the feature classes to layer names.  Another HashMap is built for looking up the traffic events and response plan items for a given response device (DMS or HAR), which are displayed in the DMS/HAR callout.  A call is made to get all MapFeature objects that are devices and are within the specified radius from the traffic event.  For each device class, the features of that class are retrieved from the HashMap and each feature is called to build a JSONObject, passing a context object that features may use to query necessary information.  The JSONObject is then added to the list for the layer, and the envelope is expanded for the device's location.  The traffic event is added on its own layer in the JSON data.  Finally the layer data and other information are added to the JSON object representing all of the map data, and the JSON object is sent via the response.
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Figure 5‑93 MapReqHdlr:getCloseDevicesMapDataJSON (Sequence Diagram)

5.11.2.2 MapReqHdlr:getHomePageMapDataJSON (Sequence Diagram)

This diagram shows how the request for the Home Page Map JSON data is handled.  A HashMap is created to map the feature classes to layer names.  A call is made to get all MapFeature objects that are devices or traffic events.  For each feature class, the features of that class are retrieved from the HashMap and each feature is called to build a JSONObject, passing a context object that features may use to query necessary information.  The JSONObject is then added to the list for the layer.  Finally the layer data and other information are added to the JSON object representing all of the map data, and the JSON object is sent via the response.
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Figure 5‑94 MapReqHdlr:getHomePageMapDataJSON (Sequence Diagram)

5.12 GUI – Servlet – Alias Management (chartlite/servlet/aliasmgmt)
5.12.1 Class Diagrams

5.12.1.1 GUIAliasServletClasses (Class Diagram)

This diagram shows the classes used by the AliasReqHdlr to manage location aliases.
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5.12.1.1.1 AddAliasFormData (Class)

This class contains data for adding a new Alias to the system, including the alias name information and the location information.

5.12.1.1.2 AliasListSupporter (Class)

This class provides functionality required by the DynListReqHdlrDelegate object for the Alias List page.

5.12.1.1.3 AliasReqHdlr (Class)

This class is the request handler that is responsible for handling location alias requests.

5.12.1.1.4 AliasXMLHelper (Class)

This class is responsible for converting WebObjectLocationAliasInfo objects to XML for posting to the GIS Web Service and for converting XML received from the GIS Web Service back to WebObjectLocationAliasInfo objects.

5.12.1.1.5 DiscoverLocationAliasesCommand (Class)

This class is responsible for the discovery of all Alias related classes.

5.12.1.1.6 DiscoverLocationsCommand (Class)

This class will perform discovery processing related to locations.

5.12.1.1.7 DynListDelegateSupporter (Class)

This interface contains functionality to support the DynListReqHdlrDelegate

5.12.1.1.8 DynListReqHdlrDelegate (Class)

This class helps request handlers support dynamic lists.  Requests to view, sort, or filter dynamic lists can be passed from a request handler to this class, provided the URL used for the requests contain parameters required by this class, such as the id of the list, the property name, and/or the filter value.

5.12.1.1.9 DynListSubject (Class)

This interface is implemented by classes that wish to be capable of being displayed in a dynamic list.

5.12.1.1.10 EditAliasLocationSupporter (Class)

This class allows editing the location information for a location alias.

5.12.1.1.11 EditObjectLocationSupporter (Class)

This interface provides functionality allowing the location data to be edited.  (For example, the target of the edited location may be an existing object, or it may be a form data object for creating a new object).

5.12.1.1.12 ObjectLocationAliasInfo (Class)

This class represents information about an object location alias as defined in the IDL.

5.12.1.1.13 QueueableCommand (Class)

A QueueableCommand is an interface used to represent a command that can be placed on a CommandQueue for asynchronous execution.  Derived classes implement the execute method to specify the actions taken by the command when it is executed.  This interface must be implemented by any device command in order that it may be queued on a CommandQueue. The CommandQueue driver calls the execute method to execute a command in the queue and a call to the interrupted method is made when a CommandQueue is shut down. 

5.12.1.1.14 RequestHandler (Class)

This interface specifies methods that are to be implemented by classes that are used to process requests.

5.12.1.1.15 WebObjectLocationAliasInfo (Class)

This class represents information about an object location alias.  It wraps an ObjectLocationAliasInfo structure defined in the IDL.

5.12.1.1.16 WebRoadwayLocationLookup (Class)

This class wraps the RoadwayLocationLookup interface and provides default values, data caching, and other auxiliary functionality.

5.12.1.1.17 XMLHTTPService (Class)

This class represents a remote XML/HTTP based web service at a specified URL.  It supports operations to perform HTTP get and post operations on the remote service.
5.12.2 Sequence Diagrams

5.12.2.1 chartlite.servlet.aliasmgmt:AliasReqHdlr.getAddAliasForm (Sequence Diagram)

This diagram shows the processing that is performed when a user chooses to add a location alias to the system.  This processing is also performed if an add is already in progress and the Add form is being redisplayed after navigating away from the add form to set the location data.  If this is an Add Alias operation that was already in progress (i.e. the formDataID is present in the request), a formDataID parameter will be used to retrieve the form data object from the temp object store and the form data will be parsed.  If this is an Add Alias operation that was not already in progress (i.e. the formDataID is not present in the request), a new AddAliasFormData object is created.  The empty form data is then stored in the temp object store.  The Add Alias form is then displayed to the user.
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Figure 5‑96 chartlite.servlet.aliasmgmt:AliasReqHdlr.getAddAliasForm (Sequence Diagram)

5.12.2.2 chartlite.servlet.aliasmgmt:AliasReqHdlr.initialize (Sequence Diagram)

This diagram shows the processing that is performed by the AliasReqHdlr class during initialization.  First, the URL of the CHART GIS Web Service is obtained.  Next, a DiscoverLocationAliasesCommand object is created and added to the list of commands that should execute with each discovery cycle via the DiscoveryManager.  Next, an AliasListSupporter object is created that will provide functionality for the View Alias List page.  Then a DynListReqHdlrDelegate object is created which will allow the AliasReqHdlr to provide functionality to view, sort, or filter the alias dynamic list.
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Figure 5‑97 chartlite.servlet.aliasmgmt:AliasReqHdlr.initialize (Sequence Diagram)

5.12.2.3 chartlite.servlet.aliasmgmt:AliasReqHdlr.processAddAlias (Sequence Diagram)

This diagram shows the processing performed when the AliasReqHdlr class receives a request to add a new location alias.  First, the AliasReqHdlr class invokes the processAddAlias method on itself.  The name of the framing template is obtained from the ServletProperties class and the formDataID value is obtained from the request.  The AliasReqHdlr class then uses the formDataID to obtain the form data from the TempObjectStore class.  The AliasReqHdlr class then invokes the parseFormData method on the AddAliasFormData class to parse the form data and check for invalid data.  If the form data is valid, the AliasReqHdlr class then invokes the checkAccess method of the TokenManipulator to see if the user has the rights to add a new location alias.  If the user has the required rights, the AliasReqHdlr class then invokes the isAliasNameUnique method on itself to determine if an alias with the same internal and public names already exists in the object cache.  If the alias name information is unique, the AliasReqHdlr class then passes the WebObjectLocationAliasInfo object to the AliasHelper class through the getAlias method which returns an XMLDocument representing the alias information.  The XML is then posted to the CHART GIS Web Service to create the new alias.  If the XML returned by the CHART GIS Web Service contains a status of success, the AliasHelper class is used to convert the XML back to a WebObjectLocationAliasInfo object which is then added to the DataModel by invoking the objectAdded method.  The request is then redirected to the view alias list page to display all existing aliases including the one just added.  If the XML returned by the CHART GIS Web Service contains a status of failure or an Exception is thrown, the Error template will be returned in the response.
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Figure 5‑98 chartlite.servlet.aliasmgmt:AliasReqHdlr.processAddAlias (Sequence Diagram)

5.12.2.4 chartlite.servlet.aliasmgmt:AliasReqHdlr.processViewAliasList (Sequence Diagram)

This diagram shows the processing performed when the AliasReqHdlr class receives a request to view the list of location aliases.  First, the AliasReqHdlr class invokes the processViewAliasList method on itself.  The name of the framing template is obtained from the ServletProperties class.  The AliasReqHdlr class then invokes the  viewDynList method on the DynListReqHdlrDelegate class which in turn invokes the getDynList method on itself.  If the returned DynList is null, the DynListReqHdlrDelegate class invokes the createDynList method on itself to create a new DynList object.  The DynListReqHdlrDelegate class then invokes the getDynListSubjects method on the AliasListSupporter class.  The AliasListSupporter class obtains the data used to populate the DynList from the WebRoadwayLocationLookup class.  If no errors have occurred, the DynList, page content, and refresh interval are added to the Context and returned in the response.  If an error has occurred, the error message and Error template are added to the Context and returned in the response.
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Figure 5‑99 chartlite.servlet.aliasmgmt:AliasReqHdlr.processViewAliasList (Sequence Diagram)

5.12.2.5 chartlite.servlet.aliasmgmt:DiscoverLocationAliasesCommand.execute (Sequence Diagram)

This diagram shows the processing that is performed by the DiscoverLocationAliasesCommand class when the execute method is called.  First, the DiscoverLocationAliasesCommand class invokes the discoverAliasEventChannels method on itself.  The DiscoverLocationAliasesCommand class then invokes the discoverEventChannelsOfName method on the TraderGroup class to query the trading service and find event channels with a given name and add them to the EventConsumerGroup.  The DiscoverLocationAliasesCommand class then invokes the discoverAliasClasses method on itself.  Next, the DiscoverLocationAliasesCommand class invokes the post method of the XMLHTTPService to request an XML document from the CHART GIS Web Service containing a list of all existing location aliases.  The resulting XML is passed to the AliasXMLHelper class which returns a list of WebObjectLocationAliasInfo objects.  The updateCache method of the WebRoadwayLocationLookup class is invoked to update the cache with the new list of WebObjectLocationAliasInfo objects.
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Figure 5‑100 chartlite.servlet.aliasmgmt:DiscoverLocationAliasesCommand.execute (Sequence Diagram)

5.13 GUI – Servlet – Alerts (chartlite/servlet/alerts)
5.13.1 Class Diagrams

5.13.1.1 AlertsClasses (Class Diagram)

This diagram shows CHART GUI servlet classes related to alerts.

[image: image130.emf]1 FirstAvailableOfferWrapper

Used to locate AlertFactory where

a manual alert will be added.

RequestHandlerSupporter «interface» RequestHandler«interface»1 1

1

AlertReqHdlr createGenericAlert(req:HttpServletRequest, resp:HttpServletResponse, ctx:Context, supporter:RequestHandlerSupporter):StringgetAlertOpCenters(req:HttpServletRequest, resp:HttpServletResponse, ctx:Context, supporter:RequestHandlerSupporter):StringgetAlerts(req:HttpServletRequest, resp:HttpServletResponse, ctx:Context, supporter:RequestHandlerSupporter):StringgetAudioCue(req:HttpServletRequest, resp:HttpServletResponse, ctx:Context, supporter:RequestHandlerSupporter):StringperformAlertAction(req:HttpServletRequest, resp:HttpServletResponse, ctx:Context, supporter:RequestHandlerSupporter):StringresolveAlert(req:HttpServletRequest, resp:HttpServletResponse, ctx:Context, supporter:RequestHandlerSupporter):StringviewAlertDetails(req:HttpServletRequest, resp:HttpServletResponse, ctx:Context, supporter:RequestHandlerSupporter):String

+FirstAvailableOfferWrapper(ORB, TraderGroup, className : string, 

   serviceType : string, constraint : string, 

   minDiscoveryIntervalSeconds : int,

   maxRemoteServiceUseMins : int) : ctor

+createIterator() : Iterator


Figure 5‑101 AlertsClasses (Class Diagram)

5.13.1.1.1 AlertReqHdlr (Class)

This class is a request handler used to process requests related to alerts.

5.13.1.1.2 FirstAvailableOfferWrapper (Class)

This class is a generic wrapper that provides the ability to find the first available reference to a service that may have multiple instances within the system.

5.13.1.1.3 RequestHandler (Class)

This interface specifies methods that are to be implemented by classes that are used to process requests.

5.13.1.1.4 RequestHandlerSupporter (Class)

This interface is implemented by any class that can provide access to objects or methods that are helpful to request handlers.

5.13.2 Sequence Diagrams

5.13.2.1 chartlite.serlet.alerts:AlertReqHdlr.getAlerts (Sequence Diagram)

This diagram shows how the getAlerts request is handled.  The "filter" parameter is used to construct an AlertFilter object to perform the filtering.  (This AlertFilter stored in the UserLoginSessionImpl for later use.)  All WebAlert objects are retrieved from the cache, and for those types of alerts that the user has rights to view, the alerts that pass the username / op center filter are added to one of the lists depending on the alert state (new, accepted, delayed, or closed).  The lists are sorted and added to the Velocity context, and the name of the AlertsListXML template is returned.  This template will be used to dynamically generate the XML to return in the response.
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Figure 5‑102 chartlite.serlet.alerts:AlertReqHdlr.getAlerts (Sequence Diagram)

5.14 GUI – Servlet – Location (chartlite/servlet/location)
5.14.1 Class Diagrams

5.14.1.1 chartlite.servlet.location_classes (Class Diagram)

This diagram shows CHART GUI servlet classes related to locations.
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Figure 5‑103 chartlite.servlet.location_classes (Class Diagram)

5.14.1.1.1 EditObjectLocationSupporter (Class)

This interface provides functionality allowing the location data to be edited.  (For example, the target of the edited location may be an existing object, or it may be a form data object for creating a new object).

5.14.1.1.2 EditTrafficEventLocationSupporter (Class)

This class provides functionality for editing the location of an existing traffic event, or one that is being copied.

5.14.1.1.3 LocationReqUtil (Class)

This class provides functionality for location-related requests.

5.14.1.1.4 RequestHandler (Class)

This interface specifies methods that are to be implemented by classes that are used to process requests.

5.14.1.1.5 SpecifyLocationReqHdlr (Class)

This handles requests related to specifying the location of CHART objects (such as traffic events and devices).

5.14.1.1.6 WebRoadwayLocationLookup (Class)

This class wraps the RoadwayLocationLookup interface and provides default values, data caching, and other auxiliary functionality.

5.14.2 Sequence Diagrams

5.14.2.1 SpecifyLocationReqHdlr:getIntersectingFeaturesOfTypeXML (Sequence Diagram)

This diagram shows the processing performed when a user requests the XML that describes features that intersect a particular route in a specified state and county.  The system gets the incoming parameters from the HttpServletRequest, then calls the WebRoadwayLocationLookup to get the set of intersecting features of the specified types.  The call to the WebRoadwayLocationLookup will not return until it has retrieved intersecting features for all specified types.  The intersecting features that were requested are then placed in the context and the IntersectingFeaturesXML.vm is returned.
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Figure 5‑104 SpecifyLocationReqHdlr:getIntersectingFeaturesOfTypeXML (Sequence Diagram)

5.14.2.2 SpecifyLocationReqHdlr:getLocationInfoXML (Sequence Diagram)

This diagram shows the processing performed when a client requests information about a particular location specified by a latitude and longitude.  The request handler reads the incoming latitude and longitude then does a local check against each WebStateInfo cached in the WebRoadwayLocationLookup.  If any known state contains the specified point, the known counties for that state are checked to see if any of them contain the point location.  If no cached state contained the point location, a call to the GIS web service is needed.  This is done by calling the WebRoadwayLocationLookup lookupLocationInfo() method.  The results of the lookup are checked to see if a state and county were found.  If a state was found (either locally or via a GIS service lookup), it is placed in the context.  If a county was found (either locally or via a GIS service lookup), it is also placed in the context.  If an error occurred, the error information is placed in the context.  Finally the LocationInfo.vm velocity template is returned to format the results into XML for the client.
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Figure 5‑105 SpecifyLocationReqHdlr:getLocationInfoXML (Sequence Diagram)

5.15 GUI – Servlet – Video (chartlite/servlet/video)
5.15.1 Class Diagrams

5.15.1.1 GUIVideoServletClasses (Class Diagram)

This diagram shows GUI classes involved in processing video-related requests.
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Figure 5‑106 GUIVideoServletClasses (Class Diagram)

5.15.1.1.1 ControlVideoSourceReqHdlr (Class)

This class handles all requests to control video devices.

5.15.1.1.2 DynListDelegateSupporter (Class)

This interface contains functionality to support the DynListReqHdlrDelegate

5.15.1.1.3 DynListReqHdlrDelegate (Class)

This class helps request handlers support dynamic lists.  Requests to view, sort, or filter dynamic lists can be passed from a request handler to this class, provided the URL used for the requests contain parameters required by this class, such as the id of the list, the property name, and/or the filter value.

5.15.1.1.4 EditObjectLocationSupporter (Class)

This interface provides functionality allowing the location data to be edited.  (For example, the target of the edited location may be an existing object, or it may be a form data object for creating a new object).

5.15.1.1.5 EditVideoCameraLocationSupporter (Class)

This class is used to support editing the location of an existing or new VideoCamera.

5.15.1.1.6 FormUtil (Class)

This class contains methods for handling form processing.

5.15.1.1.7 MonitorListSupporter (Class)

This class is a DynListDelegateSupporter that provides Monitor specific functionality to the generic DynListReqHdlrDelegate.

5.15.1.1.8 SelectMonitorsList (Class)

This class represents the select monitors dynamic list

5.15.1.1.9 SelectMonitorsListSupporter (Class)

This class provides functionality required by the DynListReqHdlrDelegate object for the Select Monitors page.

5.15.1.1.10 SelectVideoSourcesList (Class)

This class is a DynList used to select video sources.  It supports single or multiple select models.  The caller specifies a target action that should be invoked when the selection is complete and a caller ID that should be passed back to the caller.  After selection is complete, a request url of the following format will be created.

5.15.1.1.11 VideoSinkReqHdlr (Class)

This class is a request handler that processes requests related to video sinks such as Monitors.

5.15.1.1.12 VideoSourceConfigReqHdlr (Class)

This class handles requests related to video source configuration.

5.15.1.1.13 VideoSourceListSupporter (Class)

This class is a DynListDelegateSupporter that provides Video Source specific functionality to the generic DynListReqHdlrDelegate.

5.15.1.1.14 VideoSourceSelectListSupporter (Class)

This class provides functionality required by the DynListReqHdlrDelegate object for the Video Source Selection List page.

5.15.2 Sequence Diagrams

5.15.2.1 EditVideoCameraLocationSupporter:setObjectLocation (Sequence Diagram)

This diagram shows the processing to save the camera location when the user submits the Edit Location form.  The SpecifyLocationReqHdlr calls the EditVideoCameraLocationSupporter with the location parsed from the request.  If the location is being edited while adding / copying a camera, a utility method is called to store the location in the TempObjectStore using a location ID that has already been stored in the UserFormData which is also in the TempObjectStore.  When the Add/Copy form is redisplayed, the location ID in the UserFormData will be used to get the location object and populate the location hidden form parameters in the Add/Copy form.  If the location is being saved for an existing camera, the WebCamera is called to get the VideoCamera reference, the server is called to set the location (after checking rights), the configuration is queried from the camera, and the cached location is updated. 
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Figure 5‑107 EditVideoCameraLocationSupporter:setObjectLocation (Sequence Diagram)

5.15.2.2 SelectMonitorListSupporter:setRoutingInfo (Sequence Diagram)

This method shows the processing that occurs when determining local/remote routing info for display in a list of monitors when choosing the display for a camera.  This method isupports cameras with multiple sending devices.  When a camera has mutliple sending devices, each one is included in the dynList's routing info.
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Figure 5‑108 SelectMonitorListSupporter:setRoutingInfo (Sequence Diagram)

5.15.2.3 VideoSourceConfigReqHdlr:parseWebVideoSourceConfig (Sequence Diagram)

This diagrams shows the processing that occurs when the sending devices are read from the request.  The process supports multiple video sending devices in a video source configuration.  Configuration parameters for a Streaming Flash Server are also supported.
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Figure 5‑109 VideoSourceConfigReqHdlr:parseWebVideoSourceConfig (Sequence Diagram)

5.15.2.4 VideoSourceConfigReqHdlr:populateFormData (Sequence Diagram)

This method shows the processing that occurs when a VideoSourceConfiguration is used to populate a UserFormData object in preparation for displaying the add or copy video source form. During the process the function sets Streaming Flash Server configuration fields.
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Figure 5‑110 VideoSourceConfigReqHdlr:populateFormData (Sequence Diagram)

5.16 GUI – Javascript – Open Layers (chartlite/javascript/OpenLayers)
5.16.1 Class Diagrams

5.16.1.1 OpenLayersClasses (Class Diagram)

This diagram shows a subset of the OpenLayers functionality.  OpenLayers is an open source class library that is implemented in Javascript that provides interactive map viewer capabilities.
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Figure 5‑111 OpenLayersClasses (Class Diagram)

5.16.1.1.1 OpenLayers. Control (Class)

This class represents a way of controlling the map via user input.  A control may or may not have a visual component that is overlaid on the map.

5.16.1.1.2 OpenLayers.Control. Button (Class)

This class represents a button in a panel (toolbar), which invokes the trigger() method when clicked.   The button does not become active or inactive like toggle controls: it remains inactive.

5.16.1.1.3 OpenLayers.Control. LayerSwitcher (Class)

This class represents an overlay on the map that allows the user to choose which layers are visible.  It does not support groups of layers.

5.16.1.1.4 OpenLayers.Control. Panel (Class)

This class represents a toolbar-style overlay on the map that contains other controls such as buttons and toggle controls.  Only one toggle control can be active on a panel at one time.

5.16.1.1.5 OpenLayers.Feature (Class)

This class combines geometry and attributes for an object in a layer.  It has a marker, a point location, and a popup.

5.16.1.1.6 OpenLayers.Icon (Class)

This class represents an icon image, backed by a transparent HTML DIV element.

5.16.1.1.7 OpenLayers.Layer (Class)

This class represents a collection of map information that has the same visibility.  A layer can be a base layer or an overlay layer.  A base layer serves as a background, while an overlay layer is in the foreground.  Only one background layer is active at a time in the Map.

5.16.1.1.8 OpenLayers.Layer. ArcGIS93Rest (Class)

This class represents a base layer that uses ArcGIS Rest functionality.

5.16.1.1.9 OpenLayers.Layer. Markers (Class)

This class represents an overlay layer which has a collection of marker objects, each of which has a point location and an icon.

5.16.1.1.10 OpenLayers.Layer. XYZ (Class)

This class represents a cached tile background layer where the tile images are cached on the map server and the URL to retrieve them contains the X, Y, and Z (zoom) index values.  This class assumes that tile X=0, Y=0 is within the layer's extents.

5.16.1.1.11 OpenLayers.LonLat (Class)

This class is intended to represent a longitude, latitude coordinate pair.  However in the OpenLayers code, this often represents coordinates in the base layer projection, which is not necessarily longitude/latitude.

5.16.1.1.12 OpenLayers.Map (Class)

This class represents a map displayed on a web page.  It contains layers and may contain controls and popups.

5.16.1.1.13 OpenLayers.Marker (Class)

This class represents a marker object.  It has a location and an icon.

5.16.1.1.14 OpenLayers.Popup (Class)

This class represents a "popup" on the map, otherwise known as an "overlay" or "callout".

5.16.1.1.15 OpenLayers.Projection (Class)

This class is a representation of the mapping of a coordinate space to 2D Cartesian X/Y coordinates.

5.17 GUI – Javascript – CHART Layers (chartlite/javascript/CHARTLayers)

5.17.1 Class Diagrams

5.17.1.1 CHARTLayersClasses (Class Diagram)

This diagram shows map-related Javascript classes, most of which extend classes in the OpenLayers library.
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Figure 5‑112 CHARTLayersClasses (Class Diagram)

5.17.1.1.1 CHARTLayers.CHARTMap (Class)

This provides common functionality for all maps used in the CHART GUI, beyond the map functionality supported by OpenLayers.

5.17.1.1.2 CHARTLayers.Control. GroupSupportingLayerSwitcher (Class)

This class extends the OpenLayers LayerSwitcher control to support groups of layers.

5.17.1.1.3 CHARTLayers.Control. Panel (Class)

This class extends the OpenLayers Panel control class to add support for CHARTLayers.Control.PushButton objects to support pushbutton styles.

5.17.1.1.4 CHARTLayers.Control. PushButton (Class)

This class extends the OpenLayers Button class to add support for button up / down styles for visual feedback to the user when the button is clicked.

5.17.1.1.5 CHARTLayers.Control. Tooltips (Class)

This class adds tooltip functionality to the map.

5.17.1.1.6 CHARTLayers.Layer. ArcGIS93Rest (Class)

This class extends the OpenLayers ArcGIS93Rest class to support projection changes.  It is used for the CHART mileposts layer, as this mostly transparent layer is overlaid on base layers with different projections.

5.17.1.1.7 CHARTLayers.Layer. Markers (Class)

This class adds CHART-specific functionality to the OpenLayers Markers layer class.

5.17.1.1.8 CHARTLayers.Layer. XYZWithOffset (Class)

This layer extends the OpenLayers XYZ layer to add support for tile systems where the tile origin is outside tile extents (i.e., where the bottom left tile is tile M,N instead of 0,0).

5.17.1.1.9 OpenLayers.Control (Class)

This class represents a way of controlling the map via user input.  A control may or may not have a visual component that is overlaid on the map.

5.17.1.1.10 OpenLayers.Control. Button (Class)

This class represents a button in a panel (toolbar), which invokes the trigger() method when clicked.   The button does not become active or inactive like toggle controls: it remains inactive.

5.17.1.1.11 OpenLayers.Control. LayerSwitcher (Class)

This class represents an overlay on the map that allows the user to choose which layers are visible.  It does not support groups of layers.

5.17.1.1.12 OpenLayers.Control. Panel (Class)

This class represents a toolbar-style overlay on the map that contains other controls such as buttons and toggle controls.  Only one toggle control can be active on a panel at one time.

5.17.1.1.13 OpenLayers.Feature (Class)

This class combines geometry and attributes for an object in a layer.  It has a marker, a point location, and a popup.

5.17.1.1.14 OpenLayers.Layer (Class)

This class represents a collection of map information that has the same visibility.  A layer can be a base layer or an overlay layer.  A base layer serves as a background, while an overlay layer is in the foreground.  Only one background layer is active at a time in the Map.

5.17.1.1.15 OpenLayers.Layer. ArcGIS93Rest (Class)

This class represents a base layer that uses ArcGIS Rest functionality.

5.17.1.1.16 OpenLayers.Layer. Markers (Class)

This class represents an overlay layer which has a collection of marker objects, each of which has a point location and an icon.

5.17.1.1.17 OpenLayers.Layer. XYZ (Class)

This class represents a cached tile background layer where the tile images are cached on the map server and the URL to retrieve them contains the X, Y, and Z (zoom) index values.  This class assumes that tile X=0, Y=0 is within the layer's extents.

5.17.1.1.18 OpenLayers.Map (Class)

This class represents a map displayed on a web page.  It contains layers and may contain controls and popups.

5.17.1.2 MapViewSpecificClasses (Class Diagram)

This diagram shows classes related to specific views of the map.   This includes extensions of the CHARTLayers.CHARTMap class.
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Figure 5‑113 MapViewSpecificClasses (Class Diagram)

5.17.1.2.1 CHARTLayers. CHARTMap (Class)

This provides common functionality for all maps used in the CHART GUI, beyond the map functionality supported by OpenLayers.

5.17.1.2.2 CHARTLayers. CloseDevicesMap (Class)

This class represents the Close Devices Map that is shown on the Traffic Event Details page.

5.17.1.2.3 CHARTLayers. HomePageMap (Class)

This class represents the map on the Home Page.

5.17.1.2.4 CHARTLayers. SpecifyLocationMap (Class)

This class is used for specifying the location of an object.  It supports a feature (and marker) to represent the location specified by the user.   It interacts with a Flex application containing a Specify Location form in both directions, to allow the map to update the form and vice versa.  This map will support panning and zooming.

5.17.1.2.5 EventLauncherMap (Class)

This map extends the SpecifyLocationMap to add functionality specific to the Event Launcher.

5.17.2 Sequence Diagrams

5.17.2.1 CHARTMap:handleRawJSONResponse (Sequence Diagram)

This diagram shows how the map object update JSON response is handled.  The JSON response object contains all raw ID and status information for the CHART objects to be shown on the map, and the data is contained in an array of logical "layers" that match the layers in the map.  If the JSON object contains a "layers" field, it is map data (as opposed to an error result) so handleMapDataJSON() is called.  For each logical layer, the CHART marker layer is retrieved and updateFeautes() is called, passing in the fresh set of CHART object data for that layer.  A lookup table is built for the new array.  For each existing OpenLayers.Feature object in the layer, if the object is not in the new array, the Feature is removed from the layer.  Then for each new JSON object, if the corresponding feature is not already in the Layer the addFeatureFunc() callback is called to add the feature; otherwise, the updateFeatureFunc() callback is called to update the existing feature.
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Figure 5‑114 CHARTMap:handleRawJSONResponse (Sequence Diagram)

5.17.2.2 CHARTMap:startJSONUpdates (Sequence Diagram)

This diagram shows how JSON updates are started for the map.  (The JSON response object contains all CHART object data to represent in the map.)  The startJSONUpdates() method is called, and the URL and error handler are saved for future use.  The first JSON request is issued immediately via a call to issueJSONUpdateRequest() which calls issueJSONRequest() to send the request.  Then, a new PeriodicalExecuter object is created to begin the periodic updates and its reference is stored in the map for later use.  When the PeriodicalExecuter fires, it calls issueJSONRequestIfUpdatesStarted(), which calls issueJSONRequest() using the URL and error handler that were stored when updates were started.
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Figure 5‑115 CHARTMap:startJSONUpdates (Sequence Diagram)

5.17.2.3 CHARTMap:stopJSONUpdates (Sequence Diagram)

This diagram shows how JSON updates are stopped.  If the jsonUpdateExecuter member variable is null it means no updates have been started, so there is nothing to do but return.  If it is not null the PeriodicalExecuter is called to stop, and the related member variables are set to null.
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Figure 5‑116 CHARTMap:stopJSONUpdates (Sequence Diagram)

5.17.2.4 CloseDevicesMap:handleMapDataJSON (Sequence Diagram)

This diagram shows how a JSON object update is handled by the Close Devices Map.  CHARTMap calls handleMapDataJSON() to process the data, and it provides a default implementation of this method.  CloseDevicesMap, which overrides this, first calls the base class (CHARTMap) to update the object markers, popups, etc.  A Bounds object is then created based on the bounds stored in the JSON object.  The bounds and a minimum radius are passed to showFeatureWithCHARTID() which shows the area around the traffic event and devices.
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Figure 5‑117 CloseDevicesMap:handleMapDataJSON (Sequence Diagram)

5.17.2.5 CloseDevicesMap:initialize (Sequence Diagram)

This shows how the Close Devices Map is initialized.  The base class is called first to initialize the map's basic functionality.   The base layers are added, and the device and traffic event marker layers are also added.  The map is initially zoomed to an extent containing a circle around the traffic event (until the JSON response object comes back, when the extent from the JSON data will be used).  The controls are added, including tooltips but not including the Navigation control.   Event handlers are registered for the mousedown and featureselectionchanged events, to check for clicks on a feature and selection changes.  The push button controls are also added to the map.
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Figure 5‑118 CloseDevicesMap:initialize (Sequence Diagram)

5.17.2.6 HomePageMap:handleMapDataJSON (Sequence Diagram)

This shows the processing when the Home Page Map receives the JSON response.  For each layer name in the JSON object, the map marker layer is retrieved.  If it is a traffic event layer, and if the Center Events button is active, a call is made to filterNonCenterTrafficEvents(), which returns only those traffic events controlled by the user's op center.  If it is not a traffic event layer, or if the Center Events button is not active (i.e., if All Events is active), no filtering is done.  The layer's updateFeatures() is called to update the icons and popups.  If it is a traffic event layer, the layer is queried to find the extents, and the extents of all traffic event layers are used to find the bounds of all traffic events in the map.  After processing the layers in the JSON, it iterates over the map layers and if a layer is in the map but is not represented in the JSON object, all features on that layer are removed.  Finally, if the flag is set for a pending zoom, and the traffic event extents are valid, the map is zoomed to those extents.  The pending zoom flag is set to false so it happens only once per traffic event filter button press.
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Figure 5‑119 HomePageMap:handleMapDataJSON (Sequence Diagram)

5.17.2.7 HomePageMap:showEvents (Sequence Diagram)

This diagram shows the processing when the Center Events or All Events filter button is pressed on the Home Page map.  The appropriate button handler calls showEvents(), passing its own button and the other button (to activate / deactivate).  Each traffic event layer is set to visible, if it was not already visible.  If the button to activate is already active, the map is zoomed to the extent of the data in all traffic event layers. (This allows the user to get back to the initial view by clicking the button again, if they've panned or zoomed since clicking it the first time).  If the button is not active, the old button is deactivated and the new one is activated.  A flag is set for a pending zoom when the response is processed (the extent of the data is not known until then), and a JSON update request is sent to update the feature data.  See the HomePageMap:handleMapDataJSON() diagram for details.
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Figure 5‑120 HomePageMap:showEvents (Sequence Diagram)

5.17.2.8 SpecifyLocation:jsUpdateMapGeoLocInfo (Sequence Diagram)

This diagram shows how a location specified in the EditLocation Flex application is used to update the Specify Location Map or Event Launcher map.  The EditLocation Flex application calls jsUpdateMapGeoLocInfo() via external interface.  (This Javascript method will be defined in the SpecifyLocationComponent and EventLauncherComponent Velocity template files.)  The SpecifyLocationMap object is called to update the location info.  This builds HTML for the Specify Location feature's tooltip and popup, and calls updateSpecifyLocationFeatureLonLatInfo() which creates an object containing the data for the Specify Location feature, and calls the marker layer's updateFeatures() method to create / update the Specify Location feature and marker.  Then, if the location is changed from the previous map click, the map is panned / zoomed (otherwise this is feedback from a map click, so the map is not panned / zoomed).  The feature's popup is hidden or shown depending on whether the popup HTML is empty.
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Figure 5‑121 SpecifyLocation:jsUpdateMapGeoLocInfo (Sequence Diagram)

5.17.2.9 SpecifyLocationMap:specifyLonLatViaMapClick (Sequence Diagram)

This diagram shows what happens when the user specifies coordinates by clicking on the map.  The double click causes an event which is converted to latitude / longitude.  The coordinates are stored to avoid automatically panning / zooming the map when the Specify Location form calls back to update the map.  The Flex application containing the Specify Location form is called to set the user-specified coordinates.  See the SpecifyLocation.setUserSpecifiedLonLatStr sequence diagram for more details.
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Figure 5‑122 SpecifyLocationMap:specifyLonLatViaMapClick (Sequence Diagram)

5.18 GUI – Flex – Edit Location (chartlite/Flex/editlocation)
5.18.1 Class Diagrams

5.18.1.1 GUIFlexEditLocationClasses (Class Diagram)

This diagram shows classes used in the Edit Location Flex application.
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Figure 5‑123 GUIFlexEditLocationClasses (Class Diagram)

5.18.1.1.1 EditLocation (Class)

This class is a Flex application that allows the user to edit the location for a new or existing object that is backed by a EditObjectLocationSupporter object in the servlet (which includes adding new devices,  or editing the location of any object, but does not include creating new traffic events).  It is being enhanced in R5 to also support editing the location of new traffic events, when used in conjunction with the EventLauncher Flex application.

5.18.1.1.2 SpecifyLocation (Class)

This is a Flex control that allows the location fields to be specified.
5.18.2 Sequence Diagrams

5.18.2.1 EditLocation:latitudeChanged (Sequence Diagram)

This diagram shows what happens in the Edit Location form to update the map when the text in the latitude field is changed.  The latitudeChanged() method is registered as an event listener and is called when the user changes text in the latitude field.  It calls updateMapGeoLocInfo(), which gets the current latitude and longitude text from the text fields.  If either latitude or longitude are empty, a call to jsClearMapGeoLocInfo() is made via the ExternalInterface into javascript.  This will clear any location marker that is set in the map.   If the lat/long values are specified, a call to jsUpdateMapGeoLocInfo() is made via the ExternalInterface into javascript.  The current latitude / longitude, metadata describing the source of the lat/long values, and the current location description are passed to javascript.  This information is used to update the specify location marker in the map.
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Figure 5‑124 EditLocation:latitudeChanged (Sequence Diagram)

5.18.2.2 EditLocation:zoomMapOnCountyOrStateSelectionChanged (Sequence Diagram)

This diagram shows what happens in the Edit Location form to initiate zooming of the map when the user selects a State or County.  Flex calls zoomMapOnCountyOrStateSelectionChanged(), which is registered as an event handler for both the State and County lists.  The selected state and county objects are queried from the SpecifyLocation form, although either may be null if no state or county is selected.  If a county is selected, the county's extent (if available) will be used.  If a county is not selected but a state is selected, the state's extent (if available) will be used.  If the extent was obtained from the county or state object, a call is made via ExternalInterface into Javascript to zoom the map to the given extent.
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Figure 5‑125 EditLocation:zoomMapOnCountyOrStateSelectionChanged (Sequence Diagram)

5.19 GUI – Flex – Home Page (chartlite/Flex/homepage)
5.19.1 Class Diagrams
5.19.1.1 HomePageClasses (Class Diagram)

This diagram shows classes that are defined within the Flex2 HomePage application.
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Figure 5‑126 HomePageClasses (Class Diagram)

5.19.1.1.1 AlertsView (Class)

This class is a panel used display alerts and allow them to be managed by the user.  It contains methods to handle interaction with the chart gui servlet.

5.19.1.1.2 HomePage (Class)

This class is a Flex2 application.  It contains panels for managing alerts, viewing traffic events, and creating new traffic events.

5.20 GUI – Flex – Event Launcher (chartlite/Flex/eventlauncherapp)

5.20.1 Class Diagrams

5.20.1.1 EventLauncherApp (Class Diagram)

This diagram shows classes involved in the EventLauncher Flex application, which is used on the Home Page (new for R5) and from the Add Pending Event and Add Event From Comm Log pages.
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Figure 5‑127 EventLauncherApp (Class Diagram)

5.20.1.1.1 EventLauncher (Class)

This class is a panel that allows a user to create a new traffic event.

5.20.1.1.2 EventLauncherApp (Class)

This class represents the Flex application that contains the EventLauncher component.

5.20.2 Sequence Diagrams

5.20.2.1 EventLauncher:addTrafficEvent (Sequence Diagram)

This diagram shows how the Event Launcher requests a new traffic event to be created.  The user triggers addTrafficEvent() with a button click on the selected event type button.  The EventLauncher calls the SpecifyLocation form (in another flex app) by calling a Javascript method via external interface to get a flag indicating whether the traffic event location description is overridden.  If it is, a confirmation dialog is displayed.  Once the user confirms (or if no confirmation is needed) addTrafficEventNow() is called.  This calls the SpecifyLocation form to get the request parameters object for the location parameters, using the external interface. It then populates the other parameters from the EventLauncher form.  If the event type is incident, planned closure, action event, or disabled vehicle, a confirmation dialog is displayed if the longitude and/or latitude were not specified by the user.  Finally if the user confirms this (or no confirmation was necessary) the request is sent.
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Figure 5‑128 EventLauncher:addTrafficEvent (Sequence Diagram)

5.20.2.2 EventLauncher:handleAddTrafficEventResult (Sequence Diagram)

This diagram shows the processing when the response from the Add Traffic Event request is processed.   If no error occurred, the duplicate events panel is called to update its recent open events.  The EventLauncher then updates the default state MRU (most recently used) counties.  It does this by calling the SpecifyLocation form (which is in another Flex application) via the external interface to get the default state, and then parsing the MRU counties from the response for that state.  Then it calls again to the SpecifyLocation form to set the MRU counties.  The EventLauncher then clears its controls (form fields) and part of doing this involves calling the SpecifyLocation form (via the external interface) to also clear its controls.

[image: image158.emf]Clear Other Form Fields

clearControls

updateDefaultStateMRUCounties

Flex

EventLauncher DuplicateEventsPanel ExternalInterface SpecifyLocation handleAddTrafficEventResult(event)

[error]

showErrorMsg(errMsg)

[error]

updateRecentOpenEvents()

updateDefaultStateMRUCounties()

call("jsGetDefaultStateCode")

JavaScript LocationXMLUtil jsGetDefaultStateCode()

specifyLocationForm_

getDefaultStateCode()

String

String

String

parseMRUCountyCodeList(defaultStateCode, addTrafficEventReq.lastResult)

Array

call("jsSetDefaultStateMRUCountyCodes")

jsSetDefaultStateMRUCountyCodes(

countyCodes) specifyLocationForm_

setDefaultStateMRUCountyCodes(countyCodes)

clearControls()

call("jsClearLocationFormControls")

jsClearLocationFormControls()

specifyLocationForm_

clearControls()


Figure 5‑129 EventLauncher:handleAddTrafficEventResult (Sequence Diagram)

5.21 GUI – Flex – Components (chartlite/Flex/shared/components-flex)
5.21.1 Class Diagrams

5.21.1.1 GUIFlexComponentsClasses (Class Diagram)

This diagram shows common Flex components.
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addTrafficEventNow(eventType:String, eventTypeDisplayName:String) : void

clearControls() : void
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handleAddTrafficEventResult(event:ResultEvent) : void

handleGetAddEventNonLocationInfoXMLResult(evt:ResultEvent) : void

handleShow(event:ResultEvent) : void

updateDefaultStateMRUCounties() : void

m_sessionID : String
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m_incidentTypes : ArrayCollection

m_defaultIncidentType : Object

m_commLogEntries : ArrayCollection

m_overrideLocationParams : Object

m_pendingEvent : Boolean

m_requestParamsForCreatingEventWithoutLonLat : Object


Figure 5‑130 GUIFlexComponentsClasses (Class Diagram)

5.21.1.1.1 EventLauncher (Class)

This class is a panel that allows a user to create a new traffic event.

5.21.1.1.2 SpecifyLocation (Class)

This is a Flex control that allows the location fields to be specified.

5.21.2 Sequence Diagrams

5.21.2.1 SpecifyLocation:handleGetIntersectingFeaturesOfTypeXMLResult (Sequence Diagram)

This diagram shows how the response is handled for the request to get the intersecting features of the specified type(s). After checking for errors in the response (and displaying the error if found), calls are made to parse each of the possible feature types from the XML:  intersecting routes, exits, and mileposts.  If the feature type is present in the response, the list will be filled; otherwise, it will be cleared.  NOTE - the longitude / latitude will be parsed as part of this, and stored in memory for later use.
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Figure 5‑131 SpecifyLocation:handleGetIntersectingFeaturesOfTypeXMLResult (Sequence Diagram)

5.21.2.2 SpecifyLocation:handleGetLocationInfoXMLResult (Sequence Diagram)

This diagram shows what happens when the response is received for the Get Location Info request.  The state and county information is parsed from the response XML and it stored in a Location object in the SpecifyLocation class so that the values can be selected later.  Then a request is sent to get the combined list data for the state / county.  The combined list data is an existing request that returns the counties for the given state, and the routes for the given county, etc.  After that response is handled, it will use the stored values to select the state and county from the lists.
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Figure 5‑132 SpecifyLocation:handleGetLocationInfoXMLResult (Sequence Diagram)

5.21.2.3 SpecifyLocation:intersectingFeatureTypeChanged (Sequence Diagram)

This shows what happens when the intersecting feature type is changed.  The proximity field is set to its default value if necessary, and the intersecting feature form fields are hidden or shown as appropriate for the feature type.  A call is then made to update the intersecting features of the appropriate type, which causes a request to be sent to the servlet to get the features of the specified feature type.  The location description, lon/lat fields, intersecting feature fields, and alias fields are cleared or updated as necessary.   
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Figure 5‑133 SpecifyLocation:intersectingFeatureTypeChanged (Sequence Diagram)

5.21.2.4 SpecifyLocation:routeSelectionChanged (Sequence Diagram)

This diagram shows the processing when the route selection is changed.  The currently selected intersecting feature type  (if any) is used to determine whether to update the intersecting routes, exits, or mileposts, and a call is made to initiate the update.  The location description is then updated, and the alias field is cleared unless the route was changed as a result of an alias being set.  Finally a call is made to JavaScript to report the route selection change, to support the Potential Duplicate Events list in the Event Launcher (if applicable).
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Figure 5‑134 SpecifyLocation:routeSelectionChanged (Sequence Diagram)

5.21.2.5 SpecifyLocation:sendGetIntersectingFeaturesOfTypeXMLRequest (Sequence Diagram)

This diagram shows how the request is made to get the intersecting features of the specified type(s).  The parameters are populated and the HTTPService object is called.  See the handleGetIntersectingFeaturesOfTypeXMLResult diagram for details.
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Figure 5‑135 SpecifyLocation:sendGetIntersectingFeaturesOfTypeXMLRequest (Sequence Diagram)

5.21.2.6 SpecifyLocation:setUserSpecifiedLonLatStr (Sequence Diagram)

This diagram shows how the SpecifyLocation Flex form allows the user-specified latitude/longitude to be set.  A call is made from javascript to set the location.  After parsing the coordinates from strings, the previous values are retrieved from the form fields, then the new values are set into the form.  If the previous coordinates existed, and if the new coordinates are within a given radius, no further action is needed.  Otherwise, a dialog is displayed asking the user whether the coordinates are for a new location.  If the user says "Yes" the coordinates are saved (to allow later comparisons to avoid clearing or overwriting them if the form fields are cleared, etc). These user-specified coordinates will remain unchanged in the lon/lat fields and will be saved when the form is submitted. Finally a request is sent to the servlet to query the state / county for the given coordinates.  See the SpecifyLocation.handleGetLocationInfoXMLResult diagram for details for the response handling.
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Figure 5‑136 SpecifyLocation:setUserSpecifiedLonLatStr (Sequence Diagram)

5.21.2.7 SpecifyLocation:updateExits (Sequence Diagram)

This diagram shows how the exits list is refilled.  The exit field is cleared, and the cached list is also cleared.   The currently selected state, county, and route from the form are passed to sendGetIntersectingFeaturesOfTypeXMLRequest().  See that diagram for more details.  If state, county, or route are not specified, no request is sent.
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Figure 5‑137 SpecifyLocation:updateExits (Sequence Diagram)

5.21.2.8 SpecifyLocation:updateIntersectingRouteList (Sequence Diagram)

This diagram shows how the intersecting route list is refilled.  The intersecting route field is cleared, and the cached list is also cleared.   The currently selected state, county, and route from the form are passed to sendGetIntersectingFeaturesOfTypeXMLRequest().  See that diagram for more details.  If state, county, or route are not specified, no request is sent.
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Figure 5‑138 SpecifyLocation:updateIntersectingRouteList (Sequence Diagram)

5.21.2.9 SpecifyLocation:updateMileposts (Sequence Diagram)

This diagram shows how the mileposts list is refilled.  The milepost field is cleared, and the cached list is also cleared.   The currently selected state, county, and route from the form are passed to sendGetIntersectingFeaturesOfTypeXMLRequest().  See that diagram for more details.  If state, county, or route are not specified, no request is sent.
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Figure 5‑139 SpecifyLocation:updateMileposts (Sequence Diagram)

5.22 GUI – Flex – Utility (chartlite/Flex/shared/util-flex)

5.22.1 Class Diagrams

5.22.1.1 util_classes (Class Diagram)

This diagram contains utility classes used within a Flex application.
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Figure 5‑140 util_classes (Class Diagram)

5.22.1.1.1 Flex.util.Extent (Class)

Represents a bounding rectangle for X and Y.

5.22.1.1.2 Flex.util.LonLat (Class)

This class represents a longitude / latitude pair.

5.22.1.1.3 TrafficEventUtil (Class)

This class contains utility methods for traffic events.

5.23 GUI – Flex –Data (chartlite/Flex/shared/data-flex)

5.23.1 Class Diagrams

5.23.1.1 FlexLocationClasses (Class Diagram)

This diagram shows location-related classes.
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Figure 5‑141 FlexLocationClasses (Class Diagram)

5.23.1.1.1 Flex.data. IntersectingFeatureLocationInfo (Class)

This class contains information about a location along a roadway relative to an intersecting feature (or two features, if the location is between two points on the roadway).   Note that in R5, the "between" proximity (and the corresponding extra intersecting feature) are not used.

5.23.1.1.2 Flex.data. IntersectingRoute (Class)

This class represents an intersection of the main route with an intersecting route.  The intersection may or may not be "at grade" - it can be a stop sign, stop light, or overpass.

5.23.1.1.3 Flex.data. Location (Class)

This class contains data describing a single location.  The location may be a wide area (such as an entire state, county, or region) or it may be an entire route or some portion of a route (one or both directions, a single point relative to a feature along the roadway, or in the future, an interval along the roadway).  Most or all fields are optional, and are blank or null if not applicable.

5.23.1.1.4 Flex.data. RoadwayLocation (Class)

This class represents a location along a roadway / route.  It may represent the entire route, one direction of the route, or a specific point (or in the future, interval) along the roadway.

5.23.1.1.5 Flex.data. RouteSpecification (Class)

This class contains information identifying a route.

5.23.1.1.6 Flex.data. StateInfo (Class)

This contains information about a U.S. state.  The extent and isDefaultState may be set to null/false if not known or applicable.

5.23.1.1.7 Flex.data.CountyInfo (Class)

This class contains information about a county.   The extent may be null if not known or applicable.

5.23.1.1.8 Flex.data.Exit (Class)

This class represents an exit along a route.

5.23.1.1.9 Flex.data.IntersectingFeature (Class)

This class represents an intersecting feature along a roadway.  It may contain a longitude / latitude pair queried from the roadway database if the data is available; otherwise the coordinates will be null.

5.23.1.1.10 Flex.data.LonLatInfo (Class)

This class contains information about a longitude / latitude pair and the source of the coordinates.

5.23.1.1.11 Flex.data.Milepost (Class)

This class represents a state or county milepost.

5.23.1.1.12 Flex.util.Extent (Class)

Represents a bounding rectangle for X and Y.

5.23.1.1.13 Flex.util.LonLat (Class)

This class represents a longitude / latitude pair.

5.24 GUI – Data (chartlite/data)
5.24.1 Class Diagrams

5.24.1.1 MapFeatures (Class Diagram)

This diagram shows classes related to map feature data.
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Figure 5‑142 MapFeatures (Class Diagram)

5.24.1.1.1 MapFeature (Class)

This interface provides data necessary for displaying a feature on a map.

5.24.1.1.2 MapFeatureJSONSupporter (Class)

This interface supplies information necessary for MapFeatures to build JSON for the map.

5.24.1.1.3 WebCamera (Class)

This class is a wrapper for a VideoCamera CORBA object, used to cache data in the GUI object cache and provide access to the VideoCamera configuration and status data on web pages.

5.24.1.1.4 WebDMS (Class)

This class represents a dynamic message sign.

5.24.1.1.5 WebHAR (Class)

This class is a GUI wrapper for a CORBA HAR object.

5.24.1.1.6 WebSHAZAM (Class)

This class is a wrapper for a SHAZAM CORBA object, used to cache data in the GUI object cache and provide access to the SHAZAM configuration and status data on web pages.

5.24.1.1.7 WebTrafficEvent (Class)

This class represents a TrafficEvent object in the system and caches its data for fast access.  It provides accessor methods to get the cached data, in addition to auxiliary methods.

5.24.1.1.8 WebTSS (Class)

This class wraps the TransportationSystemSensor CORBA interface, caches data, and provides access to the cached data.

5.24.1.2 chartlite.data_location_classes (Class Diagram)

This diagram shows classes used by the CHART GUI servlet related to location information that is cached in the data model.
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Figure 5‑143 chartlite.data_location_classes (Class Diagram)

5.24.1.2.1 WebCountyInfo (Class)

This class provides access to the CountyInfo struct which contains information about a county. 

5.24.1.2.2 WebExitInfo (Class)

This class represents an exit from a primary route to another route.

5.24.1.2.3 WebFreeformRouteInfo (Class)

This class provides access to the FreeformRouteInfo struct which contains information about a route where only the route description is known (not the formal route number).

5.24.1.2.4 WebIntersectingFeatureLocationInfo (Class)

This class provides access to the IntersectingFeatureLocationInfo struct which contains information about a point along a roadway.

5.24.1.2.5 WebIntersectingFeatureProximity (Class)

This class provides access to the IntersectingFeatureProximity struct which contains information about the proximity (direction and distance) of a point relative to an intersecting feature.

5.24.1.2.6 WebIntersectingFeatureProximityType (Class)

The enumeration contains the supported proximity values to describe a point relative to an intersecting feature.

5.24.1.2.7 WebIntersectingFeatureType (Class)

The enumeration contains the supported types of intersecting features.

5.24.1.2.8 WebMilePostIntersecting FeatureData (Class)

This class contains data describing a mile post intersecting feature, which can be a state or county milepost.

5.24.1.2.9 WebObjectLocation (Class)

This class provides access to the ObjectLocation struct which contains information about the location of an object in the system.

5.24.1.2.10 WebObjectLocationSupporter (Class)

This interface allows common processing for objects supporting an ObjectLocation via the WebObjectLocation wrapper class.

5.24.1.2.11 WebRegionInfo (Class)

This class provides access to the RegionInfo struct which contains information about a region. 

5.24.1.2.12 WebRoadwayLocation (Class)

This class provides access to the RoadwayLocation struct which contains information about a location on a roadway.

5.24.1.2.13 WebRoadwayLocationAliasInfo (Class)

This class provides access to the RoadwayLocationAliasInfo struct which contains information about a location alias.

5.24.1.2.14 WebRouteInfo (Class)

This class provides access to the RouteInfo struct which contains information about a formal route specification (i.e., one where the route prefix, number, and suffix are used).

5.24.1.2.15 WebRouteNumber (Class)

This class provides access to the RouteNumber struct which contains information about a formal route number, where the prefix, number, and suffix are known.

5.24.1.2.16 WebRouteType (Class)

This enumeration contains the allowable route types.

5.24.1.2.17 WebStateInfo (Class)

This class provides access to the StateInfo struct which contains information about a state.

5.25 GUI – Data – Alerts (chartlite/data/alerts-data)

5.25.1 Class Diagrams

5.25.1.1 data.alerts.classes (Class Diagram)

This diagram shows classes related to alerts that are used to store alerts in the data model.  For R3B2, one new alert type is being added, as annotated on the diagram.  The remainder of the classes shown on this diagram existed prior to R3B2.
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Figure 5‑144 data.alerts.classes (Class Diagram)

5.25.1.1.1 Alert (Class)

This is a CORBA interface that provides access to information pertaining to an Alert and provides operations used to manage an alert.

5.25.1.1.2 AlertData (Class)

This is a CORBA struct, defined in IDL, that contains the data that applies to all alert types.

5.25.1.1.3 AlertFilter (Class)

This class is used to filter WebAlert objects.

5.25.1.1.4 DeviceFailureAlertData (Class)

This is a CORBA struct, defined in IDL, that contains base alert data plus data specific to a DeviceFailureAlert.  Specific to this alert is the traffic event id of the failed device event causing the alert.  Also included is information on the device failure type.

5.25.1.1.5 DuplicateEventAlertData (Class)

This is a CORBA struct, defined in IDL, that contains base alert data plus data specific to a DuplicateEventAlert.  Specific to this alert are the event ids of the two probable duplicate traffic events.

5.25.1.1.6 EventStillOpenAlertData (Class)

This is a CORBA struct, defined in IDL, that contain the base alert data plus data specific to an EventStillOpenAlert.  Specific to this alert is the id of the traffic event that is still open.

5.25.1.1.7 ExecuteScheduledActionsAlertData (Class)

This is a CORBA struct, defined in IDL, that contains the base alert data plus data specific to an ExecuteScheduledActionsAlert. 

5.25.1.1.8 ExternalConnectionAlertData (Class)

This IDL structure contains data specific to an External Connection Alert, e.g., the ID of the interface which is having trouble and a flag indicating whether the connection is in failure or warning status, the timestamp it transitioned.  (The GUI displays additional data which is best acquired from the GUI's object cache.)  (Text in the base AlertData structure provides a textual description and alert management data.)

5.25.1.1.9 ExternalEventAlertData (Class)

This IDL structure contains data specific to an External Event Alert, e.g., the ID of the event and the ID of the first rule found that requested an alert be sent.  (Text in the base AlertData structure provides a textual description and alert management data.)

5.25.1.1.10 TollRateAlertData (Class)

This IDL structure contain data specific to a Toll Rate Alert, e.g., the travel route which no longer has data for its toll rate.  (Text in the base AlertData structure provides a textual description and alert management data.)

5.25.1.1.11 TravelTimeAlertData (Class)

This IDL structure contains data specific to a Travel Time Alert, e.g., the travel time limit and the travel time which exceeded the limit.  (Text in the base AlertData structure provides a textual description and alert management data.)

5.25.1.1.12 UnhandledResourcesAlertData (Class)

This is a CORBA struct, defined in IDL, that contains the base alert data plus data specific to an UnhandledResourcesAlert.

5.25.1.1.13 WebAlert (Class)

This class is used to wrap a CORBA Alert object so that its data may be cached in the CHART GUI servlet and to allow its data to be accessed from within a Velocity template.

5.25.1.1.14 WebAlertHistory (Class)

This class is used to wrap AlertHistory data to allow it to be accessed from within a Velocity template.

5.25.1.1.15 WebAlertType (Class)

This enumeration indentifies the alert types supported by the system along with information specific to each alert type that helps in using generic code to process all alert types.  For R3B2 the ExecuteScheduledActions alert type is added.

5.25.1.1.16 WebDeviceFailureAlert (Class)

This class is used to wrap a DeviceFailureAlert CORBA object and provide access to data that is specific to this type of alert.

5.25.1.1.17 WebDuplicateEventAlert (Class)

This class is used to wrap a DuplicatEventAlert and provide access to its type specific data.

5.25.1.1.18 WebEventStillOpenAlert (Class)

This class is used to wrap an EventStillOpenAlert and provide access to its type specific data.

5.25.1.1.19 WebExecuteScheduledActionsAlert (Class)

This class is used to cache data for an ExecuteScheduledActionsAlert in the GUI.  It provides access to the alert data and overrides the abstract methods of WebAlert to provide a details page and resolve action specific to this alert type.

5.25.1.1.20 WebExternalConnectionAlert (Class)

This class is a GUI wrapper for an ExternalConnection alert.  It provides access to data contained in an ExternalConnectionAlertData object.

5.25.1.1.21 WebExternalEventAlert (Class)

This class is a GUI wrapper for an ExternalEventAlert.  It provides access to data contained in an ExternalEventAlertData object.

5.25.1.1.22 WebGenericAlert (Class)

This class is used to wrap a GenericAlert (manual alert).

5.25.1.1.23 WebTollRateAlert (Class)

This class is a GUI wrapper for a TollRateAlert.  It provides access to data contained in a TollRateAlertData object.

5.25.1.1.24 WebTravelTimeAlert (Class)

This class is a GUI wrapper for a TravelTimeAlert.  It provides access to data contained in an TravelTimeAlertData object.

5.25.1.1.25 WebUnhandledResourcesAlert (Class)

This class is used to wrap an UnhandledResourcesAlert and provide access to its type specific data.
5.26 GUI – Data – Location (chartlite/data/location-data)

5.26.1 Class Diagrams

5.26.1.1 GUILocationDataClasses (Class Diagram)

This diagram shows data classes related to location data.   Most location classes can be found in the parent data package.
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Figure 5‑145 GUILocationDataClasses (Class Diagram)

5.26.1.1.1 CommandQueue (Class)

The CommandQueue class provides a queue for QueueableCommand objects.  The CommandQueue has a thread that it uses to process each QueueableCommand in a first in first out order.  As each command object is pulled off the queue by the CommandQueue's thread, the command object's execute method is called, at which time the command performs its intended task.

5.26.1.1.2 GeoLocation (Class)

This class represents a location on the Earth's surface in geographic (latitude, longitude) coordinates.

5.26.1.1.3 GetInitialLocationDataTimerTask (Class)

This class is used to ensure that the Maryland location information is available to the GUI via the WebRoadwayLocationLookup cache.

5.26.1.1.4 GetIntersectingFeaturesCmd (Class)

This class is used to get the Intersecting Exits and Mileposts information from the Mapping web service for the WebRoadwayLocationLookup cache.

5.26.1.1.5 GetIntersectingRoutesCmd (Class)

This class is used to get the Intersecting Routes information from the GIS web service for the WebRoadwayLocationLookup cache.

5.26.1.1.6 IntersectingFeatureLookupResults (Class)

This class is used to store intersecting feature information for a particular route.  Each type of data that can be retrieved is stored and timestamped in order to facilitate caching of the data for subsequent queries.  A route key is created for the primary route by appending the state code, county code, and route id.  This key is used to store the data in a cache.

5.26.1.1.7 java.util.TimerTask (Class)

This class is an abstract base class which can be scheduled with a timer to be executed one or more times.

5.26.1.1.8 LocationLookupResults (Class)

This class is used to store the results of a point location lookup.

5.26.1.1.9 MaintainCacheTimerTask (Class)

This timer task is scheduled to periodically clean cached intersecting feature lookup results that are too old.

5.26.1.1.10 MilepostType (Class)

Enumeration that defines the possible milepost types.

5.26.1.1.11 QueueableCommand (Class)

A QueueableCommand is an interface used to represent a command that can be placed on a CommandQueue for asynchronous execution.  Derived classes implement the execute method to specify the actions taken by the command when it is executed.  This interface must be implemented by any device command in order that it may be queued on a CommandQueue. The CommandQueue driver calls the execute method to execute a command in the queue and a call to the interrupted method is made when a CommandQueue is shut down. 

5.26.1.1.12 Timer (Class)

This class is a timer that calls a callback function on a specified interval.

5.26.1.1.13 WebCountyInfo (Class)

This class provides access to the CountyInfo struct which contains information about a county. 

5.26.1.1.14 WebExitInfo (Class)

This class represents an exit from a primary route to another route.

5.26.1.1.15 WebIntersectingRouteInfo (Class)

This class represents a route that intersects a primary route at a location.

5.26.1.1.16 WebMilepostInfo (Class)

This class represents a milepost along a route.

5.26.1.1.17 WebRegionInfo (Class)

This class provides access to the RegionInfo struct which contains information about a region. 

5.26.1.1.18 WebRoadwayLocationLookup (Class)

This class wraps the RoadwayLocationLookup interface and provides default values, data caching, and other auxiliary functionality.

5.26.1.1.19 WebRouteInfo (Class)

This class provides access to the RouteInfo struct which contains information about a formal route specification (i.e., one where the route prefix, number, and suffix are used).

5.26.1.1.20 WebStateInfo (Class)

This class provides access to the StateInfo struct which contains information about a state.

5.26.1.1.21 XMLHTTPService (Class)

This class represents a remote XML/HTTP based web service at a specified URL.  It supports operations to perform HTTP get and post operations on the remote service.
5.26.2 Sequence Diagrams
5.26.2.1 chartlite.data.location:InitializeRoadwayLocationLookup (Sequence Diagram)

This diagram shows the processing performed in order to initialize the WebRoadwayLocationLookup class.  A Timer is created and a GetInitialLocationDataTimerTask is scheduled to run periodically until cancelled.  Each time the Timer fires it will call the run method of the GetInitialLocationDataTimerTask.  First a check is made to see if the list of states has already been cached.  If not, a call to update the states cache is made.  Once the list of states is cached, a call is made to see if a WebStateInfo object that represents Maryland is available in the cache .  If it is, and if the cached data has no counties a call is made to update the cached county data for the state of Maryland.  Next a check is made to see if regions have already been cached for Maryland.  If they have not, a call is made to update the cached regions for Maryland.  Once it is found that we have cached the list of states and the counties and regions for Maryland, the timer is cancelled so no further initialization occurs.
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Figure 5‑146 chartlite.data.location:InitializeRoadwayLocationLookup (Sequence Diagram)

5.26.2.2 WebRoadwayLocationLookup:lookupIntersectingFeatures (Sequence Diagram)

This diagram shows the processing performed when the lookupIntersectingFeatures() method is called.  First a check is made to determine if IntersectingFeatureLookupResults exist in the cache for the desired primary route.  If they do not a new empty result is used.  Next the IntersectingFeatureLookupResults object is checked to see if it has current intersecting routes.  If they are not found a new GetIntersectingRoutesCmd is created and stored in an ArrayList so it can later be added to a MuxWaitSem.  The GetIntersectingRoutesCmd is then queued for execution.  Next a check is made to see if the cached results have a current list of exits and mileposts.  If either is missing a new GetIntersectingFeaturesCmd is created, stored, and queued for execution.  If either of the data retrieval commands was created it is added to a new MuxWaitSem and a call is made to waitForAll().  That call does not return until all commands have completed.  After all commands have completed the data is obtained in each and is stored in the lookup results object for return.
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Figure 5‑147 WebRoadwayLocationLookup:lookupIntersectingFeatures (Sequence Diagram)

5.27 GUI – Data – Video (chartlite/data/video-data)

5.27.1 Class Diagrams

5.27.1.1 GUIVideoDataClasses (Class Diagram)

This diagram shows GUI data classes related to video management.
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Figure 5‑148 GUIVideoDataClasses (Class Diagram)

5.27.1.1.1 DynListSubject (Class)

This interface is implemented by classes that wish to be capable of being displayed in a dynamic list.

5.27.1.1.2 WebCamera (Class)

This class is a wrapper for a VideoCamera CORBA object, used to cache data in the GUI object cache and provide access to the VideoCamera configuration and status data on web pages.

5.27.1.1.3 WebCameraConfig (Class)

This class wraps the VideoCameraConfig structure defined in the IDL and provides accessor methods.

5.27.1.1.4 WebDevice (Class)

This interface contains common functionality for CHART devices.

5.27.1.1.5 WebObjectLocationSupporter (Class)

This interface allows common processing for objects supporting an ObjectLocation via the WebObjectLocation wrapper class.

5.27.1.1.6 WebUniquelyIdentifiable (Class)

This interface provides functionality for GUI objects that represent UniquelyIdentifiable objects as defined in the IDL.

5.27.1.1.7 WebVideoControlFlashConfig (Class)

This class wraps a VideoControlFlashConfig struct for display on a web page.

5.27.1.1.8 WebVideoProvider (Class)

This class wraps the VideoProvider CORBA reference and stores cached configuration and status for fast local access. 

5.27.1.1.9 WebVideoProviderConfig (Class)

This class wraps the VideoProviderConfig structure defined in the IDL and provides accessor methods. 

5.27.1.1.10 WebVideoSink (Class)

This class wraps the VideoSink CORBA reference and stores cached configuration and status for fast local access. 

5.27.1.1.11 WebVideoSource (Class)

This class wraps the VideoSource CORBA reference and stores cached configuration and status for fast local access. 

5.27.1.1.12 WebVideoSourceConfig (Class)

This class wraps the VideoSourceConfig structure defined in the IDL and provides accessor methods. 
5.28 GUI – Vivid Solutions (chartlite/com.vividsolutions.jts.geom.sys)
5.28.1 Class Diagrams

5.28.1.1 GeometryClasses (Class Diagram)

This diagram shows geometry classes provided by the geometry package of the JTS COTS product.
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Figure 5‑149 GeometryClasses (Class Diagram)

5.28.1.1.1 Coordinate (Class)

A two dimensional point with an additional z-oridnate.  JTS does not support any operations on the z-ordinate except the basic accessor functions.

5.28.1.1.2 Envelope (Class)

Defines a rectangular region of the 2D coordinate plane.  This class is often used to represent the bounding box of a Geometry e.g. the minimum and maximum x and y values of the Coordinates.

5.28.1.1.3 Geometry (Class)

Base class for all geometric objects.

5.28.1.1.4 GeometryFactory (Class)

This class is used to create Geometry objects.

5.28.1.1.5 MultiPoint (Class)

This class models a collection of points.

5.29 Data Export Utility (webservices/dataexportUtility)

5.29.1 Class Diagrams

5.29.1.1 DataExporterUtilityClasses (Class Diagram)

This class diagram shows subscription utility classes that are being used by the data exporter application.
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Figure 5‑150 DataExporterUtilityClasses (Class Diagram)

5.29.1.1.1 DBConnectionManager (Class)

This class implements a database connection manager that manages a pool of database connections. Any CHART II system thread requiring database access gets a database connection from the pool of connections maintained by this manager class. The connections are maintained in two separate lists namely, inUseList and freeList. The inUseList contains connections that have already been assigned to a thread. The freeList contains unassigned connections. This class assumes that an appropriate JDBC driver has been loaded either by using the "jdbc.drivers" system property or by loading it explicitly. The class has a monitor thread that is started by the constructor. This connection monitor thread periodically checks the inuseList to see if there are connections that are owned by dead threads and move such connections to the freeList. The connection monitor thread is started only if a non-zero value is specified for the monitoring time interval in the constructor.

5.29.1.1.2 ExpirationSupporter (Class)

This interface is implemented by objects that support the concept of an expiration date.   

5.29.1.1.3 ExportSubscription (Class)

This abstract class represents an exporter subscription for a specific client ID and data type (DMS, TSS, TrafficEvents, etc......) and provides generic functionality that is used by derived classes.  It extends the QueuePusher class which is part of the chart PushFramework package.  It takes an ExportSubscriptionInfo object at creation and provides mehtods for the subsequent update of the target URL and expiration DateTime.  An XMLHTTPService object is create at construction using the provided URL and maintained thru subsequent updateTargetURL() calls.   The sendDataToSubscriber() method uses this object to post data to the target system.  

5.29.1.1.4 ExportSubscriptionDataType (Class)

This public enumerations represents the types of data the is supported by the Char Data Exporter.  

5.29.1.1.5 ExportSubscriptionDB (Class)

This class provides support for persistence and de-persistence for ExportSubriptions of a specific data type which is defined during constructions.   

5.29.1.1.6 ExportSubscriptionInfo (Class)

This simple class contains public data members.  It is used as a utility class that wraps subscription data in one object.  

5.29.1.1.7 ExportSubscriptionManager (Class)

This abstract class provides functionality used to manage ExportSubsriptions.  Internally this class uses the CHART PushFramework classes to push data to a list of subscribers (I.E. Pushers).   A private Timer/Timer task is used to remove expired subscriptions at configurable intervals.   Expired subscriptions are also removed from the DB at startup.

5.29.1.1.8 java.util.Timer (Class)

This class provides asynchronous execution of tasks that are scheduled for one-time or recurring execution.

5.29.1.1.9 PushEngine (Class)

Engine that manages the pushing of Pushable data to consumers via all registered Pushers. All data pushed into the engine will be pushed to all registered Pushers.

5.29.1.1.10 Pusher (Class)

This interface must be implemented by any class that intends to push data to an end consumer. The PushEngine will call the checkPush() and push() methods at the appropriate times.

5.29.1.1.11 PushSource (Class)

This interface must be implemented by any class that wants to use the PushEngine to push data.

5.29.1.1.12 QueuedPusher (Class)

An abstract base class that provides a thread per client implementation of the Pusher interface. This implementation queues up to a specified number of events max, then refuses to queue additional. Events are pushed FIFO and not retried.

5.29.2 Sequence Diagrams

5.29.2.1 ExportSubscription:sendDataToSubscriber (Sequence Diagram)

This method of the ExportSubscriptionManger abstract class send and xml string to the URL for a specific export data subscriber.
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Figure 5‑151 ExportSubscription:sendDataToSubscriber (Sequence Diagram)

5.29.2.2 ExportSubscriptionManager:creation (Sequence Diagram)

This diagram depicts the class constructor of the ExportSubscriptionManager Abstract class.  The PushFramework is used by the class to provide the mechanism used push data to external clients of the exporter.  An ExportSubscriptionDB class is created to handled export subscription of specific data type (DMS, TSS, TrafficEvents, etc...)  A timer is them created to handle automatic expiration of subscriptions.  
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Figure 5‑152 ExportSubscriptionManager:creation (Sequence Diagram)

5.29.2.3 ExportSubscriptionManager:removeExpiredSubscriptions (Sequence Diagram)

This method is used to remove epired subscriptions from the ExportSubscriptionManager.  ExportSubscriptions are PushFramework Pushers.   Each Pusher returned from the PushEngine is cast to an ExpirationSupporter.   The expiration date is then checked, and the Subscritpion is removed by calling the removeSubscription() method.
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Figure 5‑153 ExportSubscriptionManager:removeExpiredSubscriptions (Sequence Diagram)

5.29.2.4 ExportSubscriptionManager:removeSubscription (Sequence Diagram)

This diagram depicts the removal of subscriptions from the ExportSubscriptionManager.   ExportSubscriptions are removed from the PushEnging which acts as the cache for Subscriptions, which are Pushable objects.  The ExportSubscription is then removed from database persistence.
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Figure 5‑154 ExportSubscriptionManager:removeSubscription (Sequence Diagram)

5.30 Web Services Utility (webservices/wsutil)
5.30.1 Class Diagrams

5.30.1.1 webservices.util-classes (Class Diagram)

This diagram shows utility classes that are used when calling a remote REST based web service (XML over HTTP).
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Figure 5‑155 webservices.util-classes (Class Diagram)

5.30.1.1.1 XMLHTTPRequest (Class)

This class represents an HTTP request that can be sent (get or post) to an XMLHTTPService.  The request has a relative URL that will be combined with the base URL of the service it is sent to and also has a method to set the request body String.

5.30.1.1.2 XMLHTTPResponse (Class)

This class represents a response that is returned from a get or post operation performed on an XMLHTTPService.  It provides accessor methods for checking the response code and getting the returned response data.

5.30.1.1.3 XMLHTTPService (Class)

This class represents a remote XML/HTTP based web service at a specified URL.  It supports operations to perform HTTP get and post operations on the remote service.

5.31 Web Services Client Module (webservices/wsclientmodule)

5.31.1 Class Diagrams

5.31.1.1 wsclientmoduleclasses (Class Diagram)

This diagram shows the classes that compose the webservices.wsclientmodule module.
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Figure 5‑156 wsclientmoduleclasses (Class Diagram)

5.31.1.1.1 BaseHelper (Class)

This class provides a base implementation of the RequestLooperHelper interface.  Derived implementations can override only the methods that they wish to provide an implemnetation for.

5.31.1.1.2 BasicRequestHandler (Class)

This abstract base class provides an implementation of the WSRequestHandler.processRequest() method that provides optional XML validation against specified XSD files and optional digital signature verification as well.  It is intended to be used by request handlers that plan to take XML in and return XML to the calling client.

5.31.1.1.3 ClientRequest (Class)

A ClientRequest represents a single HTTP request that can be posted to a remote web service.  As such it has a URL, body XML, an optional client ID to post as a parameter and an optional private key file that, if present, can be used to digitally sign the request.

5.31.1.1.4 java.lang.Runnable (Class)

This interface allows the run method to be called from another thread using Java's threading mechanism.

5.31.1.1.5 PostedDataRequestHandler (Class)

This request handler can be configured to accept multiple request keys, each of which can be configured to perform optional XSD validation, doptional igital signature checking, and can be configured to return request specific Velocity template files.  All XML posted to this request handler is passed to all XMLHandler instances installed in the module.

5.31.1.1.6 RequestLooper (Class)

A RequestLooper periodically reads ClientRequest (saved request) objects from a directory and posts them to a XMLHTTPService.  The RequestLooper will post all saved requests found in the directory a configurable number of times, delaying a configurable amount of time between each request.  The XML returned from each remote service post is passed to each configured XMLHandler for processing.

5.31.1.1.7 RequestLooperHelper (Class)

Classes that implement the RequestPreprocessor interface are provided an opportunity to pre-process XML elements before they are posted to a remote web service.

5.31.1.1.8 WebService (Class)

This class is the core of each Web Service.  It extends the VelocityServlet base class and implements the Service CORBA interface so that Web Service servlets can be administered in the same manner as other CHART service applications.

5.31.1.1.9 WebServiceModule (Class)

This interface defines the methods that each module must implement in order to run within the web service framework.

5.31.1.1.10 WebServiceModuleProperties (Class)

This abstract base class provides a base for WebServiceModule implementation classes to extend in order to get access to their configuration properties.

5.31.1.1.11 WSClientModule (Class)

A WebServiceModule that can be configured to handle XML data posted to it and post XML/HTTP requests to remote services.

5.31.1.1.12 WSClientModuleProperties (Class)

This class provides accessors for getting WSClientModule specific properties from the web service properties file.

5.31.1.1.13 XMLArchiveHandler (Class)

Implementation of an XMLHandler that archives all XML that is passed to it in a self-cleaning flat file archive.  The archive keeps XML that was pulled from remote services in a separate directory from XML that was posted to this service.  Posted XML is further split by the ID of the client that posted it if a client ID is available.

5.31.1.1.14 XMLHandler (Class)

The XMLHandler interface should be implemented by classes that will handle XML data posted to this service or returned from a remote service in response to a request posted to it from this service.

5.31.1.1.15 XMLHTTPService (Class)

This class represents a remote XML/HTTP based web service at a specified URL.  It supports operations to perform HTTP get and post operations on the remote service.

5.31.2 Sequence Diagrams

5.31.2.1 wsclientmodule:PostedDataRequestHandler.processRequest (Sequence Diagram)

This diagram shows the processing performed when a request is posted to the PostedDataRequesthandler.  Core processing in the BaseRequestHandler base class performs optional authentication and optional XSD validation depending on the configuration of the posted request key.  If either of those checks fail the BasicRequestHandler will return the configured error template for the request.  If all checks pass or are not enabled the BasicRequestHandler calls the PostedDataRequestHandler procesSRequest method.  This method reads the request body from the BasicRequest and attempts to creates XML from it.  If the request body does not contain valid XML the error template is returned.  If the request body contained valid XML the WSClientModule is called in order to obtain all configured XMLHandler instances.  The posted XML is passed to each XMLHandler.  If any errors occur the configured error template is returned.  If there are no errors the configured success template is returned.
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Figure 5‑157 wsclientmodule:PostedDataRequestHandler.processRequest (Sequence Diagram)

5.31.2.2 wsclientmodule:RequestLooper.processRequestFile (Sequence Diagram)

This diagram shows the processing performed when the RequestLooper is ready to post a saved request to a remote service.  The RequestLooper creates a ClientRequest object passing it the XML found in the saved request file.  The ClientRequest configures its member variables by parsing the XML (not shown).  The RequestLooper then queries the information from the ClientRequest by calling accessor methods.  The XML from the saved request is passed to the optional configured RequestPreprocessor to provide it the opportunity to modify the XML prior to it being posted to the remote service.  The RequestLooper then creates and XMLHTTPService for the service found in the saved request and posts the XML data to it.  If the XMLHTTPResponse returned from the post operation has a successful error code  the RequestLooper gets the response XML and passes it to each configured XMLHandler.
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Figure 5‑158 wsclientmodule:RequestLooper.processRequestFile (Sequence Diagram)

5.32 Web Services Base (webservices/base)
5.32.1 Class Diagrams

5.32.1.1 WebServicesBaseClasses (Class Diagram)

This diagram shows the classes and interfaces that comprise the Web Service framework.  Each WebService reads a properties file to determine which implementations of the WebServiceModule interface should be created and initialized at startup.  Each implementation of the WebServiceModule interface can create implementations of the WSRequestHandler interface and install them into the RequestManager.
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Figure 5‑159 WebServicesBaseClasses (Class Diagram)

5.32.1.1.1 AlertFactoryWrapper (Class)

This singleton class provides a wrapper for the Alert Factory that provides automatic location of an Alert Factory and automatic re-discovery should the Alert Factory reference return an error.  This class also allows for built-in fault tolerance by automatically failing over to a "working" Alert Factory without the user of this class being aware that this being done.  In addition, this class defers the discovery of the Alert Factory until its first use, thus eliminating a start-up dependency for modules that use the Alert Factory.

This class delegates all of its method calls to the system AlertFactory using its currently known good reference to an AlertFactory.  If the current reference returns a CORBA failure in the delegated call, this class automatically switches to another reference.  When there are no good references (as is true the first time the object is used), this class issues a trader query to (re)discover the published Alert Factory objects in the system.  During a method call, the trader will be queried at most one time and under normal circumstances, not at all.

5.32.1.1.2 AuthenticationException (Class)

An instance of this class will be provided to a BasicRequestHandler if the handler has requested digital signature verification but an incoming request does not contain a valid signature. 

5.32.1.1.3 BasicRequest (Class)

This class contains data used during requst processing.

5.32.1.1.4 BasicRequestHandler (Class)

This abstract base class provides an implementation of the WSRequestHandler.processRequest() method that provides optional XML validation against specified XSD files and optional digital signature verification as well.  It is intended to be used by request handlers that plan to take XML in and return XML to the calling client.

5.32.1.1.5 BasicRequestInfo (Class)

This class provides the request specific data that is required by the BasicRequestHandler implementation of the WSRequestHandler interface.

5.32.1.1.6 DBConnectionManager (Class)

This class implements a database connection manager that manages a pool of database connections. Any CHART II system thread requiring database access gets a database connection from the pool of connections maintained by this manager class. The connections are maintained in two separate lists namely, inUseList and freeList. The inUseList contains connections that have already been assigned to a thread. The freeList contains unassigned connections. This class assumes that an appropriate JDBC driver has been loaded either by using the "jdbc.drivers" system property or by loading it explicitly. The class has a monitor thread that is started by the constructor. This connection monitor thread periodically checks the inuseList to see if there are connections that are owned by dead threads and move such connections to the freeList. The connection monitor thread is started only if a non-zero value is specified for the monitoring time interval in the constructor.

5.32.1.1.7 DiscoveryHost (Class)

This interface defines the methods that the DiscoveryManager relies on.  It must be implemented by any class that will create a DiscoveryManager.

5.32.1.1.8 DiscoveryManager (Class)

This SystemContextProvider interface defines some of the functionality required by a class which provides discovery services for CHART services.  It is used by both the CHART GUI and the CHART backend services.  A class which implements this interface must provide "get" accessor methods for the system profile properties, the data model, and the main processing queue for a service, for instance.  It also provides access to the root deployment path and dynamic image path, which is used only by the CHART GUI.  For the CHART GUI, this interface is known to be implemented by the MainServlet; for the back end CHART services, this interface is known to be implemented by the Discovery Manager.

5.32.1.1.9 NotificationManagerWrapper (Class)

This singleton class presents the same interface as the NotificationManager, but uses a FirstAvailableOfferWrapper to provide fault tolerant access to the methods.

5.32.1.1.10 org.apache.velocity.VelocityServlet (Class)

The base class for the Velocity template engine.  This template engine is used to provide dynamic content from the CHART GUI Servlet.  The web pages are code in templates using velocity specific macros.  The code in the servlet loads data that will be shown on the page into a velocity Context, and this VelocityServlet class is used to merge the content with the template to create HTML for the browser to display.

5.32.1.1.11 ProcessingException (Class)

An instance of this class will be provided to a BasicRequestHandler if an unexpected exception is encountered during processing.

5.32.1.1.12 RequestInfo (Class)

THis class stores information about a request that the framework will handle.  WSRequestHandler instances will register RequestInfo objects to provide the framework information about each request they handle.  The framework will pass the registered request information back to the registered WSRequestHandler when the request is being processed.

5.32.1.1.13 RequestManager (Class)

This class provides a mapping from a request key to all information that a particular request handler has registered for the request.

5.32.1.1.14 Service (Class)

This interface is implemented by all services in the system that allow themselves to be shutdown externally.  All implementing classes provide a means to be cleanly shutdown and can be pinged to detect if they are alive.

5.32.1.1.15 TraderGroup (Class)

This class provides a facade for trader lookups that allows application level code to be unaware of the number of CORBA trading services that the application is using or the details of the linkage between those services.

5.32.1.1.16 ValidationException (Class)

An instance of this class will be provided to a BasicRequestHandler if the handler has requested XSD validation of their incoming or outgoing XML and the XML is found to be not valid.  It will contain a ValidationErrorType member that will allow the request handler to determine if the invalid XML was inbound or outbound.

5.32.1.1.17 WebService (Class)

This class is the core of each Web Service.  It extends the VelocityServlet base class and implements the Service CORBA interface so that Web Service servlets can be administered in the same manner as other CHART service applications.

5.32.1.1.18 WebServiceDBConnectionProperties (Class)

This class provides methods for accessing configuration file properties specific to each database connection required for the WebService. 

5.32.1.1.19 WebServiceModule (Class)

This interface defines the methods that each module must implement in order to run within the web service framework.

5.32.1.1.20 WebServiceModuleProperties (Class)

This abstract base class provides a base for WebServiceModule implementation classes to extend in order to get access to their configuration properties.

5.32.1.1.21 WebServiceProperties (Class)

This class provides convenient access to the java Properties object that contains configuration data for the web service and its modules.

5.32.1.1.22 WSRequestHandler (Class)

This interface defines the methods that every class that wants to handle web service requests must implement.

5.32.1.1.23 WSRequestHandlerSupporter (Class)

This interface defines the methods that will be available to every WSRequestHandler when it is invoked by the framework.  It defines the services that the framework will make available to the handlers.

5.32.2 Sequence Diagrams
5.32.2.1 CHART2.webservices.base:BasicRequestHandler.processRequest (Sequence Diagram)

This diagram shows the processing that is performed when a BasicRequest is received by the WebService base.  The base calls processRequest on the registered BasicRequestHandler.  The BasicRequestHandler base class then gets the client id parameter name and signature parameter names from the registered BasicRequestInfo.  It then reads the request body from the request input stream and creates the BasicRequest object which will contain all of the request related data.  If the request is registered with a client ID and signature parameter name the base class then calls the WSRequestHandlerSupporter to verify that the digital dignature provided is correct for the data contained in the request body and the calling client ID.  It it is not, the abstract handleAuthorizationException() method is called to allow the derived request handler class to handle the exception. The velocity template returned by the handler is then returned to the web service so that the error may be returned to the calling client.  If no verification was required, or the digital signature was correct, the base class processing then obtains the inbound XSD file from the request info and, performs the optional XML validation.  If the inbounds XML is not valid the abstract handleValidationException method is invoked to allow the derived request handler to format an error response for the caller.  The error response is then returned to the WebService and sent to the calling client.  If the inbound XML is valid, or XSD validation was not required the base processing the calls the processRequest() method of the derived request handler to allow it to perform request specific processing.  If the processRequest() method throws an unexpected exception the base processing will call the abstract handleProcessingException() method to allow the derived handler an opportunity to format the error response and returns it to the WebService base for return to the calling client.  Once the abstract processRequest() method returns, the base processing will check if a response Velocity template has been provided for the creation of the outbound XML.  If no template has been returned the derived handler is indicating that they have already responded to the client appropriately and no further processing is required by the base, so a null template path is returned to the WebService and no response is sent to the calling client.  If a template path has been returned, the base processing will get the template and merge it with the objects in the Velocity context in order to create the outbound response XML.  The registered BasicRequestInfo is then checked to see if outbound XML validation is required.  If it is, the XML created by the merge operation is validated.  If the outbound XML is not valid the abstract handleValidationException() method is invoked to allow the derived handler to create an appropriate response and that response is returned to the WebSevice for return to the calling client.  If the response XML is valid, or if no validation was required, the response XML is then written to the output stream of the HttpServletResponse and null is returned to the WebService to let it know that the response has already been sent to the calling client.
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Figure 5‑160 CHART2.webservices.base:BasicRequestHandler.processRequest (Sequence Diagram)

5.32.2.2 CHART2.webservices.base:WebService.handleRequest (Sequence Diagram)

This diagram shows the processing performed for each request received by a web service.  The request key is determined by parsing the requset URL that was received.  The key is then used to find the registered RequestInfo which includes the specific implementation of the WSRequestHandler interface that will handle the request.  If no RequestInfo can be found about the request key that was received a default XML error response will be returned. If RequestInfo was found, the content type of the response is set to XML and the no-cache header is added to the response.  The WSRequestHandler.processRequest() method is then invoked to allow the request handler to perform request specific processing.  If the request handler thows an exception the default error XML will be returned to the calling client.  Next a check is made to determine if the request handler has already responded to the client.  If so, they return null from the process request invocation and the WebService returns null indicating that no response should be sent to the calling client.  If the request handler returned a path to a Velocity template that template will be loaded and returned to Velocity where it will be merged with any Java objects placed in the context in order to create the XML response that is returned to the calling client.
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Figure 5‑161 CHART2.webservices.base:WebService.handleRequest (Sequence Diagram)

5.32.2.3 CHART2.webservices.base:WebService.init (Sequence Diagram)

This diagram shows the processing performed when the base WebService Servlet is initialized.  The WebService first creates a WebServiceProperties to read configuration values from.  It then creates a DBConnectionManager if one is required.  Next a RequestManager is created and the CORBA ORB is initialized if necessary.  Finally, all configured WebServiceModule instances are constructed and initialized.

[image: image191.emf]The WSRequestHandler instances

that a module installs will be specific

to the types of requests that the

handler needs to handle.  When the

request handler is registered it is registered

for a specific action.  When the servlet

receives a request with the specified action

the registered handler will be invoked.  The

method used to invoke the request handler

depends on the type of handler registered.

[error initializing module]

ServletException

WSRequestHandler

create

registerRequestHandler

RequestManager

create

for each request

a handler handles

QueueableCommand

for each module

initialize

getDiscoveryManager

create

add

getRequestManager

WebServiceModule

getModuleClasses

create

ServletContainer

WebService

WebServiceProperties

DatabaseConnectionManager

TraderGroup

DiscoveryManager

requiresObjectCache

[requires object cache]

create

initCORBA()

create

create

init

isDBRequired()

[requires db]

create

The module constructed will implement the

WebServiceModule interface.  But will add module

specific functionality.  During initialization they will be

provided the opportunity to register their request handlers

and/or add discovery commands to the DiscoveryManager.

for each module

class in properties file

If the module wants to do discovery and

place objects in the ObjectCache it will create

instances of QueueableCommand that do the work and

add them to the DiscoveryManager.

[requires cache &&

error creating

DiscoveryManager]

ServletException

[error construcing module]

ServletException

[requires DB

&& failure creating

connection manager]

ServletException

for each connection

manager in properties file


Figure 5‑162 CHART2.webservices.base:WebService.init (Sequence Diagram)

5.33 GIS Module (webservices/gismodule)
5.33.1 Class Diagrams

5.33.1.1 GISModuleClasses (Class Diagram)

This diagram shows the classes used by the webservices.GISModule.
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Figure 5‑163 GISModuleClasses (Class Diagram)

5.33.1.1.1 BasicRequestHandler (Class)

This abstract base class provides an implementation of the WSRequestHandler.processRequest() method that provides optional XML validation against specified XSD files and optional digital signature verification as well.  It is intended to be used by request handlers that plan to take XML in and return XML to the calling client.

5.33.1.1.2 GISLocationAliasRequestHandler (Class)

This class is the request handler that is responsible for handling GIS location alias management requests and providing XML location alias documents.

5.33.1.1.3 GISLocationRequestHandler (Class)

This class is the request handler that is responsible for handling GIS location lookup requests and providing XML location lookup documents.

5.33.1.1.4 GISModule (Class)

This class is the pluggable web service module that provides GIS location lookup and alias management functionality.

5.33.1.1.5 GISModuleDB (Class)

This class manages the GIS location lookup data for this service.  It provides location information and manages (creates, gets, updates, and deletes) location aliases.

5.33.1.1.6 GISModuleHelper (Class)

This class is responsible for converting posted XML location lookup and location alias documents to JAXB objects used internally by the webservices.GISModuleDB class and converting the objects returned by the webservices.GISModuleDB class back to XML.

5.33.1.1.7 GISModuleProperties (Class)

This class provides convenience methods for accessing configuration file properties specific to the webservices.GISModule.

5.33.1.1.8 PushEventSupplier (Class)

This class provides a utility for application modules that push events on an event channel.  The user of this class can pass a reference to the event channel factory to this object.  The constructor will create a channel in the factory.  The push method is used to push data on the event channel.   The push method is able to detect if the event channel or its associated objects have crashed.  When this occurs, a flag is set, causing the push method to attempt to reconnect the next time push is called.  To avoid a supplier with a heavy supply load from causing reconnect attempts to occur too frequently, a maximum reconnect interval is used.  This interval specifies the quickest reconnect interval that can be used.  The push method uses this interval and the current time to determine if a reconnect should be attempted, thus reconnects can be throttled independently of a supplier's push rate.

5.33.1.1.9 WebServiceModule (Class)

This interface defines the methods that each module must implement in order to run within the web service framework.

5.33.1.1.10 WebServiceModuleProperties (Class)

This abstract base class provides a base for WebServiceModule implementation classes to extend in order to get access to their configuration properties.

5.33.2 Sequence Diagrams 
5.33.2.1 CHART2.webservices.gismodule:GISLocationAliasRequestHandler.processCreateLocationAliasRequest (Sequence Diagram)

This diagram shows the processing performed when the GIS module receives a web service request to create a location alias.  The BasicRequestHandler abstract base class is invoked by the WebService core.  Before calling the GISLocationAliasRequestHandler class, the base class will verify the digital signature used to sign the request and will validate the XML against the XSD.  If the signature and XML are valid, the base class will invoke the processRequest method of the GISLocationAliasRequestHandler class which in turn invokes the processCreateLocationAliasRequest method on itself.  The client token and client ID are used to verify that the caller has the rights to create a new location alias.  The request body XML string is obtained, converted to an XMLDocument containing the alias name information (and optional location information), and passed to the getCreateLocationAliasParams method of the GISModuleHelper class.  The GISModuleHelper class uses the JAXBContext class to convert the XMLDocument to a JAXB CreateLocationAlias object and return it to the GISAliasLocationRequestHandler class.  The alias name information and location information are retrieved from the CreateLocationAlias object and passed to the the createLocationAlias method of the GISModuleDB class (as LocationAliasNameInfo and Location objects respectively). The GISModuleDB class creates the new location alias and returns an AliasInfo object describing the new alias to the GISAliasLocationRequestHandler class.  The AliasInfo object is passed to the getCreateLocationAliasResultXML method of the GISModuleHelper class.  The GISModuleHelper class uses the JAXBContext class to convert the alias information to an XML response string and return it to the GISLocationAliasRequestHandler class.  The XML response string (containing a success/failure element) is placed in the context, and the Preformatted XML Response template is returned.
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Figure 5‑164 CHART2.webservices.gismodule:GISLocationAliasRequestHandler.processCreateLocationAliasRequest (Sequence Diagram)
5.33.2.2 CHART2.webservices.gismodule:GISLocationAliasRequestHandler.processGetAliasesRequest (Sequence Diagram)

This diagram shows the processing performed when the GIS module receives a web service request to obtain a list of the location aliases in the database.  The BasicRequestHandler abstract base class is invoked by the WebService core.  The base class invokes the processRequest method of the GISLocationAliasRequestHandler class which in turn invokes the processGetLocationAliasesRequest method on itself.  The GISLocationAliasRequestHandler class invokes the getLocationAliases method of the GISModuleDB class and obtains a list of aliases from the database.  The list of aliases is passed to the getLocationAliasesResultXML method of the GISModuleHelper class.  The GISModuleHelper class uses the JAXBContext class to convert the list of aliases to an XML response string and return it to the GISLocationAliasRequestHandler class.  The XML response string (containing a success/failure element) is placed in the context, and the Preformatted XML Response template is returned.
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Figure 5‑165 CHART2.webservices.gismodule:GISLocationAliasRequestHandler.processGetAliasesRequest (Sequence Diagram)

5.33.2.3 CHART2.webservices.gismodule:GISLocationRequestHandler.processGetCountiesByStateRequest (Sequence Diagram)

This diagram shows the processing performed when the GIS module receives a web service request to obtain a list of the counties for a specified state.  The BasicRequestHandler abstract base class is invoked by the WebService core.  Before calling the GISLocationRequestHandler class, the base class will validate the XML against the XSD.  If the XML is valid, the base class will invoke the processRequest method of the GISLocationRequestHandler class which in turn invokes the processGetCountiesByStateRequest method on itself.  The request body XML string is obtained, converted to an XMLDocument containing the USPS state code, and passed to the getCountiesByStateParams method of the GISModuleHelper class.  The GISModuleHelper class uses the JAXBContext class to convert the XMLDocument to a JAXB GetCountiesByState object and return it to the GISLocationRequestHandler class.  The USPS state code is retrieved from the GetCountiesByState object and passed to the getCountiesByState method of the GISModuleDB class to obtain a list of counties for the specified state.  The resulting list of counties is passed to the getCountiesByStateResultXML method of the GISModuleHelper class.  The GISModuleHelper class uses the JAXBContext class to convert the list of counties to an XML response string and return it to the GISLocationRequestHandler class.  The XML response string (containing a success/failure element) is placed in the context, and the Preformatted XML Response template is returned.
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Figure 5‑166 CHART2.webservices.gismodule:GISLocationRequestHandler.processGetCountiesByStateRequest (Sequence Diagram)

5.33.2.4 CHART2.webservices.gismodule:GISLocationRequestHandler.processGetIntersectingFeaturesOfType (Sequence Diagram)

This diagram shows the processing performed when the GIS module receives a web service request to obtain a list of the features of a specified type that intersect a specified route.  The BasicRequestHandler abstract base class is invoked by the WebService core.  Before calling the GISLocationRequestHandler class, the base class will validate the XML against the XSD.  If the XML is valid, the base class will invoke the processRequest method of the GISLocationRequestHandler class which in turn invokes the processGetIntersectingFeaturesOfTypeRequest method on itself.  The request body XML string is obtained, converted to an XMLDocument (containing the USPS state code, the county code, the route number information, and the intersecting feature types), and passed to the getIntersectingFeaturesOfTypeParams method of the GISModuleHelper class.  The GISModuleHelper class uses the JAXBContext class to convert the XMLDocument to a JAXB GetIntersectingFeaturesOfType object and return it to the GISLocationRequestHandler class.  The USPS state code, county code, route number information, and intersecting feature types are retrieved from the GetIntersectingFeaturesOfType object and passed to the the getIntersectingFeaturesOfType method of the GISModuleDB class to obtain a list of the intersecting features.  The resulting list of intersecting features is passed to the getIntersectingFeaturesOfTypeResultXML method of the GISModuleHelper class.  The GISModuleHelper class uses the JAXBContext class to convert the list of intersecting features to an XML response string and return it to the GISLocationRequestHandler class.  The XML response string (containing a success/failure element) is placed in the context, and the Preformatted XML Response template is returned.
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Figure 5‑167 CHART2.webservices.gismodule:GISLocationRequestHandler.processGetIntersectingFeaturesOfType (Sequence Diagram)
5.33.2.5 CHART2.webservices.gismodule:GISLocationRequestHandler.processGetStatesRequest (Sequence Diagram)

This diagram shows the processing performed when the GIS module receives a web service request to obtain a list of the states in the database.  The BasicRequestHandler abstract base class is invoked by the WebService core.  The base class invokes the processRequest method of the GISLocationRequestHandler class which in turn invokes the processGetStatesRequest method on itself.  The GISLocationRequestHandler class invokes the getStates method of the GISModuleDB class and obtains a list of states from the database.  The list of states is passed to the getStatesResultXML method of the GISModuleHelper class.  The GISModuleHelper class uses the JAXBContext class to convert the list of states to an XML response string and return it to the GISLocationRequestHandler class.  The XML response string (containing a success/failure element) is placed in the context, and the Preformatted XML Response template is returned.
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Figure 5‑168 CHART2.webservices.gismodule:GISLocationRequestHandler.processGetStatesRequest (Sequence Diagram)

5.33.2.6 CHART2.webservices.gismodule:GISModule.initialize (Sequence Diagram)

This diagram shows the processing that is performed by the webservices.GISModule during initialization.  First a GISModuleProperties object is created.  Next, the required connection manager objects for each database (Chart, Chart BG, and Chart Mapping) are obtained from the base WebService.  Next, the GISModuleDB is created and stores a reference to each database connection manager.  Next, the GISModuleResultHelper is created and instantiates a JAXBContext that will be used for transforming XML to objects for the database and transforming objects from the database to XML.  Then the GISLocationRequestHandler and GISLocationAliasRequestHandler handlers are created and registered with the RequestManager.  Then the GISLocationModule class invokes the createEventChannel method on itself.  Then the CorbaUtilities class is used to create and publish the new event channel.  A new PushEventSupplier is created and used to obtain an EventChannel object.  The GISLocationModule class then invokes the registerEventChannel method and passes the EventChannel object to the method to register the event channel.

[image: image198.emf]CorbaUtilities [isConnected ==  true]

getChannel()

PushEventSupplier

createEventChannel()

create

GISLocationRequestHandler

create

registerRequestHandler()

getRequestManager()

create

WebService GISModuleDB

GISLocationAliasRequestHandler

initialize

getConnectionManager("chart_db")

WebService

GISModule RequestManager GISModuleProperties

create

getConnectionManager("chart_mapping_db")

getConnectionManager("chart_bg_db")

GISModuleResultHelper

getRequestManager()

registerRequestHandler()

create

RequestManager

isConnected()

[isConnected == true]

registerEventChannel()

createAndPublishEventChannel()

The call to register a request handler passes information about the request,

such as the XSD that should be used to validate the incoming XML.


Figure 5‑169 CHART2.webservices.gismodule:GISModule.initialize (Sequence Diagram)

5.34 Export Listener (webservices/exportlistener)
5.34.1 Class Diagrams

5.34.1.1 ExportListenerModuleClasses (Class Diagram)

This class diagram shows the classes that comprise the Data Exporter Client Service.
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Figure 170. ExportListenerModuleClasses (Class Diagram)

5.34.1.1.1 DMSXMLHandler (Class)

This class is responsible for handling DMS  XML data received from the CHART data exporter.

5.34.1.1.2 ExportDMSDB (Class)

This class provides access to DMS related data that is stored in the database.

5.34.1.1.3 ExportHARDB (Class)

This class provides access to HAR related data that is stored in the database.

5.34.1.1.4 ExportListenerDbHelper (Class)

An abstract class that provides updates to the CHARTWeb database.

5.34.1.1.5 ExportListenerModule (Class)

Module that is responsible for setting up the classes that will handle XML pulled from the CHART data exporter and handling XML data updates posted by the exporter.

5.34.1.1.6 ExportListenerModuleProperies (Class)

This Class provides access to properties for the Export Listener web module.

5.34.1.1.7 ExportSHAZAMDB (Class)

This class provides access to SHAZAM related data that is stored in the database.

5.34.1.1.8 ExportTrafficEventDB (Class)

This class provides access to traffic event  related data that is stored in the database.

5.34.1.1.9 ExportTrafficEventUtility (Class)

A utility class used to translate incident types.
5.34.1.1.10 ExportTSSDB (Class)

This class provides access to TSS related data that is stored in the database.

5.34.1.1.11 HARHXMLHandler (Class)

This class is responsible for handling HAR  XML data received from the CHART data exporter.

5.34.1.1.12 SHAZAMNXLHandler (Class)

This class is responsible for handling shazam XML data received from the CHART data exporter.

5.34.1.1.13 TrafficEventXMLHandler (Class)

This class is responsible for handling traffic event XML data received from the CHART data exporter.

5.34.1.1.14 TSSXMLHandler (Class)

This class is responsible for handling TSS XML data received from the CHART data exporter.

5.34.1.1.15 WSClientModule (Class)

A WebServiceModule that can be configured to handle XML data posted to it and post XML/HTTP requests to remote services.

5.34.1.1.16 XMLHandler (Class)

The XMLHandler interface should be implemented by classes that will handle XML data posted to this service or returned from a remote service in response to a request posted to it from this service.

5.35 DMS Export Module (webservices/WSDMSExportModulePkg)
5.35.1 Class Diagrams

5.35.1.1 DMSSubscriptionSupportClasses (Class Diagram)

This diagram shows the classes and interfaces that comprise the DMS Subscription framework. 

[image: image200.emf]DMSSubscriptionMgr ExportSubscriptionManager Pushable «interface» Pusher «interface» ExportSubscription 1 DMSPushable ModelObserver «interface» QueuedPusher ExportSubscriptionInfo 1 DMSSubscription +ctor(ExportSubscriptionDataType, DBConnectionManager,     subscriptionLengthMins : long, expTimerIntervalMins :short )+getSubscriptions() : ExportSubscriptionInfo[]+removeSubscription(clientId : String)-removeExpiredSubscriptions()+cleanup()-m_pushEngine : PushEngine-m_subscriptionDB : ExportSubscriptionDB-m_subscriptionLifetimeMins : long-m_expirationTimer : java.util.Timer+ctor(DBConnectionManager,  subscriptionLengthMins : long,      expTimerIntervalMins :short, module :WSDMSExportModule)+initialize()+updateSubscription(ExportSubscriptionInfo) : DMSSubscription+sendUpdateToSubscribers(updateData :DMSPushable)+getVelocityTemplatePath() : String+getVelocityErrorTemplatePath() : String+cleanup()-m_pushEngine : PushEngine-m_exportHandler : DMSExportHandler-m_module : WSDMSExportModule-m_props : WSDMSExportModulePropertiesupdate(ModelChanges changes) +getID() : String +getName() : String +push(Pushable) +getType() : String +ctor(ExportSubscriptionInfo,      optionalExtSysConn : ExtSystemConn) +getClientID() : String +getId() : String +getname() : String +getType() : ExportSubscriptionDataType +getDataType() : ExportSubscriptionDataType +getURL() : String +getExpDate() : long +sendDataToSubscriber(xml : String) +updateTargetURL(url : String) +updateExpDate(Date) +updateExtSysConn(status : SimpleStatus, statusTxt : String) -m_data : ExportSubscriptionData -m_targetService : XMLHTTPService -m_lastCommFailed : boolean -m_extSysConn : ExternalSystemConn +getDMSs() :      ProxyDMS[] -m_updatedDMSs :      ProxyDMS[] +ctor(ExportSubscriptionInfo, DMSExportHandler,     DMSSubscriptionMgr, optionalExtSysConn : ExtSystemCon) +doPush(DMSPushable) -m_exportHandler : DMSExportHandler -m_subscriptionMgr : DMSSubscriptionMgr +m_clientID : String +m_type : ExportSubscriptionDataType +m_targetURL : String +m_expDate : Date


Figure 5‑171 DMSSubscriptionSupportClasses (Class Diagram)

5.35.1.1.1 DMSPushable (Class)

This class implements the Pushable interface and represents updates for a list of DMSs that will be delivered to all DMS export subscribers.  

5.35.1.1.2 DMSSubscription (Class)

This class derives from the ExportSubscription abstract base class and implements methods used specifically for processing data for DMS subscribers.  The doPush() method implements the QueuedPusher.doPush() abstract method and does the DMS specific processing needed to send realtime DMS inventory or status updates to a subscriber.

5.35.1.1.3 DMSSubscriptionMgr (Class)

This Class derives from the ExportSubscriptionManger abstract base class and is responsible for maintaining subscribers for DMS data and delivering real time DMS inventory and status updates to those subscribers.  Note : this class is a ModelObserver and as such, it will receive updates about DMSs from the DataModel. 

5.35.1.2 WSDMSExportModuleClasses (Class Diagram)

This class diagram defines a WebServiceModule used for providing a web service interface for Exporting DMS data.   It utilized the Chart WebService framework.   The DMSExportHandler is the main class responsible for maintaining a cache of DMS related objects and providing methods to retrieve information in an exportable form.   Note: the DMSExportHandler is not WebService specific and could be used in the context of the Chart ServiceApplication framework if needed. 
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Figure 5‑172 WSDMSExportModuleClasses (Class Diagram)

5.35.1.2.1 BasicRequestHandler (Class)

This abstract base class provides an implementation of the WSRequestHandler.processRequest() method that provides optional XML validation against specified XSD files and optional digital signature verification as well.  It is intended to be used by request handlers that plan to take XML in and return XML to the calling client.

5.35.1.2.2 DataModel (Class)

The data model class serves as a collection of objects.  It provides an efficient lookup mechanism for locating any object, and methods which allow for the retrieval of all objects of a particular type.  Additionally, this class provides the ability to attach observer objects which are notified when objects are added to or removed from the model.  Objects may also notify the DataModel that they have been modified.  The model will periodically notify all attached observers of the changes to objects in the model. 

5.35.1.2.3 DiscoverDMSClassesCmd (Class)

The DiscoverChart2DMSClassesCmd class is responsible for discovering Chart2DMS and Chart2DMSFactory corba objects, wrapping those objects in proxy classes and adding those objects to the DiscoveryManager's Object Cache.  This class also listens to appropriate corba events and updates the Object cache accordingly.

5.35.1.2.4 DiscoveryHost (Class)

This interface defines the methods that the DiscoveryManager relies on.  It must be implemented by any class that will create a DiscoveryManager.

5.35.1.2.5 DiscoveryManager (Class)

This SystemContextProvider interface defines some of the functionality required by a class which provides discovery services for CHART services.  It is used by both the CHART GUI and the CHART backend services.  A class which implements this interface must provide "get" accessor methods for the system profile properties, the data model, and the main processing queue for a service, for instance.  It also provides access to the root deployment path and dynamic image path, which is used only by the CHART GUI.  For the CHART GUI, this interface is known to be implemented by the MainServlet; for the back end CHART services, this interface is known to be implemented by the Discovery Manager.

5.35.1.2.6 DMSExportHandler (Class)

The DMSExportHandler class is responsible for maintaining up to date Chart DMS information in the ObjectCache.   This data is used to support the class methods which provide data in response to web service requests for exporting DMS data. 

5.35.1.2.7 DMSExportModuleProperties (Class)

The DMSExportModuleProperties class provides access methods for properties used by the WSDMSExportModule.  It Extends the WebServiceModuleProperties class which allows access to other properties available from the WebService Framework.

5.35.1.2.8 DMSInventoryExpView (Class)

The DMSInventoryExpView class wraps a ProxyChart2DMS object and provides a view of the proxy object specific to DMS Inventory requests.  These objects are used by the Velocity Engine which is made available by the WebService Framework.  Velocity will apply a defined DMS Inventory velocity template to a collection of these objects to generate the XML response to DMS Inventory export requests.

5.35.1.2.9 DMSRequestHandler (Class)

The DMSRequestHandler extends the BasicRequestHandler abstract class and implements abstract methods used to handle web service requests for exporting DMS information.    

5.35.1.2.10 DMSStatusExpView (Class)

The DMSStatusExpView class wraps a ProxyChart2DMS object and provides a view of the proxy object specific to DMS Status requests.  These objects are used by the Velocity Engine which is made available by the WebService Framework.  Velocity will apply a defined DMS Status velocity template to a collection of these objects to generate the XML response to DMS Status export requests.

5.35.1.2.11 DMSSubscriptionRequestHandler (Class)

The DMSSubscriptionRequestHandler extends the BasicRequestHandler and defines process required to handler DMS export subscription requests made available by the CHART Export Web service. Subscriptions allow clients to receive “real time” updates to DMS as opposed to “on demand” updates which the client has to initiate.
5.35.1.2.12 ExternalSystemConnectionImpl (Class)

This class knows how to maintain the status of external connections and push them up to the GUI.   Also, ExternalSystemConnectionAlerts and Notifications can be sent as configured by the admin.

5.35.1.2.13 java.lang.Runnable (Interface)

This interface allows the run method to be called from another thread using Java's threading mechanism.

5.35.1.2.14 ObjectCache (Class)

The ObjectCache is a wrapper for the DataModel.  It provides access to DataModel methods to find objects in the data model, delegating those methods to the DataModel itself.  It also provides additional methods of finding name filtered objects and discovering "duplicate" objects (as defined by an isDuplicateOf() method of the Duplicatable interface).

5.35.1.2.15 ProxyDMS (Class)

The ProxyChart2DMS object is a proxy for a Chart2DMS corba object which is used to by the DiscoveryManager / ObjectCache.  The objects are used to maintain an up to date cache of Chart2DMS data in the object cache for application use.

5.35.1.2.16 ProxyObject (Class)

This class is a base class for many types of proxy objects store in the CHART object cache (which have been discovered by the DiscoveryDriver tasks), used to provide a standard set of access methods for the proxy objects.

5.35.1.2.17 QueueableCommand (Interface)

A QueueableCommand is an interface used to represent a command that can be placed on a CommandQueue for asynchronous execution.  Derived classes implement the execute method to specify the actions taken by the command when it is executed.  This interface must be implemented by any device command in order that it may be queued on a CommandQueue. The CommandQueue driver calls the execute method to execute a command in the queue and a call to the interrupted method is made when a CommandQueue is shut down. 

5.35.1.2.18 WebService (Class)

This class is the core of each Web Service.  It extends the VelocityServlet base class and implements the Service CORBA interface so that Web Service servlets can be administered in the same manner as other CHART service applications.

5.35.1.2.19 WebServiceModule (Class)

This interface defines the methods that each module must implement in order to run within the web service framework.

5.35.1.2.20 WebServiceModuleProperties (Class)

This abstract base class provides a base for WebServiceModule implementation classes to extend in order to get access to their configuration properties.

5.35.1.2.21 WebServiceProperties (Class)

This class provides convenient access to the java Properties object that contains configuration data for the web service and its modules.

5.35.1.2.22 WSDMSExportModule (Class)

The WSDMSExportModule implements the WebServiceModule interface and provides DMS export functionality via the WebService framework.

5.35.1.2.23 WSRequestHandlerSupporter (Class)

This interface defines the methods that will be available to every WSRequestHandler when it is invoked by the framework.  It defines the services that the framework will make available to the handlers.

5.35.2 Sequence Diagrams
5.35.2.1 DMSExportHandler:getDMSInventoryList (Sequence Diagram)

This diagram depicts the processing needed to retrieve DMS Inventory data in response to a specific DMS Inventory export request.  If no ProxyDMSFactories are found in the data model this method throws a GeneralException. This in turn will trigger the WebService framework to call the handler's handleProcessingException() method. ProxyDMS objects are retrieved from the ObjectCache.   Based on the optional update window parameter, the functional rights of the client specific token passed in and the owning organization of each proxy object, a collection of appropriate export data is created and returned to the caller.  
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Figure 5‑173 DMSExportHandler:getDMSInventoryList (Sequence Diagram)

5.35.2.2 DMSExportHandler:getDMSStatusList (Sequence Diagram)

This diagram depicts the processing needed to retrieve DMS Status data in response to a specific DMS Status export request.  If no ProxyDMSFactories are found in the data model this method throws a GeneralException. This in turn will trigger the WebService framework to call the handler's handleProcessingException() method. ProxyDMS objects are retrieved from the ObjectCache.   Based on the optional update window parameter, the functional rights of the client specific token passed in and the owning organization of each proxy object, a collection of appropriate export data is created and returned to the caller.  
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Figure 5‑174 DMSExportHandler:getDMSStatusList (Sequence Diagram)

5.35.2.3 DMSRequestHandler:handleExceptions (Sequence Diagram)

This sequence diagram depicts Exception handling done as part of the WebService framework.  The DMSRequestHandler derives from the BasicRequestHandler class and implements 3 abstract methods (handleValidationException(), handleAuthenticationException() and handleProcessingException()).   These methods are called from the WebService frame work when exceptions are encountered.   Each method retrieves information as need from the arguments passed in and creates a response using a Velocity Context object and a predefine Velocity template.  Note: for handleValidationException() if inbound xml validation fails, pass the invalid XML string back in the XML response defined as CDATA so it will not be parsed. 

[image: image204.emf]Other types of export request handlers will do similar exception handling.
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put("errorString", errorStr)
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" Details: " + msg;

clientID:String = getClientID()

msg:String = getMessage()

clientID:String = getClientID()
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"Error during request processin : ClientID: " +

 clientID +

" Details: " + msg
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ProcessingException

m_dmsErrorVelocityTmpFIleName

m_dmsErrorVelocityTmpFIleName

m_dmsErrorVelocityTmpFIleName

BasicRequestHandler

e:
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DMSRequestHandler

ctx: Context

request: BasicRequest

handleValidationException(

supporter,request, ctx, e)

put("errorString", errorStr)

msg:String = getMessage()

handleAuthenticationException(

supporter,request, ctx, e)

errorStr:String =

"Request Processing Error.  

handleProcessingException(

supporter,request, ctx, e)


Figure 5‑175 DMSRequestHandler:handleExceptions (Sequence Diagram)

5.35.2.4 DMSRequestHandler:processRequest (Sequence Diagram)

This diagram depicts the processing of DMS Export Requests for on demand updates and realtime updates (Subscriptions).  The processRequest() method of the DMSequestHandler is called by the WebService RequestManger.  An "on demand" request for dms data is handled by getting the appropriate data to export from the DMSExportHandler, adding that data to the Velocity Context passed in and finally returning the path to the correct Velocity Template for the request.  A request for realtime updates of DMS Data (Subscriptions) is handled by call the appropriate method of the DMSSubscriptionManger for new/renewed subscriptions or canceled subscriptions.   In both cases the appropriate information is loaded into the velocity context and the correct velocity template file path is returned to the caller.
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velocityTemplateName:String =

m_dmsInvVelocityTmpName

xmlBody:String = getBody()
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Figure 5‑176 DMSRequestHandler:processRequest (Sequence Diagram)

5.35.2.5 DMSSubscription:doPush (Sequence Diagram)

This method is used by each subscription to push dms updates to the subscribers URL.  Data is retrieved from the DMSExportHandler for the updated DMSs.  Data is loaded into a VelocityContext and XML is generated for the DMS by merging the data with the appropriate velocity template.   The XML data is then passed to the sendDataToSubscriber method to actually send the message to the remote service.
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Figure 5‑177 DMSSubscription:doPush (Sequence Diagram)

5.35.2.6 DMSSubscriptionMgr:creation (Sequence Diagram)

This diagram depicts the class constructor of the ExportSubscriptionManager abstract class.  The PushFramework is used by the class to provide the mechanism used push data to external clients of the exporter.  An ExportSubscriptionDB class is created to handle export subscription of specific data type (DMS, TSS, TrafficEvents, etc...).  A timer is then created to handle automatic expiration of subscriptions.  

[image: image207.emf]DMSSubscriptionMgr ctor(dbConnMgr:DBConnectionMgr,subsLifetimeMins:long, subsExpTimerIntvlMins:int)Calls base class constructor with DMS data type.super.ctor(ExportDataType.DMS, dbConnMgr, subsLifetimeMins,  subsExpTimerIntvlMins)


Figure 5‑178 DMSSubscriptionMgr:creation (Sequence Diagram)

5.35.2.7 DMSSubscriptionMgr:initialize (Sequence Diagram)

This diagram depicts the initialization of the DMSSubscriptionMgr.  Previously created subscriptions are read from the DB and used to create DMSSubscription objects.  These objects implement the Pusher interface and are added as Pushers to the PushEngine.  

[image: image208.emf]DMSSubscriptionMgr m_pushEngine: PushEngine DMSSubscription
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Figure 5‑179 DMSSubscriptionMgr:initialize (Sequence Diagram)

5.35.2.8 DMSSubscriptionMgr:modelObserverUpdate (Sequence Diagram)

This method, part of the ModelObserver interface, is called when the DataModel needs to make observers aware of DMS updates, given the observers update interval.  A DMSUpdate object is created.  Objects of this type implement the Pushable interface.   The update object is passed to the sendDataToSubscriber() method which used the PushFramework to push the update to all current Pushers (i.e. Subscribers).

[image: image209.emf]DataModelDMSSubscriptionMgr changes: ModelChange Method called as part of the  ModelObserver interface  when data notifies  objects based on configurable intervals.. proxies: ArrayList<ProxyTrafficEvent> PushEngine dmsChange: ObjectChange Proxy: ProxyDMS updateData:

DMSPushable

Loop of OjbectChangesretrieved from the ModelChange object.Only interested in objectAdded and objectUpdatedchanges.  IgnoeObjectRemoved at this time.This logic pushes the data to all registered  Pushers.   In this case 
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Figure 5‑180 DMSSubscriptionMgr:modelObserverUpdate (Sequence Diagram)

5.35.2.9 DMSSubscriptionMgr:updateSubscription (Sequence Diagram)

This method is used to update or add subscriptions to the DMSSubscriptionManager.   

[image: image210.emf]DMSSubscriptionMgr m_pushEngine: PushEngine m_subscriptionDB: ExportSubscriptionDB updateSubscription(info : ExportSubscriptionInfo)This method imlements an abstract method  from the base class. It replaces a subscription  when updated and  updates the db  accordingly. DMSSubscriptionDMSSubscription
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create(info, 

m_exportHandler)
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Figure 5‑181 DMSSubscriptionMgr:updateSubscription (Sequence Diagram)

5.35.2.10 DMSSubscriptionRequestHandler:processRequest (Sequence Diagram)
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Figure 5‑182 DMSSubscriptionRequestHandler:processRequest (Sequence Diagram)

5.35.2.11 WSDMSExportModule:initialize (Sequence Diagram)

This diagram depicts the initialization of the WSDMSExportModule class.   A module properties class is created followed by the creation of the DMSExportHander class.   This class is responsible for maintaining DMS data in the ObjectCache and providing methods to retrieve dms export data in response to dms export web service requests as well as supporting subscription functionality.   Next the DMSReqeustHandler and TrafficEventReqeustSubscriptionHandlers are created and registered with the WebService framework to allow the web service URL to start responding to requests.  
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Figure 5‑183 WSDMSExportModule:initialize (Sequence Diagram)

5.35.2.12 WSDMSExportModule:shutdown (Sequence Diagram)

The diagram depicts shutdown processing for the WSDMSExportModule.  Currently shutdown of the module initiates the DMSExportHandler.shutdown() which cleans up the startupThread if still running.   Other cleanup may be determined during implementaion. 
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Figure 5‑184 WSDMSExportModule:shutdown (Sequence Diagram)

5.36 Traffic Event Export Module (webservices/WSTrafficEventExportModule)
5.36.1 Class Diagrams

5.36.1.1 TrafficEventExportHandler:getTrafficEventList (Sequence Diagram)

This diagram depicts the processing needed to retrieve TrafficEvent data in response to either a TrafficEvent export request for on demand data or a realtime update for a specific traffic event.  If no ProxyTrafficEventFactories are found in the data model this method throws a GeneralException.   This in turn will trigger the WebService framework to call the handler's handleProcessingException() method.  ProxyTrafficEvent objects are retrieved from the ObjectCache based on the arguments passed in or are specified as the optionsEventList argument.  .   Based on the optional update window parameter, the functional rights of the client specific token passed in and the owning organization of each proxy object, a collection of appropriate export data is created and returned to the caller.  Note: he TrafficEventExpView objects returned are to be used in conjunction with a defined TrafficEventVelocity Template at a later point in the process to generate traffic event data in xml form.  
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checkAccess(token, FunctionalRightType.ViewTrafficEventLog, proxyEvent.getOwningOrg())
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Figure 5‑185 TrafficEventExportHandler:getTrafficEventList (Sequence Diagram)

5.36.1.2 TrafficEventRequestHandler:processRequest (Sequence Diagram)

This diagram depicts the processing of Traffic Event Export Requests for on demand updates.  The processRequest() method of the TrafficEventRequestHandler is called by the WebService RequestManger.  An "on demand" request for traffic event data is handled by getting the appropriate data to export from the TrafficEventExportHandler, adding that data to the Velocity Context passed in and finally returning the path to the correct Velocity Template for the request.  The appropriate information is loaded into the velocity context and the correct velocity template file path is returned to the caller. 
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Figure 5‑186 TrafficEventRequestHandler:processRequest (Sequence Diagram)

5.36.1.3 TrafficEventSubscription:doPush (Sequence Diagram)

This method is used by each subscription to push traffic event updates to the subscribers URL.  Data is retrieved from the TrafficEventExportManager for the updated traffic events.  Data is loaded into a VelocityContext and XML is generated for the traffic event by merging the data with the appropriate velocity template.   The XML data is then passed to the sendDataToSubscriber method to actually send the message to the remote service.

[image: image216.emf]ctx: VelocityContext ExtApplicationData m_subscriptionMgr: TrafficEventSubscriptionMgr vmTemplatePath : String = getVelocityTemplatePath()
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Figure 5‑187 TrafficEventSubscription:doPush (Sequence Diagram)

5.36.1.4 TrafficEventSubscriptionMgr:creation (Sequence Diagram)

This diagram depicts the class constructor of the ExportSubscriptionManager abstract class.  The PushFramework is used by the class to provide the mechanism used push data to external clients of the exporter.  An ExportSubscriptionDB class is created to handle export subscription of specific data type (DMS, TSS, TrafficEvents, etc...).  A timer is then created to handle automatic expiration of subscriptions.  

[image: image217.emf]TrafficEventSubscriptionMgrCalls base class constructor with Traffic

Event data type.

super.ctor(ExportDataType.TRAFFIC_EVENT,

dbConnMgr, subsLifetimeMins, 

subsExpTimerIntvlMins)

ctor(dbConnMgr:DBConnectionMgr,subsLifetimeMins:long,subsExpTimerIntvlMins:int)


Figure 5‑188 TrafficEventSubscriptionMgr:creation (Sequence Diagram)

5.36.1.5 TrafficEventSubscriptionMgr:initialize (Sequence Diagram)

This diagram depicts the initialization of the TrafficEventSubscriptionMgr.  Previously created subscriptions are read from the DB and used to create TrafficEventSubscription objects.  These objects implement the Pusher interface and are added as Pushers to the PushEngine.  

[image: image218.emf]TrafficEventSubscriptionMgrLoop thru

subscriptions 

creating the pusher

objects that 

wrap them.

This method returns subscription info from the data base.  Note: this  method will remove expired subscriptions from the DB before returning only non-expired ones. m_pushEngine: PushEngine Note: Get ExtSysConn for

the subscription id from the 

module.   Could be null if 

ExtSysConn is not configured 

for this id.

TrafficEventSubscription

initialize()subs : ExportSubscriptionInfo[] =
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Figure 5‑189 TrafficEventSubscriptionMgr:initialize (Sequence Diagram)

5.36.1.6 TrafficEventSubscriptionMgr:ModelObserverUpdate (Sequence Diagram)

This method, part of the ModelObserver interface, is called when the DataModel needs to make observers aware of TrafficEvent updates, given the observers update interval.  A TrafficEventUpdate object is created.  Objects of this type implement the Pushable interface.   The update object is passed to the sendDataToSubscriber() method which used the PushFramework to push the update to all current Pushers (I.E. SUbscribers).
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Figure 5‑190 TrafficEventSubscriptionMgr:ModelObserverUpdate (Sequence Diagram)

5.36.1.7 TrafficEventSubscriptionMgr:updateSubscription (Sequence Diagram)

This method is used to update or add subscriptions to the TrafficEventSubscriptionManager.   
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Figure 5‑191 TrafficEventSubscriptionMgr:updateSubscription (Sequence Diagram)

5.36.1.8 TrafficEventSubscriptionRequestHandler:processRequest (Sequence Diagram)

This diagram depicts the processing of Traffic Event Export Subscription Requests for realtime updates.  The processRequest() method of the TrafficEventRequestHandler is called by the WebService RequestManger.  A request for realtime updates of Traffic Event Data (Subscriptions) is handled by call the appropriate method of the TrafficEventSubscriptionManger for new/renewed subscriptions or canceled subscriptions. The appropriate information is loaded into the velocity context and the correct velocity template file path is returned to the caller. 
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Figure 5‑192 TrafficEventSubscriptionRequestHandler:processRequest (Sequence Diagram)

5.36.1.9 TrafficEventSubscriptionSupportClasses (Class Diagram)

This diagram shows the classes and interfaces that comprise the traffic event subscription framework.
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+sendUpdateToSubscribers(updateData : TrafficEventPushable)

+getVelocityTemplatePath() : String

+getVelocityErrorTemplatePath() : String

+cleanup()

-m_pushEngine : PushEngine

-m_exportHandler : TrafficEventExportHandler

-m_module : TrafficEventExportModule

-m_props : TrafficEventExportModuleProperties

update(ModelChanges changes)

+getID() : String

+getName() : String

+push(Pushable)

+getType() : String

+ctor(ExportSubscriptionInfo, 

    optionalExtSysConn : ExtSystemConn)

+getClientID() : String

+getId() : String

+getname() : String

+getType() : ExportSubscriptionDataType

+getDataType() : ExportSubscriptionDataType

+getURL() : String

+getExpDate() : long

+sendDataToSubscriber(xml : String)

+updateTargetURL(url : String)

+updateExpDate(Date)

+updateExtSysConn(status : SimpleStatus, statusTxt : String)

-m_data : ExportSubscriptionData

-m_targetService : XMLHTTPService

-m_lastCommFailed : boolean

-m_extSysConn : ExternalSystemConn

+getTrafficEvents() : 

    ProxyTrafficEvents[]

-m_updatedEvents :

     ProxyTrafficEvent[]

+getExpDate() : Date

+ctor(ExportSubscriptionInfo, TrafficEventExportHandler,

    TrafficEventSubscriptionMg, optionalExtSysConn : ExtSystemCon)

+doPush(TrafficEventPushable)

-m_exportHandler : TrafficEventExportHandler

-m_subscriptionMgr : TrafficEventSubscriptionMg

+m_clientID : String

+m_type : ExportSubscriptionDataType

+m_targetURL : String

+m_expDate : Date


Figure 5‑193 TrafficEventSubscriptionSupportClasses (Class Diagram)

5.36.1.9.1 ExpirationSupporter (Class)

This interface is implemented by objects that support the concept of an expiration date.   

5.36.1.9.2 ExportSubscription (Class)

This abstract class represents an exporter subscription for a specific client ID and data type (DMS, TSS, TrafficEvents, etc......) and provides generic functionality that is used by derived classes.  It extends the QueuePusher class which is part of the chart PushFramework package.  It takes an ExportSubscriptionInfo object at creation and provides mehtods for the subsequent update of the target URL and expiration DateTime.  An XMLHTTPService object is create at construction using the provided URL and maintained thru subsequent updateTargetURL() calls.   The sendDataToSubscriber() method uses this object to post data to the target system.  

5.36.1.9.3 ExportSubscriptionInfo (Class)

This simple class contains public data members.  It is used as a utility class that wraps subscription data in one object.  

5.36.1.9.4 ExportSubscriptionManager (Class)

This abstract class provides functionality used to manage ExportSubsriptions.  Internally this class uses the CHART PushFramework classes to push data to a list of subscribers (I.E. Pushers).   A private Timer/Timer task is used to remove expired subscriptions at configurable intervals.   Expired subscriptions are also removed from the DB at startup.

5.36.1.9.5 ModelObserver (Class)

This interface must be implemented by any object which would like to attach to the DataModel as an observer and get updated as system objects are added, deleted or changed.

5.36.1.9.6 Pushable (Class)

This interface must be implemented by any data object that can be pushed to subscribed clients.

5.36.1.9.7 Pusher (Class)

This interface must be implemented by any class that intends to push data to an end consumer. The PushEngine will call the checkPush() and push() methods at the appropriate times.

5.36.1.9.8 QueuedPusher (Class)

An abstract base class that provides a thread per client implementation of the Pusher interface. This implementation queues up to a specified number of events max, then refuses to queue additional. Events are pushed FIFO and not retried.

5.36.1.9.9 TrafficEventPushable (Class)

This class implements the Pushable interface and represents updates for a list of traffic events that will be delivered to all traffic event export subscribers.  

5.36.1.9.10 TrafficEventSubscription (Class)

This class derives from the ExportSubscription abstract base class and implements methods used specifically for processing data for Traffic Event subscribers.  The doPush() method implements the QueuedPusher.doPush() abstract method and does the traffic event specific processing needed to send realtime traffic event updates to a subscriber.

5.36.1.9.11 TrafficEventSubscriptionMgr (Class)

This Class derives from the ExportSubscriptionManger abstract base class and is responsible for maintaining subscribers for traffic event data and delivering real time traffic event updates to those subscribers.  Note : this class is a ModelObserver and as such, it will receive updates about TrafficEvents from the DataModel.  

5.36.1.10 WSTrafficEventExportModule:initialize (Sequence Diagram)

This diagram depicts the initialization of the WSTrafficEventExportModule class.   A module properties class is created followed by the creation of the TrafficEventExportHander class.   This class is responsible for maintaining TrafficEvent data in the ObjectCache and providing methods to retrieve traffic event export data in response to export web service requests as well as supporting subscription functionality.   Next the TrafficEventReqeustHandler and TrafficEventReqeustSubscriptionHandlers are created and registered with the WebService framework to allow the web service URL to start responding to requests.   
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Figure 5‑194 WSTrafficEventExportModule:initialize (Sequence Diagram)

5.36.1.11 WSTrafficEventExportModule:shutdown (Sequence Diagram)

The diagram depicts shutdown processing for the WSTrafficEventExportModule.  Currently shutdown of the module initiates the TrafficEventExportHandler.shutdown() which cleans up the startupThread if still running.   Other cleanup may be determined during implementaion. 
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Figure 5‑195 WSTrafficEventExportModule:shutdown (Sequence Diagram)

5.36.1.12 WSTrafficEventExportModuleClasses (Class Diagram)

This class diagram defines a WebServiceModule used for providing a web service interface for Exporting TrafficEvent data.   It utilized the Chart WebService framework.   The TrafficEventExportHandler is the main class responsible for maintaining a cache of TrafficEvent related objects and providing methods to retrieve information in an exportable form.   Note: the TrafficEventExportHandler is not WebService specific and could be used in the context of the Chart ServiceApplication framework if needed.  
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initalize(service:WebService):void

shutdown():void

WebServiceModuleProperties(props:WebServiceProperties)

getWebServiceProperties():WebServiceProperties

getIntProperty(prop:String, default:int):int

getBooleanProperty(prop:String, default:boolean):boolean

getFloatProperty(prop:String, default:float):float

initalize(service:WebService):void

shutdown():void

updateExtSysConnStatus(clientId : String,

     status : Simple Status, statusTxt: String)

-m_discoveryMgr : DiscoveryManager

-m_trafficEventListReqHdlr : DMSInvRequestHandler

-m_trafficEventSubscriptionReqHdl:

       TrafficEventSubscriptionHandler

-m_props : TrafficEventExportModulePropts

-m_teExportHander : TrafficEventExportHandler

-m_initialized : boolean

-m_extSysConnList : Hashtable

+requireDigitalSignaturesOnRequests() : boolean

+getTrafficVelocityTemplatePath() : String

+getTrafficEventErrorVelocityTemplatePath() : String

+getRequestXSDPath  String()

+getResponseXSDPath  String()

+getExtSysConnNameClientIdPairs() : ExtSysConnClientIdProp

+ctor(proxy : ProxyTrafficEvent,

    provideSensitiveData : boolean,

    provideEventLogData : boolean)

+getName() : String

+getId() : String

+getLat() : int

+getLon() : in

+canProvideSensitiveData() : boolean

+canProvideEventLodData() : boolean

.....()

-m_proxyEvent : ProxyTrafficEvent

-m_provideSensitiveData : boolean

-m_provideEventLogData : boolean

+ctor(discHost :DiscoveryManager)

+initialize() : void

+getTrafficEventList(token : byte[], updateWIndowMins:int) 

    : TrafficEventExpView[]

+run()

+shutdown() : void

-m_discoveryManager : DiscoveryManager

-m_startupThread : Thread

-m_initialized = boolean

ctor(trafficEventExpHander:TrafficEventExportHandler, props:TrafficEventExportModuleProperties, module: WSTrafficEventExportModule)

processRequest(request:BasicRequest, supporter:WSRequestHandlerSupporter, ctx:Context):String

handleValidationException(supporter:WSRequestHandlerSupporter, request:BasicRequest, ctx:Context, e:ValidationException):String

handleAuthenticationException(supporter:WSRequestHandlerSupporter, request:BasicRequest, ctx:Context, e:AuthenticationException):String

handleProcessingException(supporter:WSRequestHandlerSupporter, request:BasicRequest, ctx:Context, e:ProcessingException):String

-m_trafficEventExportHander : TrafficEventExportHandlerr

-m_trafficEventVelocityTmpFilename : String

-m_trafficEventErrorVelocityTmpFilename : String

-m_module : WSTrafficEventExportModule

isExternalEvent() : boolean

getOwningOrg(): byte[]

-m_teId : byte[]

-m_event : TrafficEvent

-m_bed : BasicEventData

....

DiscoverTrafficEventClassesCommand(orb : ORB,

   poa : POA, traderGroup : TraderGroup,

   dataModel : DataModel, ecg : EventConsumerGroup,

   discoveryToken : AccessToken,

   contextProvider : SystemContextProvider) : ctor

-discoverTrafficEventChannels() : void

-discoverTrafficEventClasses() : void

m_poa : POA

m_traderGroup : TraderGroup

m_dataModel : DataModel

m_discoveryToken : AccessToken

m_tepc : TrafficEventPushConsumer

m_sysContextProvider : SystemContextProvider

ctor(trafficEventsubscriptionMgr:TrafficEventSubscriptionMgr, props:TrafficEventExportModuleProperties, module: WSTrafficEventExportModule)

processRequest(request:BasicRequest, supporter:WSRequestHandlerSupporter, ctx:Context):String

handleValidationException(supporter:WSRequestHandlerSupporter, request:BasicRequest, ctx:Context, e:ValidationException):String

handleAuthenticationException(supporter:WSRequestHandlerSupporter, request:BasicRequest, ctx:Context, e:AuthenticationException):String

handleProcessingException(supporter:WSRequestHandlerSupporter, request:BasicRequest, ctx:Context, e:ProcessingException):String

-m_trafficEvenSubscriptionMfg : TrafficEventSubscriptionMgrr

-m_subscriptionRespVelocityTmpFilename : String

-m_trafficEventErrorVelocityTmpFilename : String

-m_module : WSTrafficEventExportModule


Figure 5‑196 WSTrafficEventExportModuleClasses (Class Diagram)

5.36.1.12.1 BasicRequestHandler (Class)

This abstract base class provides an implementation of the WSRequestHandler.processRequest() method that provides optional XML validation against specified XSD files and optional digital signature verification as well.  It is intended to be used by request handlers that plan to take XML in and return XML to the calling client.

5.36.1.12.2 DataModel (Class)

The data model class serves as a collection of objects.  It provides an efficient lookup mechanism for locating any object, and methods which allow for the retrieval of all objects of a particular type.  Additionally, this class provides the ability to attach observer objects which are notified when objects are added to or removed from the model.  Objects may also notify the DataModel that they have been modified.  The model will periodically notify all attached observers of the changes to objects in the model. 

5.36.1.12.3 DiscoverTrafficEventClassesCmd (Class)

The DiscoverTrafficEventClassesCmd class is responsible for discovering TrafficEvent and TrafficEventFactory corba objects, wrapping those objects in proxy classes and adding those classes to the DiscoveryManager's Object Cache.  This class also listens to appropriate corba event channels and updates the Object cache accordingly. 

5.36.1.12.4 DiscoveryHost (Class)

This interface defines the methods that the DiscoveryManager relies on.  It must be implemented by any class that will create a DiscoveryManager.

5.36.1.12.5 DiscoveryManager (Class)

This SystemContextProvider interface defines some of the functionality required by a class which provides discovery services for CHART services.  It is used by both the CHART GUI and the CHART backend services.  A class which implements this interface must provide "get" accessor methods for the system profile properties, the data model, and the main processing queue for a service, for instance.  It also provides access to the root deployment path and dynamic image path, which is used only by the CHART GUI.  For the CHART GUI, this interface is known to be implemented by the MainServlet; for the back end CHART services, this interface is known to be implemented by the Discovery Manager.

5.36.1.12.6 ExternalSystemConnectionImpl (Class)

This class knows how to maintain the status of external connections and push them up to the GUI.   Also, ExternalSystemConnectionAlerts and Notifications can be sent as configured by the admin.

5.36.1.12.7 ObjectCache (Class)

The ObjectCache is a wrapper for the DataModel.  It provides access to DataModel methods to find objects in the data model, delegating those methods to the DataModel itself.  It also provides additional methods of finding name filtered objects and discovering "duplicate" objects (as defined by an isDuplicateOf() method of the Duplicatable interface).

5.36.1.12.8 ProxyBasicTrafficEvent (Class)

This class is used as a proxy for traffic events existing in all traffic event services (including the local service).  The proxy traffic events cached are not complete copies of the traffic events, because the full range of data is not needed.  The ProxyBasicTrafficEvent data consists of BasicEventData and associated events only (this is why the names of these objects contain the word "Basic", e.g., DiscoverBasicTrafficEventClassesCommand.  These proxy traffic events allow every traffic event service in the system to have some knowledge of every traffic event in the entire system, for the purpose of detecting duplicate traffic events.

5.36.1.12.9 ProxyTrafficEvvent (Class)

The ProxyTrafficEvent object is a proxy for a TrafficEvent corba object which is used to by the DiscoveryManager / ObjectCache.  The objects are used to maintain an up to date cache of TrafficEvent data in the object cache for application use.

5.36.1.12.10 QueueableCommand (Class)

A QueueableCommand is an interface used to represent a command that can be placed on a CommandQueue for asynchronous execution.  Derived classes implement the execute method to specify the actions taken by the command when it is executed.  This interface must be implemented by any device command in order that it may be queued on a CommandQueue. The CommandQueue driver calls the execute method to execute a command in the queue and a call to the interrupted method is made when a CommandQueue is shut down. 

5.36.1.12.11 TrafficEventExportHandler (Class)

The TrafficEventExportHandler class is responsible for maintaining up to date Chart TrafficEvent  information in the ObjectCache.   This data is used to support the class methods which provide data in response to web service requests for exporting Traffic Event data.  

5.36.1.12.12 TrafficEventExportModuleProperties (Class)

The TrafficEventExportModuleProperties class provides access methods for properties used by the WSTrafficEventExportModule.  It Extends the WebServiceModuleProperties class which allows access to other properties available from the WebService Framework.

5.36.1.12.13 TrafficEventExpView (Class)

The TrafficEventExpView class wraps a ProxyTraffic object and provides a view of the proxy object specific to Traffic Event requests.  These objects are used by the Velocity Engine which is made available by the WebService Framework.  Velocity will apply a defined Traffic Event velocity template to a collection of these objects to generate the XML response to TrafficEvent export requests.

5.36.1.12.14 TrafficEventRequestHandler (Class)

The TrafficEventRequestHandler extends the BasicRequestHandler and defines process required to handle TrafficEvent export requests made available by the Chart Export Web Service.

5.36.1.12.15 TrafficEventSubscriptionMgr (Class)

This Class derives from the ExportSubscriptionManger abstract base class and is responsible for maintaining subscribers for traffic event data and delivering real time traffic event updates to those subscribers.  Note : this class is a ModelObserver and as such, it will receive updates about TrafficEvents from the DataModel.  

5.36.1.12.16 TrafficEventSubsriptionRequestHandler (Class)

The TrafficEventSubscriptionRequestHandler extends the BasicRequestHandler and defines process required to handle TrafficEvent export Subscription  requests made available by the Chart Export Web Service.   Subscriptions allow clients to receive "real time" updates to events as opposed to "on demand" updates which the client has to initiate.

5.36.1.12.17 WebService (Class)

This class is the core of each Web Service.  It extends the VelocityServlet base class and implements the Service CORBA interface so that Web Service servlets can be administered in the same manner as other CHART service applications.

5.36.1.12.18 WebServiceModule (Class)

This interface defines the methods that each module must implement in order to run within the web service framework.

5.36.1.12.19 WebServiceModuleProperties (Class)

This abstract base class provides a base for WebServiceModule implementation classes to extend in order to get access to their configuration properties.

5.36.1.12.20 WebServiceProperties (Class)

This class provides convenient access to the java Properties object that contains configuration data for the web service and its modules.

5.36.1.12.21 WSRequestHandlerSupporter (Class)

This interface defines the methods that will be available to every WSRequestHandler when it is invoked by the framework.  It defines the services that the framework will make available to the handlers.

5.36.1.12.22 WSTrafficEventExportModule (Class)

The WSTrafficEventExportModule implements the WebServiceModule interface and provides TrafficEvent export functionality via the WebService framework.
5.36.2 Sequence Diagrams

5.36.2.1 TrafficEventExportHandler:getTrafficEventList (Sequence Diagram)

This diagram depicts the processing needed to retrieve TrafficEvent data in response to either a TrafficEvent export request for on demand data or a realtime update for a specific traffic event.  If no ProxyTrafficEventFactories are found in the data model this method throws a GeneralException.   This in turn will trigger the WebService framework to call the handler's handleProcessingException() method.  ProxyTrafficEvent objects are retrieved from the ObjectCache based on the arguments passed in or are specified as the optionsEventList argument.  .   Based on the optional update window parameter, the functional rights of the client specific token passed in and the owning organization of each proxy object, a collection of appropriate export data is created and returned to the caller.  Note: he TrafficEventExpView objects returned are to be used in conjunction with a defined TrafficEventVelocity Template at a later point in the process to generate traffic event data in xml form.  

[image: image226.emf]If optionalEventList is null,get array of ProxyTrafficEvent

from the data model.   Else,

use the array of 

ProxyTrafficEvents passed

in.

TrafficEventExportHandlerLoop thru ProxyTrafficEvents.

m_discoveryMgr: DiscoveryManager DataModule TokenManipulator Apply update

window check

if needed.

Only export Internal

TrafficEvents.

List of objects to

return to caller.

Determine if AccessToken has

ViewTrafficEventSensitiveIncidentDetails 

 right.

eventToExport:

TrafficEventExpView

Determine if AccessToken has

ViewTrafficEventLog right for the

proxy events owning organization.

eventList:

ArrayList

Create object that knows whether it

can provide sensitive incident  details and

traffic event log entries t and add it to list 

of events  to export.

If the number of traders is the

same as the number of traffic event

factories discovered, then the

flag is set to TRUE.

TrafficEventExpViewContainer

create(TrafficEventExpView[])

setInventoryComplete(discoveryComplete)

provideSensitiveIncidentData:boolean =

checkAccess(token, FunctionalRightType.ViewTrafficEventSensitiveIncidentDetails)

create(proxyEvent,

provideSensitiveIncidentData,

provideEventLogData)

add(eventToExport)

toArray()

TrafficEventyExpView[]

TrafficEventExpContainer

eventList : ProxyTrafficEvent[]] =  getObjectsOfType(ProxyTrafficEvent.class) getDataModel()provideEventLogData:boolean =

checkAccess(token, FunctionalRightType.ViewTrafficEventLog, proxyEvent.getOwningOrg())

[ proxyEvent.isExternal ==

 false ]

getTrafficEventList(token:byte[], updateWIndowMins:int,optionalEventList : ProxyTrafficEvent[]) [ *eventList ]

create()

eventList : ProxyTrafficEvent[] = optionalEventList

[ optionalEventList == null) [ no ProxyTrafficEventFacotry objectsfound in DataModel ] throw GeneralException[ updateWindowMins > 0 &&

optionalEventList == NULL ]

[ proxyEvent .lastUpdate

timestamp outside updateWindow

skip this TrafficEvent ]


Figure 5‑197 TrafficEventExportHandler:getTrafficEventList (Sequence Diagram)

5.36.2.2 TrafficEventRequestHandler:processRequest (Sequence Diagram)

This diagram depicts the processing of Traffic Event Export Requests for on demand updates.  The processRequest() method of the TrafficEventRequestHandler is called by the WebService RequestManger.  An "on demand" request for traffic event data is handled by getting the appropriate data to export from the TrafficEventExportHandler, adding that data to the Velocity Context passed in and finally returning the path to the correct Velocity Template for the request.  The appropriate information is loaded into the velocity context and the correct velocity template file path is returned to the caller. 
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Figure 5‑198 TrafficEventRequestHandler:processRequest (Sequence Diagram)

5.36.2.3 TrafficEventSubscription:doPush (Sequence Diagram)

This method is used by each subscription to push traffic event updates to the subscribers URL.  Data is retrieved from the TrafficEventExportManager for the updated traffic events.  Data is loaded into a VelocityContext and XML is generated for the traffic event by merging the data with the appropriate velocity template.   The XML data is then passed to the sendDataToSubscriber method to actually send the message to the remote service.
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Figure 5‑199 TrafficEventSubscription:doPush (Sequence Diagram)

5.36.2.4 TrafficEventSubscriptionMgr:creation (Sequence Diagram)

This diagram depicts the class constructor of the ExportSubscriptionManager abstract class.  The PushFramework is used by the class to provide the mechanism used push data to external clients of the exporter.  An ExportSubscriptionDB class is created to handle export subscription of specific data type (DMS, TSS, TrafficEvents, etc...).  A timer is then created to handle automatic expiration of subscriptions.  
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Figure 5‑200 TrafficEventSubscriptionMgr:creation (Sequence Diagram)

5.36.2.5 TrafficEventSubscriptionMgr:initialize (Sequence Diagram)

This diagram depicts the initialization of the TrafficEventSubscriptionMgr.  Previously created subscriptions are read from the DB and used to create TrafficEventSubscription objects.  These objects implement the Pusher interface and are added as Pushers to the PushEngine.  
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Figure 5‑201 TrafficEventSubscriptionMgr:initialize (Sequence Diagram)

5.36.2.6 TrafficEventSubscriptionMgr:ModelObserverUpdate (Sequence Diagram)

This method, part of the ModelObserver interface, is called when the DataModel needs to make observers aware of TrafficEvent updates, given the observers update interval.  A TrafficEventUpdate object is created.  Objects of this type implement the Pushable interface.   The update object is passed to the sendDataToSubscriber() method which used the PushFramework to push the update to all current Pushers (I.E. SUbscribers).
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Figure 5‑202 TrafficEventSubscriptionMgr:ModelObserverUpdate (Sequence Diagram)

5.36.2.7 TrafficEventSubscriptionMgr:updateSubscription (Sequence Diagram)

This method is used to update or add subscriptions to the TrafficEventSubscriptionManager.   
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Figure 5‑203 TrafficEventSubscriptionMgr:updateSubscription (Sequence Diagram)

5.36.2.8 TrafficEventSubscriptionRequestHandler:processRequest (Sequence Diagram)

This diagram depicts the processing of Traffic Event Export Subscription Requests for realtime updates.  The processRequest() method of the TrafficEventRequestHandler is called by the WebService RequestManger.  A request for realtime updates of Traffic Event Data (Subscriptions) is handled by call the appropriate method of the TrafficEventSubscriptionManger for new/renewed subscriptions or canceled subscriptions. The appropriate information is loaded into the velocity context and the correct velocity template file path is returned to the caller. 
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Figure 5‑204 TrafficEventSubscriptionRequestHandler:processRequest (Sequence Diagram)

5.36.2.9 WSTrafficEventExportModule:initialize (Sequence Diagram)

This diagram depicts the initialization of the WSTrafficEventExportModule class.   A module properties class is created followed by the creation of the TrafficEventExportHander class.   This class is responsible for maintaining TrafficEvent data in the ObjectCache and providing methods to retrieve traffic event export data in response to export web service requests as well as supporting subscription functionality.   Next the TrafficEventReqeustHandler and TrafficEventReqeustSubscriptionHandlers are created and registered with the WebService framework to allow the web service URL to start responding to requests.   
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Figure 5‑205 WSTrafficEventExportModule:initialize (Sequence Diagram)

5.36.2.10 WSTrafficEventExportModule:shutdown (Sequence Diagram)

The diagram depicts shutdown processing for the WSTrafficEventExportModule.  Currently shutdown of the module initiates the TrafficEventExportHandler.shutdown() which cleans up the startupThread if still running.   Other cleanup may be determined during implementaion. 
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Figure 5‑206 WSTrafficEventExportModule:shutdown (Sequence Diagram)

5.37 CHART Mapping – Data Synchronization
5.37.1 Class Diagrams

5.37.1.1 CHARTInventoryHandler (Class Diagram)

The following class diagram covers all the functionalities of each class that supports the entire inventory update operation. 
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Figure 5‑207 CHARTInventoryHandler (Class Diagram)

5.37.1.1.1 <<datatype>> CHARTMap.Lib.WebSiteConfig (Class)

Custom class which handles the serialization of the configuration file. 

5.37.1.1.2 <<datatype>> DataRow (Class)

.NET Framework class which represents a row of data in a DataTable. 

5.37.1.1.3 <<datatype>> ESRI.MapObject2.Core.DataConnection (Class)

MapObject class which handles SDE connection. 

5.37.1.1.4 <<datatype>> ESRI.MapObject2.Core.MapLayer (Class)

MapObject class which represents a spatial layer. 

5.37.1.1.5 <<enumeration>> eMode (Class)

Enumeration object which represents current update status. The possible enumeration type are “Add”, “Update” and “Remove”. 
5.37.1.1.6 CHARTMap. Handlers.CHARTClosureInventoryHandler (Class)

This class extends the CHARTInventoryHandler class and implemented the Compare() and Save() methods. This class is used to compare CHART Closure records between the spatial and non-spatial table. This class is also used to update or add new record(s) to the CHART Closure spatial table. 

5.37.1.1.7 CHARTMap. Handlers.CHARTEventInventoryHandler (Class)

This class extends the CHARTInventoryHandler class and implemented the Compare() and Save() methods. This class is used to compare CHART Event records between the spatial and non-spatial table. This class is also used to update or add new record(s) to the CHART Event spatial table. 

5.37.1.1.8 CHARTMap. Handlers.CHARTInventoryHandler (Class)

This is a base class for inventory update.  This class contains method -to determine the update status (add, update, or remove).  In addition, this class contains method to remove device from the spatial table.  Derived classes must implement Compare() and Save().

5.37.1.1.9 CHARTMap. Handlers.DMSInventoryHandler (Class)

This class extends the CHARTInventoryHandler class and implemented the Compare() and Save() methods. This class is used to compare DMS records between the spatial and non-spatial table. This class is also used to update or add new record(s) to the DMS spatial table. 

5.37.1.1.10 CHARTMap. Handlers.HARInventoryHandler (Class)

This class extends the CHARTInventoryHandler class and implemented the Compare() and Save() methods. This class is used to compare HAR records between the spatial and non-spatial table. This class is also used to update or add new record(s) to the HAR spatial table.

5.37.1.1.11 CHARTMap. Handlers.SHAZAMInventoryHandler (Class)

This class extends the CHARTInventoryHandler class and implemented the Compare() and Save() methods. This class is used to compare SHAZAM records between the spatial and non-spatial table. This class is also used to update or add new record(s) to the SHAZAM spatial table. 
5.37.2 Sequence Diagrams

5.37.2.1 DataSynchronization:ParseRequest (Sequence Diagram)

This diagram shows the processing that occurs when a request to synchronize CHART Events or Devices.  The process starts by parsing the incoming query string and determines which object to be synchronized.  The process also writes each process events into the log file in the local machine.  An associated object is created once the process deteremines which object to be synchronized.  It then starts by comparing each column of the spatial and the non-spatial tables based on the distinct identifier.  Update of the spatial record occurs if the process finds a difference between the two tables.  In exception, recond will be recomved if the non-spatial table contains a 0 or Null value for both Latitutde and Longitude columns which indicates the Events or Device has been um-mapped from the integrated map.  If a record existed in the non-spatial table but it does not exit in the spatial table, the process will then add a new record to the spatial table unless the value of the Latitude and Longitude columns is 0 or Null.  The process will remove the record form the spatial table if the record only existed in the spatial table.  The process finished by writing the to the log file to indicated process completion. 
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Figure 5‑208 DataSynchronization:ParseRequest (Sequence Diagram)

5.38 CHART Mapping – GIS Web Service

5.38.1 Class Diagrams

5.38.1.1 CHART.Lib.IdentifyFeatureHandler (Class Diagram)

This class diagram covers the database related functionalities that supports the spatial operations to query county and state information.  
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Figure 5‑209 CHART.Lib.IdentifyFeatureHandler (Class Diagram)

5.38.1.1.1 <<datatype>> CHARTMap.Lib.WebSiteConfig (Class)

Custom class which handles the serialization of the configuration file. 

5.38.1.1.2 <<datatype>> XmlTextWriter (Class)

.NET Framework class which represents a writer that provides a fast, non-cache, forward only way of generating streams or files containing XML data that conforms to the W3C Extensible Markup Language (XML) 1.0 and the Namespaces in XML recommendations.

5.38.1.1.3 CHART.Lib.IdentifyFeatureHandler (Class)

Custom class which handles the identification of county and state with the given point location information (latitude and longitude). 

5.38.1.2 CHARTWebServiceHandler (Class Diagram)

The following diagram covers all the functionalities of each class that supports the entire web service operation. 
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Figure 5‑210 CHARTWebServiceHandler (Class Diagram)

5.38.1.2.1 <<datatype>> DataSet (Class)

.NET Framework class which represents an in-memory cache of data. 

5.38.1.2.2 <<datatype>> XmlTextWriter (Class)

.NET Framework class which represents a writer that provides a fast, non-cache, forward only way of generating streams or files containing XML data that conforms to the W3C Extensible Markup Language (XML) 1.0 and the Namespaces in XML recommendations.
5.38.1.2.3 CHARTMap.Handlers.CHARTWebServiceHandler (Class)

This is a base class for spatial web service.  This class is implemented to handle query.  Derived classes must implement GetXML(). 

5.38.1.2.4 CHARTMap.Handlers.CountyWebServiceHandler (Class)

This class extends the CHARTWebServiceHandler class and implements the GetXML() method. This class is used to generate the xml result(s) for county related request.  

5.38.1.2.5 CHARTMap.Handlers.ExitWebServiceHandler (Class)

This class extends the CHARTWebServiceHandler class and implements the GetXML() method. This class is used to generate the xml result(s) for exit information.  

5.38.1.2.6 CHARTMap.Handlers.MilePointWebServiceHandler (Class)

This class extends the CHARTWebServiceHandler class and implemented the GetXML() method. This class is used to generate the xml result(s) for milepoint information.  

5.38.1.2.7 CHARTMap.Handlers.StateWebServiceHandler (Class)

This class extends the CHARTWebServiceHandler class and implements the GetXML() method. This class is used to generate the xml result(s) for state related request.  

5.38.2 Sequence Diagrams

5.38.2.1 CHARTWebService:ParseRequest (Sequence Diagram)
The following diagram covers the sequence of events when a web service request is made by the integrated map.
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Figure 5‑211 CHARTWebService:ParseRequest (Sequence Diagram)

6 Mapping To Requirements

The following table shows how the requirements in the CHART R5 Requirements document map to design elements contained in this design.  
	Tag
	Text
	Feature
	Use Cases
	Other Design Elements

	SR1.1.8.1.1
	Specify Object Location Using Form
	Map
	N/A
	 

	SR1.1.8.1.1.1
	The system shall allow the user to select the U.S. state where an object is located.
	Map
	MapAndGISUses.SelectState
	UNCHANGED

	SR1.1.8.1.1.1.1
	The system shall default the state selection to MD.
	Map
	MapAndGISUses.SelectState
	UNCHANGED

	SR1.1.8.1.1.2
	The system shall allow the user to specify the county in which the object is located.
	Map
	MapAndGISUses.SelectCounty
	UNCHANGED

	SR1.1.8.1.1.2.1
	The system shall require the user to select a valid county from a list when specifying a county using the location form, if the selected state is MD.
	Map
	MapAndGISUses.SelectCounty
	UNCHANGED

	SR1.1.8.1.1.2.1.1
	The system shall display the user’s most recently used counties at the top of the counties list, if the state is MD.
	Map
	MapAndGISUses.SelectCounty
	UNCHANGED

	SR1.1.8.1.1.2.1.2
	The system shall display all counties in MD, if the selected state is MD.
	Map
	MapAndGISUses.SelectCounty
	UNCHANGED

	SR1.1.8.1.1.2.2
	The system shall allow the user to enter the county name as freeform text, if the selected state is not MD.
	Map
	MapAndGISUses.SelectCounty
	UNCHANGED

	SR1.1.8.1.1.3
	The system shall allow the user to specify the region in which the object is located.
	Map
	MapAndGISUses.SelectRegion
	UNCHANGED

	SR1.1.8.1.1.3.1
	The system shall require the user to select a predefined region from a list when specifying a region using the location form, if the selected state is MD.
	Map
	MapAndGISUses.SelectRegion
	UNCHANGED

	SR1.1.8.1.1.3.1.1
	The system shall include the following regions in the list, if the selected state is MD:  Statewide, Baltimore Region, Washington Region, Western Maryland, Eastern Shore, Northern Maryland, and Southern Maryland.
	Map
	MapAndGISUses.SelectRegion
	UNCHANGED

	SR1.1.8.1.1.3.2
	The system shall allow the user to enter the region name as freeform text, if the selected state is not MD.
	Map
	MapAndGISUses.SelectRegion
	UNCHANGED

	SR1.1.8.1.1.4
	The system shall not allow both a region and a county to be specified at the same time.
	Map
	MapAndGISUses.SelectRegion
	UNCHANGED

	SR1.1.8.1.1.5
	The system shall allow the user to specify the type of route on which an object is located, such as interstate or state route.
	Map
	MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.6
	The system shall allow the user to specify the route on which the object is located.
	Map
	MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.6.1
	The system shall provide a list of known routes from a GIS database for user selection if the user has selected a state, county, and route type, if known routes exist for the selections made.
	Map
	MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.6.1.1
	The system shall require the user to select a route from the list of known routes, or select no route, if the selected state is MD and the list of known routes is available for the current selections.
	Map
	MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.6.1.2
	The system shall allow the user to enter the route description as free form text, if the selected state is MD but the list of known routes could not be obtained from the GIS database.
	Map
	MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.6.1.3
	The system shall allow the user to specify whether to display the route number or the local road name when displaying the known route that came from the GIS database.
	Map
	MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.6.2
	The system shall allow the user to specify the route description using free form text if the selected state is not MD.
	Map
	MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.6.3
	The system shall allow the user to select the direction(s) of the route describing the side(s) of the roadway on which the object is located.  (Some objects, such as traffic events, may be located on both sides of the roadway).
	Map
	MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.6.3.1
	The available directions shall include: None, North, South, East, West, Inner Loop, Outer Loop, South/North, East/West and Inner Loop/Outer Loop.
	Map
	MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.7
	The system shall allow the user to specify that the object's location is relative to a single feature on the route.
	Map
	MapAndGISUses.SelectIntersectingFeature
	UNCHANGED

	SR1.1.8.1.1.7.1
	The system shall allow the user to specify a feature on the route relative to which the object is located, as described in the Specify Feature On Route requirements.
	Map
	MapAndGISUses.SelectIntersectingFeature
	UNCHANGED

	SR1.1.8.1.1.7.1.1
	The system shall automatically populate the geographic location of the object if a single intersection with another route is specified and the geographic location of the intersection is available from the GIS database.
	Map
	MapAndGISUses.SelectIntersectingRoute
	chartlite.data.location-data.GUILocationDataClasses CD FlexLocationClasses CD SpecifyLocationReqHdlr:getIntersectingFeaturesOfTypeXML SD

	SR1.1.8.1.1.7.1.2
	The system shall automatically populate the geographic location of the object if a single exit is specified and the geographic location of the exit is available from the GIS database.
	Map
	MapAndGISUses.SelectIntersectingExit
	chartlite.data.location-data.GUILocationDataClasses CD FlexLocationClasses CD SpecifyLocationReqHdlr:getIntersectingFeaturesOfTypeXML SD

	SR1.1.8.1.1.7.1.3
	The system shall automatically populate the geographic location of the object if a single milepost is specified and the geographic location of the milepost is available from the GIS database.
	Map
	MapAndGISUses.SelectIntersectingMilepost
	chartlite.data.location-data.GUILocationDataClasses CD SpecifyLocationReqHdlr:getIntersectingFeaturesOfTypeXML SD FlexLocationClasses CD  (Note - the intersecting route and exit feature types have reqs to display lists to the user, so the diagrams for getting those features are mapped to the corresponding "list" reqs.  But since mileposts are not displayed in a list, the diagrams for getting the mileposts are mapped here):  SpecifyLocation:routeSelectionChanged SpecifyLocation:intersectingFeatureTypeChanged SpecifyLocation:updateMileposts SpecifyLocation:sendGetIntersectingFeaturesOfTypeXMLRequest SpecifyLocation:handleGetIntersectingFeaturesOfTypeXMLResult

	SR1.1.8.1.1.7.1.3.1
	The system shall use interpolation to find the approximate coordinates for a milepost that is between two mileposts with known coordinates that are within some threshold distance of each other, if the milepost does not match a known milepost from the GIS database.  (This location will likely be off the road to some extent, but the user can manually adjust the coordinates, as described in one of the requirements under Specify Object Location Using Map and Form).
	Map
	MapAndGISUses.SelectIntersectingMilepost
	chartlite.data.location-data.GUILocationDataClasses CD SpecifyLocationReqHdlr:getIntersectingFeaturesOfTypeXML SD FlexLocationClasses CD  (Note - the intersecting route and exit feature types have reqs to display lists to the user, so the diagrams for getting those features are mapped to the corresponding "list" reqs.  But since mileposts are not displayed in a list, the diagrams for getting the mileposts are mapped here):  SpecifyLocation:routeSelectionChanged SpecifyLocation:intersectingFeatureTypeChanged SpecifyLocation:updateMileposts SpecifyLocation:sendGetIntersectingFeaturesOfTypeXMLRequest SpecifyLocation:handleGetIntersectingFeaturesOfTypeXMLResult

	SR1.1.8.1.1.7.2
	The system shall allow the user to specify the object's proximity to the specified feature on the route.
	Map
	MapAndGISUses.SelectIntersectingFeature
	UNCHANGED

	SR1.1.8.1.1.7.2.1
	The proximity values for describing the object's position relative to a single feature on the route shall include: AT, PAST, PRIOR TO, WEST OF, NORTH OF, EAST OF, and SOUTH OF.
	Map
	MapAndGISUses.SelectIntersectingFeature
	UNCHANGED

	SR1.1.8.1.1.7.2.2
	The system shall use a proximity value of ‘AT' if the user does not specify a value.
	Map
	MapAndGISUses.SelectIntersectingFeature
	UNCHANGED

	SR1.1.8.1.1.9
	Specify Feature On Route
	Map
	N/A
	 

	SR1.1.8.1.1.9.1
	The system shall allow a user to specify a state milepost number as a feature on a route.
	Map
	MapAndGISUses.SelectIntersectingMilepost
	UNCHANGED

	SR1.1.8.1.1.9.1.1
	The system shall allow the user to specify a state milepost value using a freeform numerical value.
	Map
	MapAndGISUses.SelectIntersectingFeature
	UNCHANGED

	SR1.1.8.1.1.9.2
	The system shall allow a user to specify a county milepost number as a feature on a route.
	Map
	MapAndGISUses.SelectIntersectingFeature
	UNCHANGED

	SR1.1.8.1.1.9.2.1
	The system shall allow the user to specify a county milepost value using a freeform numerical value.
	Map
	MapAndGISUses.SelectIntersectingFeature
	UNCHANGED

	SR1.1.8.1.1.9.3
	The system shall allow the user to specify an intersection with another route as a feature on a route.
	Map
	MapAndGISUses.SelectIntersectingRoute
	UNCHANGED

	SR1.1.8.1.1.9.3.1
	The system shall provide a list of known intersecting routes from a GIS database for user selection if the user has selected a state, county, route type, and main route, if intersecting routes exist in the GIS database for the selections made.
	Map
	MapAndGISUses.SelectIntersectingRoute
	GISModuleClasses CD  GISLocationRequestHandler:processGetIntersectingFeaturesOfType SD SpecifyLocationReqHdlr:getIntersectingFeaturesOfTypeXML SD  SpecifyLocation:routeSelectionChanged SpecifyLocation:intersectingFeatureTypeChanged SpecifyLocation:updateIntersectingRouteList SpecifyLocation:sendGetIntersectingFeaturesOfTypeXMLRequest SpecifyLocation:handleGetIntersectingFeaturesOfTypeXMLResult

	SR1.1.8.1.1.9.3.1.1
	The system shall allow the user to select an intersecting route, if the selected state is MD and the list of intersecting routes is available from the GIS database for the current selections.
	Map
	MapAndGISUses.SelectIntersectingRoute
	UNCHANGED

	SR1.1.8.1.1.9.3.1.2
	The system shall allow the user to specify whether to display the route number or the local road name when displaying the known intersecting route that came from the GIS database.
	Map
	MapAndGISUses.SelectIntersectingRoute
	UNCHANGED

	SR1.1.8.1.1.9.3.2
	The system shall allow the user to specify the intersecting route description using free form text if the text does not match the route number (or name, if displaying known routes by name) of a known intersecting route retrieved from the GIS database.
	Map
	MapAndGISUses.SelectIntersectingRoute
	UNCHANGED

	SR1.1.8.1.1.9.4
	The system shall allow the user to specify an exit number as a feature on the route.
	Map
	MapAndGISUses.SelectIntersectingExit
	Screenshot: SpecifyLocationFormWithExitList.png  chartlite.data.location-data.GUILocationDataClasses CD WebRoadwayLocationLookup:LookupIntersectingFeatures SD

	SR1.1.8.1.1.9.4.1
	The system shall provide a list of known exit numbers from a GIS database for user selection if the user has selected a state, county, route type, and main route, if exit numbers exist in the GIS database for the selections made.
	Map
	MapAndGISUses.SelectIntersectingExit
	chartlite.data.location-data.GUILocationDataClasses CD SpecifyLocationReqHdlr:getIntersectingFeaturesOfTypeXML SD WebRoadwayLocationLookup:LookupIntersectingFeatures SD  GISModuleClasses CD  GISLocationRequestHandler:processGetIntersectingFeaturesOfType SD  SpecifyLocation:routeSelectionChanged SpecifyLocation:intersectingFeatureTypeChanged SpecifyLocation:updateExits SpecifyLocation:sendGetIntersectingFeaturesOfTypeXMLRequest SpecifyLocation:handleGetIntersectingFeaturesOfTypeXMLResult  Screenshot: SpecifyLocationFormWithExitList.png

	SR1.1.8.1.1.9.4.2
	The system shall allow the user to enter an exit number as free form text.
	Map
	MapAndGISUses.SelectIntersectingExit
	Screenshot: SpecifyLocationFormWithExitFreeform.png

	SR1.1.8.1.1.9.5
	The system shall allow a user to specify a ramp as an intersecting feature along the route.
	Map
	MapAndGISUses.SelectIntersectingRoute
	Screenshot: SpecifyLocationFormWithRamp.png

	SR1.1.8.1.1.9.5.1
	The system shall provide a list of known ramps from a GIS database for user selection if the user has selected a state, county, route type, and main route, if ramps exist in the GIS database for the selections made.
	Map
	MapAndGISUses.SelectIntersectingRoute
	GISModuleClasses CD  GISLocationRequestHandler:processGetIntersectingFeaturesOfType SD  GUIFlexComponentsClasses CD  SpecifyLocation:routeSelectionChanged SpecifyLocation:intersectingFeatureTypeChanged SpecifyLocation:updateIntersectingRouteList SpecifyLocation:sendGetIntersectingFeaturesOfTypeXMLRequest SpecifyLocation:handleGetIntersectingFeaturesOfTypeXMLResult  Screenshot: SpecifyLocationFormWithRamp.png

	SR1.1.8.1.1.10
	The system shall allow the user to specify a textual location description.
	Map
	MapAndGISUses.SpecifyObjectLocation
	UNCHANGED

	SR1.1.8.1.1.10.1
	The system shall generate the object location description based on the values specified in the location fields, unless the location description has been overridden by the user.
	Map
	MapAndGISUses.SpecifyObjectLocation
	UNCHANGED

	SR1.1.8.1.1.10.1.1
	If no location information is specified, the textual location shall indicate the location is unknown.
	Map
	MapAndGISUses.SpecifyObjectLocation
	UNCHANGED

	SR1.1.8.1.1.10.1.2
	If a main route is specified, the textual location shall be the main route, with further identifying information as available.
	Map
	MapAndGISUses.SpecifyObjectLocation
	UNCHANGED

	SR1.1.8.1.1.10.1.2.1
	The textual description shall include the route number or name, as specified by the "show name" option for the main route, if it is a known route from the GIS database.
	Map
	MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.10.1.2.2
	The textual description shall include the route description, if the main route was entered as free form text.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.10.1.2.3
	The textual description based on the main route shall include direction if the user has specified a direction.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectPrimaryRoute
	UNCHANGED

	SR1.1.8.1.1.10.1.2.4
	If the object location is relative to a feature (or features) on the route, the textual description shall include the object's location relative to the feature(s).
	Map
	 
	 

	SR1.1.8.1.1.10.1.2.4.1
	The textual description shall include the proximity of the object to the specified feature(s).
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectIntersectingFeature
	UNCHANGED

	SR1.1.8.1.1.10.1.2.4.2
	The textual description shall include a description of the specified feature(s) on the route.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectIntersectingFeature
	UNCHANGED

	SR1.1.8.1.1.10.1.2.4.2.1
	If a feature on the route is an intersecting route, the feature description shall consist of the route number or name, as specified by the show name option for the intersecting route, if it is a known intersecting route from the GIS database.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectIntersectingRoute
	UNCHANGED

	SR1.1.8.1.1.10.1.2.4.2.2
	If a feature on the route is an intersecting route, the feature description shall consist of the route description, if the intersecting route was entered as free form text.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectIntersectingRoute
	UNCHANGED

	SR1.1.8.1.1.10.1.2.4.2.3
	If a feature on the route is an exit, the feature description shall consist of the exit number (and suffix, if applicable) followed by the name of the road to which the exit leads if a name is available from the GIS Service.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectIntersectingExit
	Screenshot: SpecifyLocationFormWithExitList.png chartlite.data.location-data.GUILocationDataClasses CD

	SR1.1.8.1.1.10.1.3
	If the object location was specified using a location alias, the system shall append the public name of the alias in parenthesis to the textual description of the location, if the public alias name is not the empty string.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectAliasLocation
	UNCHANGED

	SR1.1.8.1.1.10.1.4
	If a main route is not specified, the textual description shall include the county if the user has specified a county.
	Map
	MapAndGISUses.SpecifyObjectLocation
	UNCHANGED

	SR1.1.8.1.1.10.1.5
	If a main route is not specified, the textual description shall include the region if the user has specified a region.
	Map
	MapAndGISUses.SpecifyObjectLocation
	UNCHANGED

	SR1.1.8.1.1.10.1.6
	If a main route is not specified, the textual description shall include the state if the user has specified a state.
	Map
	MapAndGISUses.SpecifyObjectLocation
	UNCHANGED

	SR1.1.8.1.1.10.2
	The system shall allow the user to override the generated object location description and specify free form text as the location description.
	Map
	MapAndGISUses.SpecifyObjectLocation
	UNCHANGED

	SR1.1.8.1.1.10.2.1
	The system shall prompt for confirmation before allowing the user to override the location description, warning the user that overriding the location description is discouraged.
	Map
	MapAndGISUses.SpecifyObjectLocation
	UNCHANGED

	SR1.1.8.1.1.10.2.2
	The system shall warn the user again before allowing the overridden location description to be used.
	Map
	MapAndGISUses.SpecifyObjectLocation
	UNCHANGED

	SR1.1.8.1.1.10.3
	The system shall require the location description to be specified and contain at least one non-blank character.
	Map
	MapAndGISUses.SpecifyObjectLocation
	UNCHANGED

	SR1.1.8.1.1.11
	The system shall allow the user to pre-populate the location fields by selecting a named location known as a "location alias". (See the Manage Location Aliases requirements).
	Map
	MapAndGISUses.SelectAliasLocation
	GUIAliasServletClasses CD GISModuleClasses CD  DiscoverLocationAliasesCommand:execute SD  UNCHANGED (Flex)

	SR1.1.8.1.2
	Specify Object Location Using Map and Form
	Map
	 
	 

	SR1.1.8.1.2.2
	The system shall allow the user to specify an object's geographic location by clicking on the map in an appropriate way.
	Map
	MapAndGISUses.SelectTargetLocationOnMap
	SpecifyLocationMap:specifyLonLatViaMapClick SpcifyLocationReqHdlr:getLocationInfoXML SD

	SR1.1.8.1.2.2.1
	The system shall use the specified geographic location to perform a GIS query to obtain other location information for the object, if the user has chosen to initiate a new location from the map (and is not just adjusting the coordinates for an existing location).
	Map
	MapAndGISUses.SelectTargetLocationOnMap MapAndGISUses.SelectState MapAndGISUses.SelectCounty
	SpecifyLocationMap:specifyLonLatViaMapClick SpecifyLocation:setUserSpecifiedLonLatStr SpecifyLocation:handleGetLocationInfoXMLResult SpcifyLocationReqHdlr:getLocationInfoXML SD 

	SR1.1.8.1.2.2.1.1
	The system shall look up the U.S. state containing the specified geographic location for the object, if the location is within a state of interest which has a boundary defined in the GIS database.
	Map
	MapAndGISUses.SelectTargetLocationOnMap MapAndGISUses.SelectState
	SpecifyLocationReqHdlr:getLocationInfoXML SD

	SR1.1.8.1.2.2.1.1.1
	The system shall update the State field in the associated object location form, if the state returned from the GIS query is different than the current selection.
	Map
	MapAndGISUses.SelectTargetLocationOnMap MapAndGISUses.SelectState
	SpecifyLocation:handleGetLocationInfoXMLResult

	SR1.1.8.1.2.2.1.2
	The system shall look up the county within a U.S. state containing the specified geographic location for the object, if the location is within a county of interest which has a boundary defined in the GIS database.
	Map
	MapAndGISUses.SelectTargetLocationOnMap MapAndGISUses.SelectCounty
	SpcifyLocationReqHdlr:getLocationInfoXML SD

	SR1.1.8.1.2.2.1.2.1
	The system shall update the County field in the associated object location form, if the county or state returned from the GIS query are different than the current selections.
	Map
	MapAndGISUses.SelectTargetLocationOnMap MapAndGISUses.SelectCounty
	SpecifyLocation:handleGetLocationInfoXMLResult

	SR1.1.8.1.2.2.2
	The system shall use the specified geographic location when the object's location information is saved.
	Map
	MapAndGISUses.SpecifyObjectLocation
	SpecifyLocation:setUserSpecifiedLonLatStr

	SR1.1.8.1.2.2.3
	The system shall allow the user to adjust the coordinates of a previously specified location without modifying the data in the other location fields in the form.
	Map
	MapAndGISUses.SelectTargetLocationOnMap
	SpecifyLocationMap:specifyLonLatViaMapClick SpecifyLocation:setUserSpecifiedLonLatStr

	SR1.1.8.1.2.2.4
	The system shall ask the user whether the coordinates specified via map click are for an adjustment of an existing location, or are for a new location, if the new coordinates are more than a configurable threshold distance from the previous coordinates.
	Map
	MapAndGISUses.SelectTargetLocationOnMap
	SpecifyLocationMap:specifyLonLatViaMapClick SpecifyLocation:setUserSpecifiedLonLatStr  Screenshot: ResetLocationFieldsDialog.png

	SR1.1.8.1.2.3
	The system shall pan and/or zoom the map used for specifying an object's location when the user makes selections on the associated location form.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectState MapAndGISUses.SelectCounty MapAndGISUses.SelectIntersectingFeature
	SpecifyLocation[Map]:jsUpdateMapGeoLocInfo EditLocation:zoomMapOnCountyOrStateSelectionChanged

	SR1.1.8.1.2.3.1
	The system shall pan and/or zoom the map when the State selection is changed on the Object Location form to show the selected state, if the extents of the state are known.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectState 
	EditLocation:zoomMapOnCountyOrStateSelectionChanged

	SR1.1.8.1.2.3.2
	The system shall pan and/or zoom the map when the County selection is changed on the Object Location form to show the selected county, if the extents of the county are known.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectCounty
	EditLocation:zoomMapOnCountyOrStateSelectionChanged

	SR1.1.8.1.2.3.4
	The system shall pan and/or zoom the map when the Intersecting Feature selection is changed on the Object Location form to include an area around the intersecting feature, if the location of the intersecting feature is known.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.SelectIntersectingFeature
	EditLocation:latitudeChanged SpecifyLocation[Map]:jsUpdateMapGeoLocInfo

	SR1.1.8.1.2.3.4.3
	The system shall ask the user whether to replace the previous coordinates, if the previous coordinates were specified by the user and the new location is more than a configurable threshold distance from the old location.
	Map
	MapAndGISUses.SelectTargetLocationOnMap
	Screenshot: OverwriteUserCoordinates.png

	SR1.1.8.1.2.4
	The system shall display a map that can be used when specifying an object's location.
	Map
	MapAndGISUses.SelectTargetLocationOnMap
	MapViewSpecificClasses CD

	SR1.1.8.1.2.5
	The system shall allow the user to zoom in or out when using the map to specify an object location.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.NavigateMap MapAndGISUses.SelectTargetLocationOnMap
	MapViewSpecificClasses CD

	SR1.1.8.1.2.6
	The system shall allow the user to pan the map when using a map to specify an object's location.
	Map
	MapAndGISUses.SpecifyObjectLocation MapAndGISUses.NavigateMap MapAndGISUses.SelectTargetLocationOnMap
	MapViewSpecificClasses CD

	SR1.1.8.1.2.7
	The system shall display a marker at the coordinates to indicate the currently specified location.  The location of this marker will be updated as necessary to reflect changes in the specified location.
	Map
	MapAndGISUses.SelectTargetLocationOnMap
	EditLocation:latitudeChanged SpecifyLocation[Map]:jsUpdateMapGeoLocInfo MapViewSpecificClasses CD 

	SR1.1.8.2.1.1
	The system shall allow the user to specify the internal name for a location alias.
	Map
	MapAndGISUses.AddAlias, MapAndGISUses.EditAlias
	GUIAliasServletClasses CD GISModuleClasses CD  AliasReqHdlr:processAddAlias SD  GISLocationRequestHandler:processCreateLocationAliasRequest SD Screenshot: AddAlias.png

	SR1.1.8.2.1.2
	The system shall allow the user to specify the public name for a location alias.
	Map
	MapAndGISUses.AddAlias, MapAndGISUses.EditAlias
	GUIAliasServletClasses CD GISModuleClasses CD  AliasReqHdlr:processAddAlias SD  GISLocationRequestHandler:processCreateLocationAliasRequest SD Screenshot: AddAlias.png

	SR1.1.8.2.1.4
	The system shall allow the user to specify the location of the alias as defined by the Specify Object Location requirements.
	Map
	MapAndGISUses.AddAlias, MapAndGISUses.EditAlias
	GUIAliasServletClasses CD GISModuleClasses CD  AliasReqHdlr:processAddAlias SD  GISLocationRequestHandler:processCreateLocationAliasRequest SD Screenshot: AddAlias.png

	SR1.1.8.2.2.1
	The system shall allow a suitably privileged user to add a location alias to the system.
	Map
	MapAndGISUses.AddAlias
	GUIAliasServletClasses CD GISModuleClasses CD  AliasReqHdlr:getAddAliasForm SD AliasReqHdlr:processAddAlias SD  GISLocationRequestHandler:processCreateLocationAliasRequest SD Screenshot: AddAlias.png

	SR1.1.8.2.2.2
	The system shall allow the user to specify data for the new location alias, as defined in the Specify Location Alias Properties requirements.
	Map
	MapAndGISUses.AddAlias
	GUIAliasServletClasses CD GISModuleClasses CD Screenshot: AddAlias.png

	SR1.1.8.2.3.1
	The system shall allow a suitably privileged user to edit the information for an existing location alias.
	Map
	MapAndGISUses.EditAlias
	GUIAliasServletClasses CD GISModuleClasses CD  Screenshot: EditAliasNames.png Screenshot: EditAliasLocation.png

	SR1.1.8.2.3.2
	The system shall allow the user to specify data for the location alias, as defined in the Specify Location Alias Properties requirements.
	Map
	MapAndGISUses.EditAlias
	GUIAliasServletClasses CD GISModuleClasses CD  Screenshot: EditAliasNames.png Screenshot: EditAliasLocation.png

	SR1.1.8.2.4.1
	The system shall allow a suitably privileged user to remove a location alias from the system.
	Map
	MapAndGISUses.RemoveAlias
	GUIAliasServletClasses CD GISModuleClasses CD  Screenshot: AliasDetails.png Screenshot: DeleteAliasConfirmation.png

	SR1.1.8.2.4.2
	The system shall prompt the user for confirmation before removing the location alias.
	Map
	MapAndGISUses.RemoveAlias
	GUIAliasServletClasses CD  Screenshot: DeleteAliasConfirmation.png

	SR1.1.8.2.4.3
	Removing a location alias shall not impact the location information for traffic events and/or devices that had previously had their location set using the alias that is being removed.
	Map
	 MapAndGISUses.Remove Alias
	 

	SR1.1.8.2.5.1
	The system shall allow a suitably privileged user to view the list of location aliases in the system.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD GISModuleClasses CD  AliasReqHdlr:processViewAliasList SD  GISLocationAliasRequestHandler:processGetAliasesRequest SD  Screenshot: AliasList.png

	SR1.1.8.2.5.2
	The system shall allow the user to view detailed data for each location alias in the list.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.2.1
	The detailed data displayed for a location alias shall include the Internal Name.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.2.2
	The detailed data displayed for a location alias shall include the Public Name.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.2.4
	The detailed data displayed for a location alias shall include the Location Description.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.2.5
	The detailed data displayed for a location alias shall include the County.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.2.6
	The detailed data displayed for a location alias shall include the Route.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.2.7
	The detailed data displayed for a location alias shall include the Direction.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.3
	The system shall allow the user to sort the list of aliases.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.3.1
	The system shall allow the user to sort the list of location aliases by Internal Name.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.3.2
	The system shall allow the user to sort the list of location aliases by Public Name.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.3.3
	The system shall allow the user to sort the list of location aliases by Location Description.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.3.4
	The system shall allow the user to sort the list of location aliases by County.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.3.5
	The system shall allow the user to sort the list of location aliases by Route.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.4
	The system shall allow the user to filter the list of aliases.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.4.2
	The system shall allow the user to filter the list of aliases by County.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.4.3
	The system shall allow the user to filter the list of aliases by Route.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.4.4
	The system shall allow the user to filter the list of aliases by Direction.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasList.png

	SR1.1.8.2.5.5
	The system shall allow the user to choose the columns to display in the alias list.
	Map
	MapAndGISUses.ViewAliasList
	GUIAliasServletClasses CD  Screenshot: AliasListSelectColumns.png

	SR1.4.2.12.2.1
	The system shall allow the user to view a map on the Home Page.
	Map
	MapAndGISUses.ViewHomePageMap
	MapViewSpecificClasses CD Screenshot: HomePageMap1.png

	SR1.4.2.12.2.2
	The system shall allow the user to invoke a Center Events Only filter on the home page map to view only the open traffic events with geographic locations for which the user's operations center is responsible.
	Map
	MapAndGISUses.ViewCentersEventsOnMap
	MapViewSpecificClasses CD  HomePageMap : showEvents HomePageMap : handleMapDataJSON  Screenshot: HomePageMap1.png

	SR1.4.2.12.2.2.3
	The system shall display a "filtered" text when the Center Events Only filter is active.
	Map
	MapAndGISUses.ViewCentersEventsOnMap
	Screenshot: HomePageMap1.png

	SR1.4.2.12.2.2.4
	The system shall zoom the home page map when the Center Events Only filter is invoked to an extent that includes all open traffic events with geographic locations that are controlled by the user's operations center.
	Map
	MapAndGISUses.ViewCentersEventsOnMap
	MapViewSpecificClasses CD  HomePageMap : showEvents HomePageMap : handleMapDataJSON

	SR1.4.2.12.2.2.5
	The system shall make the traffic event layers on the home page map visible when the Center Events Only filter is invoked, if they are not already visible.
	Map
	MapAndGISUses.ViewCentersEventsOnMap
	HomePageMap : showEvents

	SR1.4.2.12.2.4
	The system shall allow the user to invoke an All Events filter on the home page map to view all open traffic events in the system with geographic locations.
	Map
	MapAndGISUses.ViewOpenEventsOnMap
	MapViewSpecificClasses CD  HomePageMap : showEvents HomePageMap : handleMapDataJSON  Screenshot: HomePageMap1.png

	SR1.4.2.12.2.4.2
	The system shall zoom the home page map when the All Events filter is invoked to an extent that includes all open traffic events with geographic locations in the system.
	Map
	MapAndGISUses.ViewOpenEventsOnMap
	MapViewSpecificClasses CD  HomePageMap : showEvents HomePageMap : handleMapDataJSON

	SR1.4.2.12.2.4.3
	The system shall make the traffic event layers on the home page map visible when the All Events filter is invoked, if they are not already visible.
	Map
	MapAndGISUses.ViewOpenEventsOnMap
	HomePageMap : showEvents

	SR1.4.2.12.2.5
	The system shall allow the user to view any layer(s) containing devices in the home page map view, including device types specified in the View Devices On Map requirements.
	Map
	MapAndGISUses.SelectMapLayers MapAndGISUses.UseDevicesFromMap
	Screenshot: MilepostsExitsAndLayers.png (All except HAR and SHAZAM layers, which were not prototyped)

	SR1.4.2.12.2.5.1
	The system shall initially show the home page map with the device layers turned off (not visible).
	Map
	MapAndGISUses.ViewHomePageMap
	 

	SR1.4.2.12.2.6
	The system shall allow the user to choose the map layers to be displayed on the home page map from a list of applicable layers.
	Map
	MapAndGISUses.SelectMapLayers
	Screenshot: MilepostsExitsAndLayers.png (All except HAR and SHAZAM layers, which were not prototyped)

	SR1.4.2.12.2.7
	The system shall allow the user to zoom in and out on the home page map.
	Map
	MapAndGISUses.NavigateMap
	Screenshot: HomePageMap1.png

	SR1.4.2.12.2.8
	The system shall allow the user to pan the home page map.
	Map
	MapAndGISUses.NavigateMap
	Screenshot: HomePageMap1.png

	SR1.4.2.12.2.10
	The system shall initially show (on the home page map) only the open traffic events with geographic locations for which the user's operations center is responsible.
	Map
	MapAndGISUses.ViewHomePageMap MapAndGISUses.ViewCentersEventsOnMap
	MapReqHdlr:getHomePagerMapDataJSON SD

	SR1.4.2.12.2.10.1
	The system shall initially show the map zoomed to an extent that includes all of the traffic events controlled by the user's operations center.
	Map
	MapAndGISUses.ViewHomePageMap MapAndGISUses.ViewCentersEventsOnMap
	MapReqHdlr:getHomePagerMapDataJSON SD

	SR1.4.2.12.2.13
	The system shall use marker icons and popups anchored to the marker icons to convey CHART data visually on the home page map.
	Map
	MapAndGISUses.NavigateMap
	Screenshot: HomePageMap1.png

	SR1.4.2.12.2.13.1
	The system shall allow the user to close all open popups (overlays) on the home page map with one action.
	Map
	MapAndGISUses.NavigateMap
	Screenshot: HomePageMap1.png

	SR1.4.2.12.2.13.2
	The system shall allow the user to trigger an immediate refresh of the object data in the home page map
	Map
	MapAndGISUses.NavigateMap
	Screenshot: HomePageMap1.png MapReqHdlr:getHomePagerMapDataJSON SD

	SR1.4.2.12.4
	The system shall display an indication to the user on the Home Page when alerts matching the currently selected filter in the Alerts View are in the New state.
	Map
	MapAndGISUses.ViewHomePage
	HomePageReqHdlr:getHomePageJSON SD Screenshot: HomePageMapAlerts.png

	SR1.4.2.12.4.1
	The system shall allow the user to display a summary of the most recently created alerts matching the currently selected filter in the Alerts View that are in the New state, while viewing any view in the home page.
	Map
	MapAndGISUses.ViewHomePage
	Screenshot: HomePageMapAlerts.png HomePageReqHdlr:getHomePageJSON SD

	SR1.4.2.12.4.1.1
	The alert summary shall include the alert type, description, and creation time for each alert.
	Map
	MapAndGISUses.ViewHomePage
	Screenshot: HomePageMapAlerts.png HomePageReqHdlr:getHomePageJSON SD

	SR1.4.2.12.4.2
	The system shall display the number of alerts matching the currently selected filter in the Alerts View that are in the New state.
	Map
	MapAndGISUses.ViewHomePage
	Screenshot: HomePageMapAlerts.png HomePageReqHdlr:getHomePageJSON SD

	SR1.4.9.1.1
	The system shall be capable of displaying CHART application objects over an ESRI base map.
	Map
	MapAndGISUses.SelectMapLayers
	Screenshot: HomePageMap1.png Screenshot: MilepostsExitsAndLayers.png

	SR1.4.9.1.1.1
	The system shall be capable of displaying CHART application objects over a CHART base map.
	Map
	MapAndGISUses.SelectMapLayers
	Screenshot: HomePageMap1.png Screenshot: MilepostsExitsAndLayers.png

	SR1.4.9.1.1.1.1
	The system shall allow the user to view milepost information on a separate layer over the CHART base map.
	Map
	MapAndGISUses.SelectMapLayers
	Screenshot: MilepostsExitsAndLayers.png

	SR1.4.9.1.1.1.2
	The system shall allow the user to view exit numbers on a separate layer over the CHART base map.
	Map
	MapAndGISUses.SelectMapLayers
	Screenshot: MilepostsExitsAndLayers.png

	SR1.4.9.2
	The system shall allow the user to choose the intended object, if clicking on objects that are overlapping in the map.
	Map
	MapAndGISUses.UseDevicesAndTrafficEventsFromMap
	Screenshot: ChooseFeature.png

	SR1.4.9.3
	The system shall display object identification information for multiple objects when the mouse cursor hovers over multiple overlapping objects in the home page map.
	Map
	MapAndGISUses.UseDevicesAndTrafficEventsFromMap
	Screenshot: MultipleObjectTooltips.png

	SR1.5.2.1.8.17
	The system shall allow a suitably privileged user to specify the frequency data for a HAR
	Map
	( No use case, requirement added after design completed)
	 

	SR1.5.2.1.8.17.1
	The system shall support a minimum HAR frequency of 530 and a maximum HAR frequency of 1710 inclusive.
	Map
	 ( No use case, requirement added after design completed)
	 

	SR1.5.2.1.8.17.1.1
	The system shall reject any HAR frequency value that is not evenly divisibly by 10 (530, 540, ... 1710)
	Map
	 ( No use case, requirement added after design completed)
	 

	SR1.5.2.1.8.17.2
	The system shall support an optional call sign of up to 16 (sixteen) characters for the HAR frequency (example: "WPCT 627", "WPEW-742")
	Map
	 ( No use case, requirement added after design completed)
	 

	SR1.5.2.1.18.8.11
	The system shall allow the user to specify multiple (one or more) video sending devices for use by a single video source.
	Video
	Configure Cameras Add Camera Update Camera Copy Camera Configure Multiple Video Sending Devices Configure Switches Configure Encoders
	CameraControlModule CameraControlModule:AddCamera CameraControlModule:SetCameraConfiguration GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig SelectMonitorListSupporter:setRoutingInfo VideoSourceConfigReqHdlr:populateFormData

	SR1.5.2.1.18.8.11.1
	The system shall allow the user to specify at least five video sending devices for use by a single video source.
	Video
	Configure Cameras Add Camera Update Camera Copy Camera Configure Multiple Video Sending Devices Configure Switches Configure Encoders
	CameraControlModule CameraControlModule:AddCamera CameraControlModule:SetCameraConfiguration GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig SelectMonitorListSupporter:setRoutingInfo VideoSourceConfigReqHdlr:populateFormData

	SR1.5.2.1.18.8.11.2
	The system shall require that at least one sending device (encoder or switch port connection) is specified for use by each video source.
	Video
	Configure Cameras Add Camera Update Camera Copy Camera Configure Multiple Video Sending Devices Configure Switches Configure Encoders
	CameraControlModule CameraControlModule:AddCamera CameraControlModule:SetCameraConfiguration

	SR1.5.2.1.18.8.12
	The system shall allow the user to specify a flash video stream control for the video source.  (This is the system which manages the "red button", also known as the flash "kill switch".)
	Video
	Configure Cameras Add Camera Update Camera Copy Camera Configure Multiple Video Sending Devices Configure Flash Video Streaming
	CameraControlModule CameraControlModule:AddCamera CameraControlModule:SetCameraConfiguration GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig SelectMonitorListSupporter:setRoutingInfo VideoSourceConfigReqHdlr:populateFormData SystemProfileReqHdlr:getStreamingFlashServerConfigurationsForm SystemProfileReqHdlr:setStreamingFlashServerConfigurationsForm systemProfile_classes

	SR1.5.2.1.18.8.12.1
	The system shall allow the user to specify the Name, IP address, or URL of the flash video stream server when configuring a flash video stream control.
	Video
	Configure Cameras Add Camera Update Camera Copy Camera Configure Multiple Video Sending Devices Configure Flash Video Streaming
	CameraControlModule CameraControlModule:AddCamera CameraControlModule:SetCameraConfiguration GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData systemProfile_classes SystemProfileReqHdlr:getStreamingFlashServerConfigurationsForm SystemProfileReqHdlr:setStreamingFlashServerConfigurationsForm

	SR1.5.2.1.18.8.12.2
	The system shall allow the user to specify the port of the flash video stream server when configuring a flash video stream control.
	Video
	Configure Cameras Add Camera Update Camera Copy Camera Configure Multiple Video Sending Devices Configure Flash Video Streaming
	CameraControlModule CameraControlModule:AddCamera CameraControlModule:SetCameraConfiguration GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData systemProfile_classes SystemProfileReqHdlr:getStreamingFlashServerConfigurationsForm SystemProfileReqHdlr:setStreamingFlashServerConfigurationsForm

	SR1.5.2.1.18.8.12.3
	The system shall allow the user to specify the password of the flash video stream server when configuring a flash video stream control.  (The password will be used to validate CHART's request to the flash video stream server to enable or disable flash video streaming.)
	Video
	onfigure Cameras Add Camera Update Camera Copy Camera Configure Multiple Video Sending Devices Configure Flash Streaming
	CameraControlModule CameraControlModule:AddCamera CameraControlModule:SetCameraConfiguration GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData systemProfile_classes SystemProfileReqHdlr:getStreamingFlashServerConfigurationsForm SystemProfileReqHdlr:setStreamingFlashServerConfigurationsForm

	SR1.5.2.1.18.8.12.4
	The system shall automatically consider any flash video stream control specified for a video source to be a public flash video stream control.  (This will cause CHART to disable/re-enable the flash video stream as the video source is blocked/unblocked to public.)
	Video
	onfigure Cameras Add Camera Update Camera Copy Camera Configure Multiple Video Sending Devices Configure Flash Streaming
	CameraControlModule CameraControlModule:AddCamera CameraControlModule:SetCameraConfiguration

	SR1.5.2.4.14
	The system shall allow the user to specify the location of the equipment, as defined in the Specify Object Location requirements.
	Map
	MapAndGISUses.SpecifyDeviceLocation
	Screenshot: EditLocationForNewDevice.png Screenshot: EditDeviceLocation.png

	SR1.5.3.1.1.12
	The system shall allow a user with the Manage DMS right for the DMS's owning organization to send a pre-configured test message to a DMS that is in Maintenance Mode.
	MaintGUI
	Display DMS Test Message
	displayDMSTestMessage SD

	SR1.5.3.1.1.12.1
	The pre-configured test message that is to be displayed on a DMS shall be globally configurable by a system administrator and shall include the message text, and desired beacon state.
	MaintGUI
	Display DMS Test Message
	displayDMSTestMessage SD

	SR1.5.3.1.1.12.5
	The system shall use automatic DMS formatting to format the pre-configured test message text for the DMS where it is being displayed.
	MaintGUI
	Display DMS Test Message
	displayDMSTestMessage SD

	SR1.5.3.1.2.11
	The system shall allow a user with the Maintain HAR right for the HAR's owning organization to send a pre-configured test message to a HAR that is in Maintenance Mode.
	MaintGUI
	Send HAR Test Message
	broadcastHARTestMessage SD

	SR1.5.3.1.2.11.1
	The pre-configured test message that is to be broadcast on a HAR shall be globally configurable by a system administrator and shall include the message text that the system is to convert to speech for broadcast on the HAR.
	MaintGUI
	Send HAR Test Message
	broadcastHARTestMessage SD

	SR1.5.6
	The system shall provide a device maintenance portal; a view of the system tailored to device maintenance personnel.
	MaintGUI
	Login
	ServletBaseClasses CD

	SR1.5.6.1
	The system shall limit access to the device maintenance portal to users who specifically choose to access CHART via the portal.
	MaintGUI
	Login
	processLogin SD

	SR1.5.6.1.1
	Users that do not specifically choose to access the device maintenance portal shall be provided access to the standard CHART GUI.
	MaintGUI
	Login
	processLogin SD

	SR1.5.6.2
	The system shall default the user’s choice for accessing the device maintenance portal to the choice made the last time the user accessed CHART on the same computer using the same operating system user account. (e.g., via a cookie)
	MaintGUI
	Login
	processLogin SD

	SR1.5.6.2.1
	The default selection shall be to log into the standard CHART GUI if the user has not previously logged into CHART (or if the user has cleared their browser cache).
	MaintGUI
	Login
	processLogin SD

	SR1.5.6.3
	The login credentials utilized to access the device maintenance portal shall be the same login credentials utilized to access the standard CHART GUI.
	MaintGUI
	Login
	processLogin SD

	SR1.5.6.3.1
	The roles assigned to the user via the standard CHART GUI shall be used within the device maintenance portal to determine the functionality the user may access within the device maintenance portal.
	MaintGUI
	Login
	processLogin SD

	SR1.5.6.4
	After login to the device maintenance portal, the system shall display the portal content within the browser window used to log into the system.
	MaintGUI
	Login
	 

	SR1.5.6.4.1
	The device maintenance portal shall not pop up a separate home page window after login.
	MaintGUI
	Login
	 

	SR1.5.6.4.2
	The device maintenance portal shall not pop up a separate working window after login.
	MaintGUI
	Login
	 

	SR1.5.6.4.3
	The device maintenance portal shall not ask the user to close the window they used to log into the system.
	MaintGUI
	Login
	 

	SR1.5.6.4.4
	Upon login, the device maintenance portal shall not strip the browser of its standard navigation controls that were present prior to login.
	MaintGUI
	Login
	 

	SR1.5.6.4.5
	The device maintenance portal shall not prevent the user from navigating to web pages / sites external to the portal.
	MaintGUI
	Login
	 

	SR1.5.6.4.6
	The device maintenance portal shall not attempt to prevent the user from closing their browser without logging out of the portal.
	MaintGUI
	Login
	 

	SR1.5.6.5
	The device maintenance portal shall identify all pages in a way that reminds users that they are logged into the portal rather than the standard CHART GUI.
	MaintGUI
	Login
	handleRequest SD

	SR1.5.6.6
	The device maintenance portal shall display the name and operations center of the user at all times while the user is logged in.
	MaintGUI
	Login
	 

	SR1.5.6.7
	After login to the device maintenance portal, the system shall show a home page tailored to device maintenance activities.
	MaintGUI
	Login
	processLogin SD

	SR1.5.6.7.1
	The device maintenance portal home page shall allow the user to search for a device.
	MaintGUI
	View Maintenance Home Page
	 

	SR1.5.6.7.1.1
	The search feature on the device maintenance portal home page shall search only DMSs, HARs, SHAZAMs, Detectors, and Cameras.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.2
	The search feature on the device maintenance portal home page shall search data fields of each device to determine if a device matches the search string.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.2.1
	The search fields for DMS devices shall include device name, location description, controlling op center name, and current message text.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.2.2
	The search fields for HAR devices shall include device name, location description, controlling op center name, and current message description.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.2.3
	The search fields for SHAZAM devices shall include device name, location description, and controlling op center name.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.2.4
	The search fields for Detector devices shall include device name and location description.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.2.5
	The search fields for Camera devices shall include device name, device description, location description, owning organization, controlling op center name, and regions.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.3
	The search feature on the device maintenance portal home page shall use a case insensitive search.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.4
	The results from the search feature on the device maintenance portal home page shall show the devices that matched the search, organized by device type, with limited supporting data as specified in the requirements below.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.4.1
	The device maintenance portal search results shall show an icon for each device that indicates its type and status.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.4.2
	The device maintenance portal search results shall show the name of each matching device.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.4.3
	The device maintenance portal search results shall show the location description for each matching device (if any).
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.1.4.4
	The device maintenance portal search results shall provide access to the details page for each device shown.
	MaintGUI
	Search for Device
	 

	SR1.5.6.7.2
	The device maintenance portal home page shall allow the user to view a list of devices.
	MaintGUI
	View Maintenance Home Page
	 

	SR1.5.6.7.2.1
	The device maintenance portal shall allow the following types of devices to be listed: DMSs, HARs, SHAZAMs, Detectors, Cameras.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.2
	The device maintenance portal shall allow device lists to be pre-filtered when they are requested to be displayed.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.2.1
	The system shall allow the user to pre-filter a device list using system folders.  (Only devices contained within system folders that are assigned to the user’s operations center are shown.)
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.2.2
	The system shall allow the lists of devices shown within the device maintenance portal to be pre-filtered based on device mode and status.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.2.3
	The system shall allow the list of cameras shown within the device maintenance portal to be pre-filtered by region.
	MaintGUI
	View Camera List For Maint
	 

	SR1.5.6.7.2.2.4
	The system shall allow the user to bypass any pre-filtering of a device list shown within the device maintenance portal to view all devices of the selected type.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.3
	The system shall show the number of devices that appear in a device list shown within the device maintenance portal.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.4
	If a device list is filtered, the system shall show the number of devices that would appear in the list if the filtering is removed.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.5
	If a device list is filtered, the system shall show the filter(s) that are being used.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.6
	If a device list is filtered, the system shall allow the user to remove all filters that are being used.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.7
	Device lists shown within the device maintenance portal shall contain an icon for each device which identifies its type and current status.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.8
	Device lists shown within the device maintenance portal shall show the name of each device.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.9
	Device lists shown within the device maintenance portal shall show the location description (if any) for each device.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.10
	Device lists shown within the device maintenance portal shall not show external devices.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.7.2.11
	Device lists shown within the device maintenance portal shall allow the user to view a details page for each device.
	MaintGUI
	View Device List For Maint
	 

	SR1.5.6.8
	The device maintenance portal shall allow the user to view a details page for each device of the following types: DMSs, HARs, SHAZAMs, Detectors, Cameras.
	MaintGUI
	View Device Details For Maint
	 

	SR1.5.6.8.1
	The content of a device details page within the device maintenance portal shall be left justified.
	MaintGUI
	View Device Details For Maint
	 

	SR1.5.6.8.2
	The details page for a device shown within the device maintenance portal shall show the name and location of the device at the top of the page, below the page header.
	MaintGUI
	View Device Details For Maint
	 

	SR1.5.6.8.3
	The details page for a device shown within the device maintenance portal shall provide access to any actions that may be performed on the device by the user at the top of the page, below the device name/location.
	MaintGUI
	View Device Details For Maint
	 

	SR1.5.6.8.3.1
	The actions that may be accessed by the user for a device within the device maintenance portal shall match the actions available to the same user within the standard CHART GUI, except for the deviations listed in the requirements below.  (The actions available are based on the device status and the user’s rights)
	MaintGUI
	View Device Details For Maint
	 

	SR1.5.6.8.3.4
	The HAR Set Message action (available when the HAR is in maintenance mode) shall utilize a simplified message editor when this action is used within the maintenance GUI.
	MaintGUI
	Set HAR Maint Mode Message
	 

	SR1.5.6.8.3.4.1
	The HAR message editor used to set the message of a maintenance mode HAR shall include a single text entry field to allow the user to specify the text that is to be converted to speech for broadcast on the HAR as the body of a message that uses the default header and default trailer of the HAR.
	MaintGUI
	Set HAR Maint Mode Message
	 

	SR1.5.6.8.3.4.2
	The HAR message editor provided within the maintenance GUI shall perform a banned word check and shall not allow a message containing any banned word to be sent to the HAR device.
	MaintGUI
	Set HAR Maint Mode Message
	 

	SR1.5.6.8.3.5
	The actions that may be accessed by the user for a HAR within the device maintenance portal shall exclude the ability to edit a clip stored in the HAR controller.
	MaintGUI
	View HAR Details for Maint
	 

	SR1.5.6.8.3.6
	The actions that may be accessed by the user for a device within the device maintenance portal shall exclude the ability to copy the device.
	MaintGUI
	View Device Details For Maint
	 

	SR1.5.6.8.3.7
	The actions that may be accessed by the user for a device within the device maintenance portal shall exclude the ability to remove the device.
	MaintGUI
	View Device Details For Maint
	 

	SR1.5.6.8.4
	The details page data for a device shown within the device maintenance portal shall match the details page data shown within the standard CHART GUI for the same device accessed by the same user, except as specified in the sub-requirements below.
	MaintGUI
	View Device Details For Maint
	 

	SR1.5.6.8.4.1
	The details page for a DMS shown within the device maintenance portal shall exclude some fields that are shown for the device within the standard CHART GUI.
	MaintGUI
	View DMS Details for Maint
	 

	SR1.5.6.8.4.1.2
	The DMS details page within the device maintenance portal shall not show the Message (MULTI) field.
	MaintGUI
	View DMS Details for Maint
	 

	SR1.5.6.8.4.1.3
	The DMS details page within the device maintenance portal shall not show the Travel Time / Toll Messages section.
	MaintGUI
	View DMS Details for Maint
	 

	SR1.5.6.8.4.1.4
	The DMS details page within the device maintenance portal shall not show the Associated Travel Routes section.
	MaintGUI
	View DMS Details for Maint
	 

	SR1.5.6.8.4.1.5
	The DMS details page within the device maintenance portal shall not show the Travel Time Message Schedule section.
	MaintGUI
	View DMS Details for Maint
	 

	SR1.5.6.9
	The device maintenance portal shall allow the user to return to the device maintenance portal home page from any other page that is displayed within the portal.
	MaintGUI
	Login
	 

	SR1.5.6.10
	The device maintenance portal shall allow the user to attempt to logout from any page that is displayed within the portal.
	MaintGUI
	Logout
	processMaintLogout SD

	SR1.5.6.10.1
	When the user requests to log out from the device maintenance portal, the system shall warn the user of any devices that are in maintenance mode and controlled by the user's center.
	MaintGUI
	Logout
	processMaintLogout SD

	SR1.5.7.1.6
	The system shall allow the user viewing the details screen for a DMS with a known geographic location to show the location of the DMS on the home page map.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: DMSDetailsActions.png

	SR1.5.7.2.2
	The system shall allow the user viewing the details screen for a HAR with a known geographic location to show the location of the HAR on the home page map.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.7.3.14
	The system shall allow the user viewing the details screen for a camera with a known geographic location to show the location of the camera on the home page map.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: CameraDetailsActions.png

	SR1.5.7.3.15
	The system shall show the configuration of all sending devices configured for a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.1
	The system shall show all attributes of all CODECs configured as the sending device of a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.1.2
	The system shall show the Video Fabric of a CODEC that is configured as a sending device of a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.1.3
	The system shall show the Transmission Medium of a CODEC that is configured as a sending device of a camera
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.1.4
	The system shall show the Encoder Model of a CODEC that is configured as a sending device of a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.1.5
	The system shall show the Encoder Hostname or IP Address of a CODEC that is configured as a sending device of a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.1.6
	The system shall show the Encoder Multicast Address and Port of a CODEC that is configured as a sending device of a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.1.7
	The system shall show the Video Compression Type of a CODEC that is configured as a sending device of a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.2
	The system shall show the configuration of all video switches configured as the video sending device of a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.2.1
	The system shall show the Video Fabric of a video switch that is configured as a sending device of a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.2.2
	The system shall show the Transmission Medium of a video switch that is configured as a sending device of a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.2.3
	The system shall show the Switch Name of a video switch that is configured as a sending device of a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.15.2.4
	The system shall show the Switch Input Port of a video switch that is configured as a sending device of a camera.
	Video
	View Camera Display Multiple Video Sending Devices
	CameraControlModule GUIVideoDataClasses GUIVIdeoServletClasses VideoSourceConfigReqHdlr:parseWebVideoSourceConfig VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.16
	The system shall show the flash video stream control configuration if one is specified.
	Video
	View Camera Display Flash Video Stream Controls
	CameraControlModule GUIVideoDataClasses VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.16.1
	The system shall show the flash video stream control server name, IP address, or URL.
	Video
	View Camera Display Flash Video Stream Controls
	CameraControlModule GUIVideoDataClasses VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.16.2
	The system shall show the port of the flash video stream control's server.
	Video
	View Camera Display Flash Video Stream Controls
	CameraControlModule GUIVideoDataClasses VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.3.16.3
	The system shall show the password of the flash video stream control's server.
	Video
	View Camera Display Flash Video Stream Controls
	CameraControlModule GUIVideoDataClasses VideoSourceConfigReqHdlr:populateFormData

	SR1.5.7.6.1
	The system shall allow the user viewing the details screen for a SHAZAM with a known geographic location to show the location of the SHAZAM on the home page map.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.1
	The system shall allow a suitably privileged user to view DMSs on the map.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: DMSWithMsgAndPopup.png

	SR1.5.9.1.1
	The system shall display a DMS on the map in a layer that contains only DMSs.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: MilepostsExitsAndLayers.png

	SR1.5.9.1.2
	The system shall indicate on the map whether a DMS is currently displaying a message by displaying a different icon for the DMS.
	Map
	MapDeviceAndTrafficEventUses.UseDMSFromMap
	Screenshot: DMSWithMsgAndPopup.png chartlite.data.MapFeatures CD

	SR1.5.9.1.3
	The system shall allow the user to click on a DMS in the map to display summary information.
	Map
	MapDeviceAndTrafficEventUses.UseDMSFromMap
	Screenshot: DMSWithMsgAndPopup.png

	SR1.5.9.1.3.1
	The system shall display the name of the DMS in the DMS map popup.
	Map
	MapDeviceAndTrafficEventUses.UseDMSFromMap
	Screenshot: DMSWithMsgAndPopup.png

	SR1.5.9.1.3.2
	The system shall allow the user to click on a link in the DMS map popup to invoke the DMS details page in the working window.
	Map
	MapDeviceAndTrafficEventUses.ViewDMSDetailsPage
	Screenshot: DMSWithMsgAndPopup.png

	SR1.5.9.1.3.3
	The system shall display a representation of the DMS's current message in the DMS map popup.
	Map
	MapDeviceAndTrafficEventUses.UseDMSFromMap
	Screenshot: DMSWithMsgAndPopup.png

	SR1.5.9.1.3.4
	The system shall display a list of open traffic events that currently have the DMS in their response plans, in the DMS map popup.
	Map
	MapDeviceAndTrafficEventUses.UseDMSFromMap
	Screenshot: DMSWithMsgAndPopup.png

	SR1.5.9.1.3.4.1
	The system shall indicate whether a traffic event owns a message that is active on the DMS's message queue, in the DMS map popup.
	Map
	MapDeviceAndTrafficEventUses.UseDMSFromMap
	Screenshot: DMSWithMsgAndPopup.png

	SR1.5.9.1.3.4.2
	The system shall allow the user to click on a traffic event listed in the DMS map popup to invoke the Traffic Event Details page in the working window.
	Map
	MapDeviceAndTrafficEventUses.ViewTrafficEventDetailsPage
	Screenshot: DMSWithMsgAndPopup.png

	SR1.5.9.1.3.4.3
	The system shall allow a suitably privileged user to edit and execute a DMS response message from the DMS map popup.
	Map
	MapDeviceAndTrafficEventUses.EditDMSResponseMessage
	Screenshot: DMSWithMsgAndPopup.png

	SR1.5.9.1.3.4.3.1
	The system shall allow a suitably privileged user to invoke the DMS Response Message (Auto) Editor from the DMS map popup.
	Map
	MapDeviceAndTrafficEventUses.EditDMSResponseMessage
	Screenshot: DMSWithMsgAndPopup.png

	SR1.5.9.1.3.4.3.2
	The system shall allow a suitably privileged user to invoke the DMS Response Message (Manual) Editor from the DMS map popup.
	Map
	MapDeviceAndTrafficEventUses.EditDMSResponseMessage
	Screenshot: DMSWithMsgAndPopup.png

	SR1.5.9.1.3.4.3.3
	The system shall automatically execute the edited DMS response message when the editor form invoked from the DMS map popup is submitted.
	Map
	MapDeviceAndTrafficEventUses.EditDMSResponseMessage
	 

	SR1.5.9.1.4
	The system shall display the name of the DMS when the mouse cursor hovers over a DMS icon in the map.
	Map
	MapDeviceAndTrafficEventUses.UseDMSFromMap
	Screenshot: DMSTooltip.png

	SR1.5.9.1.5
	The system shall display a plain text representation of the DMS message when the mouse cursor hovers over the map icon of a DMS displaying a message.
	Map
	MapDeviceAndTrafficEventUses.UseDMSFromMap
	Screenshot: DMSTooltip.png

	SR1.5.9.2
	The system shall allow a suitably privileged user to view HARs on the map.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.1
	The system shall display a HAR on the map in a layer that contains only HARs.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.2
	The system shall indicate on the map whether a HAR is currently displaying a non-default message by displaying a different icon for the HAR.
	Map
	MapDeviceAndTrafficEventUses.UseHARFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.3
	The system shall allow the user to click on a HAR icon in the map to display summary information.
	Map
	MapDeviceAndTrafficEventUses.UseHARFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.3.1
	The system shall display the name of the HAR in the HAR map popup.
	Map
	MapDeviceAndTrafficEventUses.UseHARFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.3.2
	The system shall allow the user to click on a link in the HAR map popup to invoke the HAR details page in the working window.
	Map
	MapDeviceAndTrafficEventUses.ViewHARDetailsPage
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.3.3
	The system shall display a representation of the HAR's current message in the HAR map popup.
	Map
	MapDeviceAndTrafficEventUses.UseHARFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.3.4
	The system shall display a list of open traffic events that currently have the HAR in their response plans, in the HAR map popup.
	Map
	MapDeviceAndTrafficEventUses.UseHARFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.3.4.1
	The system shall indicate whether a traffic event owns a message that is active on the HAR's message queue, in the HAR map popup.
	Map
	MapDeviceAndTrafficEventUses.UseHARFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.3.4.2
	The system shall allow the user to click on a traffic event listed in the HAR map popup to invoke the Traffic Event Details page in the working window.
	Map
	MapDeviceAndTrafficEventUses.ViewTrafficEventDetailsPage
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.3.4.3
	The system shall allow a suitably privileged user to edit and execute a HAR response message from the HAR map popup.
	Map
	MapDeviceAndTrafficEventUses.EditHARResponseMessage
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.3.4.3.1
	The system shall allow a suitably privileged user to invoke the HAR Response Message Editor from the HAR map popup.
	Map
	MapDeviceAndTrafficEventUses.EditHARResponseMessage
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.3.4.3.2
	The system shall automatically execute the edited HAR response message when the editor form invoked from the HAR map popup is submitted.
	Map
	MapDeviceAndTrafficEventUses.EditHARResponseMessage
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.4
	The system shall display the name of the HAR when the mouse cursor hovers over a HAR icon in the map.
	Map
	MapDeviceAndTrafficEventUses.UseHARFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.2.5
	The system shall display a text representation of the HAR message when the mouse cursor hovers over the map icon of a HAR that is currently broadcasting a message other than its default message.  The text displayed will be truncated if it is too long for reasonable display in a tooltip.
	Map
	MapDeviceAndTrafficEventUses.UseHARFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.3
	The system shall allow a suitably privileged user to view SHAZAMs on the map.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.3.1
	The system shall display a SHAZAM on the map in a layer that contains only SHAZAMs.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.3.2
	The system shall indicate on the map whether a SHAZAM's beacons are on by displaying a different icon for the SHAZAM.
	Map
	MapDeviceAndTrafficEventUses.UseSHAZAMFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.3.3
	The system shall allow the user to click on a SHAZAM icon in the map to display summary information.
	Map
	MapDeviceAndTrafficEventUses.UseSHAZAMFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.3.3.1
	The system shall display the name of the SHAZAM in the SHAZAM map popup.
	Map
	MapDeviceAndTrafficEventUses.UseSHAZAMFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.3.3.2
	The system shall allow the user to click on a link in the SHAZAM map popup to invoke the SHAZAM details page in the working window.
	Map
	MapDeviceAndTrafficEventUses.ViewSHAZAMDetailsPage
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.3.4
	The system shall display the name of the SHAZAM when the mouse cursor hovers over a SHAZAM icon in the map.
	Map
	MapDeviceAndTrafficEventUses.UseSHAZAMFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.3.5
	The system shall display a text representation of the current beacon state (ON/OFF) when the mouse cursor hovers over the map icon of a SHAZAM.
	Map
	MapDeviceAndTrafficEventUses.UseSHAZAMFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.4
	The system shall allow a suitably privileged user to view cameras on the map.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: CameraPopup.png

	SR1.5.9.4.1
	The system shall display a camera on the map in a layer that contains only cameras.
	Map
	MapAndGISUses.ViewDevicesOnMap
	Screenshot: MilepostsExitsAndLayers.png

	SR1.5.9.4.2
	The system shall allow the user to click on a camera icon in the map to display summary information.
	Map
	MapDeviceAndTrafficEventUses.UseCameraFromMap
	Screenshot: CameraPopup.png

	SR1.5.9.4.2.1
	The system shall display the name or location of the Camera (as configured in the system profile) in the Camera map popup.
	Map
	MapDeviceAndTrafficEventUses.UseCameraFromMap
	Screenshot: CameraPopup.png

	SR1.5.9.4.2.2
	The system shall allow the user to click on a link in the Camera map popup to invoke the Camera details page in the working window.
	Map
	MapDeviceAndTrafficEventUses.UseCameraFromMap
	Screenshot: CameraPopup.png

	SR1.5.9.4.2.3
	The system shall display on the camera map popup the name and operations center of the user controlling a camera, if the camera has a control session open.
	Map
	MapDeviceAndTrafficEventUses.UseCameraFromMap
	Screenshot: ControlledCameraPopup.png

	SR1.5.9.4.2.4
	The system shall allow a suitably privileged user to request control of a controllable camera from the camera map popup.
	Map
	MapDeviceAndTrafficEventUses.RequestControlOfCamera
	Screenshot: CameraPopup.png

	SR1.5.9.4.2.4.1
	The system shall allow a suitably privileged user to override control of a camera from the map.
	Map
	MapDeviceAndTrafficEventUses.OverrideCameraControl
	Screenshot: NONE (NOT PROTOTYPED)

	SR1.5.9.4.2.5
	The system shall allow a suitably privileged user to release control of a camera that is currently being controlled, from the camera map popup.
	Map
	MapDeviceAndTrafficEventUses.ReleaseControlOfCamera
	Screenshot: ControlledCameraPopup.png

	SR1.5.9.4.2.6
	The system shall allow the user to click on a link in the camera map popup to display the camera on the user's home monitor, if a home monitor has been assigned.
	Map
	MapDeviceAndTrafficEventUses.DisplayCameraOnHomeMonitor
	Screenshot: CameraPopup.png

	SR1.5.9.4.2.7
	The system shall allow the user to click on a link in the camera map popup to display the camera on a monitor in the user's local monitor group (if a group has been assigned) to bring up the list of local monitors in the working window.
	Map
	MapDeviceAndTrafficEventUses.DisplayCameraOnLocalHMonitor
	Screenshot: CameraPopup.png

	SR1.5.9.4.3
	The system shall display the name or location of the camera (as specified in the system profile) when the mouse cursor hovers over a camera icon in the map.
	Map
	MapDeviceAndTrafficEventUses.UseCameraFromMap
	Screenshot: CameraTooltip.png

	SR3.6.1.1.3.1
	The system shall automatically disable flash video streaming as a camera image is blocked from public viewing if the camera has a public flash video stream control configured.
	Video
	Control Flash Video Streams Block Flash Video to Public
	CameraControlModule CameraControlModule:BlockToPublic

	SR3.6.1.1.4.1
	The system shall automatically enable the flash video stream as a camera image is unblocked from public viewing if the camera has a public flash video stream control configured.
	Video
	Control Flash Video Streams Eable Flash Video to Public
	CameraControlModule

	SR3.6.1.4.1.1
	The system shall allow an operator to request control of a camera from the map.
	Map
	MapDeviceAndTrafficEventUses.RequestControlOfCamera
	Screenshot: CameraPopup.png  (NOTE - this req may be a duplicate of 1.5.9.4.2.4)

	SR3.6.1.12.2
	The system shall allow a user to release control of a camera from the map.
	Map
	MapDeviceAndTrafficEventUses.ReleaseControlOfCamera
	Screenshot: ControlledCameraPopup.png (NOTE - this may be a duplicate of 1.5.9.4.2.5)

	SR3.6.3.11.5
	The system shall allow the user to select the video sending device when displaying video on a monitor.
	Video
	Display Video Display Camera Image Configure Multiple Video Sending Devices
	MonitorControlModule MonitorControlModule:ConnectRecToSend MonitorControlModule:DisplayImage MonitorControlModule:DisplayImageImpl MonitorControlModule:Initialize RouterContorlModule BridgeCircuitManagement2

	SR3.6.3.11.6.2
	The system shall automatically enable flash video streaming when a camera image is enabled for public viewing and the camera has a public flash video stream control configured.
	Video
	Control Flash Video Streams Eable Flash Video to Public
	CameraControlModule MonitorControlModule

	SR3.6.3.11.6.2.1
	The system shall indicate if an attempt to enable a public flash video stream is successful or fails.
	Video
	Control Flash Video Streams EableFlash Video to Public
	MonitorControlModule 

	SR3.6.3.13.2.1
	The system shall automatically disable flash video streaming when a camera image is removed from public viewing and the camera has a flash video stream control configured.
	Video
	Control Flash Video Streams Block Flash Video to Public
	CameraControlModule MonitorControlModule

	SR3.6.3.13.2.1.1
	The system shall indicate if an attempt to disable a public flash video stream is successful or fails.
	Video
	Control Flash Video Streams Block Flash Video to Public
	CameraControlModule:BlockToPublic MonitorControlModule

	SR3.6.3.13.2.1.1.3
	The system shall periodically repeat the disable flash video action on the camera until the disable action is successful.
	Video
	Control Flash Video Streams Block Flash Video to Public
	CameraControlModule:BlockToPublic MonitorControlModule

	SR4.2.1.6.12.1
	The system shall allow the user to initiate the opening of a new traffic event by clicking on the map to specify the location of the traffic event.
	Map
	 MapAndGISUses.Select Target Location on Map
	Screenshot: EventLauncherComponent.png

	SR4.2.1.6.12.4
	The system shall allow the user to specify location information for the new traffic event according to the Specify Object Location Using Map requirements.
	Map
	MapAndGISUses.SpecifyTrafficEventLocation
	Screenshot: EventLauncherComponent.png

	SR4.2.1.6.13
	The system shall allow the user to clear the form fields (and map marker, if displayed) with a single action on the Create Event form.
	Map
	MapAndGISUses.SpecifyObjectLocation
	Screenshot: EventLauncherComponent.png

	SR4.2.2.2.5
	The system shall allow the user to enter the location and direction data, as described in the Specify Object Location requirements.
	Map
	MapAndGISUses.CreateTrafficEvent MapAndGISUses.SpecifyTrafficEventLocation MapAndGISUses.SpecifyObjectLocation
	Screenshot: EventLauncherComponent.png Screenshot: EditEventLocation.png

	SR4.2.2.2.12
	The system shall allow the user viewing the detailed data for a traffic event with a known geographic location to show the location of a traffic event on the home page map.
	Map
	MapAndGISUses.ViewOpenEventsOnMap
	Screenshot: TrafficEventDetailsShowOnMapLink.png

	SR4.2.3.2.1.2.8.1
	The system shall allow the user to view the devices near the traffic event on a map while viewing the traffic event details.
	Map
	MapAndGISUses.ViewCloseDevicesOnMap
	Screenshot: CloseDevicesMapAndDMSStates.png

	SR4.2.3.2.1.2.8.1.1
	The system shall initially pan and zoom the nearby devices map to show an extent containing the locations of all devices within the specified radius from the traffic event.
	Map
	MapAndGISUses.ViewCloseDevicesOnMap
	MapReqHdlr:getCloseDevicesMapDataJSON CloseDevicesMap:handleMapDataJSON

	SR4.2.3.2.1.2.8.1.2
	The system shall pan and zoom the nearby devices map to show an extent containing the locations of all devices within the specified radius from the traffic event, when the user changes the radius selection.
	Map
	MapAndGISUses.ViewCloseDevicesOnMap
	MapReqHdlr:getCloseDevicesMapDataJSON CloseDevicesMap:handleMapDataJSON

	SR4.2.3.2.1.2.8.1.3
	The system shall allow the user to choose the map layers to be displayed on the nearby devices map.
	Map
	MapAndGISUses.ViewCloseDevicesOnMap, MapAndGISUses.SelectMapLayers
	Screenshot: CloseDevicesMapLayers.png

	SR4.2.3.2.1.2.8.1.3.1
	The system shall allow the user to choose whether to display DMSs on the nearby devices map.
	Map
	MapAndGISUses.ViewCloseDevicesOnMap MapAndGISUses.SelectMapLayers
	Screenshot: CloseDevicesMapLayers.png

	SR4.2.3.2.1.2.8.1.3.2
	The system shall allow the user to choose whether to display HARs on the nearby devices map.
	Map
	MapAndGISUses.ViewCloseDevicesOnMap MapAndGISUses.SelectMapLayers
	Screenshot: NONE (NOT PROTOTYPED)

	SR4.2.3.2.1.2.8.1.3.4
	The system shall allow the user to choose whether to display cameras on the nearby devices map.
	Map
	MapAndGISUses.ViewCloseDevicesOnMap MapAndGISUses.SelectMapLayers
	Screenshot: CloseDevicesMapLayers.png

	SR4.2.3.2.1.2.8.1.6
	The system shall allow the user to add devices to the traffic event's response plan from the nearby devices map.
	Map
	MapAndGISUses.AddCloseDevicesToResponseFromMap
	Screenshot: CloseDevicesMapAndDMSStates.png

	SR4.2.3.2.1.2.8.1.6.1
	The system shall allow the user to select DMSs to be added to the response plan using the nearby devices map.
	Map
	MapAndGISUses.AddCloseDevicesToResponseFromMap
	Screenshot: CloseDevicesMapAndDMSStates.png

	SR4.2.3.2.1.2.8.1.6.2
	The system shall allow the user to select HARs to be added to the response plan using the nearby devices map.
	Map
	MapAndGISUses.AddCloseDevicesToResponseFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR4.2.3.2.1.2.8.1.6.3
	The system shall allow the user to clear the selection of devices that are selected in the nearby devices map.
	Map
	MapAndGISUses.AddCloseDevicesToResponseFromMap
	Screenshot: CloseDevicesMapAndDMSStates.png

	SR4.2.3.2.1.2.8.1.6.4
	The system shall indicate whether a DMS is already in the traffic event's response plan on the nearby devices map, using a modification to the DMS icon.
	Map
	MapAndGISUses.AddCloseDevicesToResponseFromMap
	Screenshot: CloseDevicesMapAndDMSStates.png

	SR4.2.3.2.1.2.8.1.6.5
	The system shall indicate whether a HAR is already in the traffic event's response plan on the nearby devices map, using a modification to the HAR icon.
	Map
	MapAndGISUses.AddCloseDevicesToResponseFromMap
	Screenshot: NONE (NOT PROTOTYPED)

	SR4.2.3.2.1.2.8.1.7
	The system shall allow the user to close all object popups displayed on the nearby devices map with a single action.
	Map
	MapAndGISUses.AddCloseDevicesToResponseFromMap
	Screenshot: CloseDevicesMapAndDMSStates.png

	SR4.2.3.2.1.2.8.1.8
	The system shall allow the user to trigger an immediate refresh of the object data on the nearby devices map (without refreshing the entire traffic event details page).
	Map
	MapAndGISUses.NavigateMap
	Screenshot: CloseDevicesMapAndDMSStates.png

	SR4.3.6.1
	The system shall allow a suitably privileged user to view traffic events on the map.
	Map
	 MapAndGISUses.View Center's Events on Map, MapAndGISUses.View Open Events on Map
	 

	SR4.3.6.1.1
	The system shall display a traffic event on the map in a layer that contains only traffic events of the same type.
	Map
	MapAndGISUses.SelectMapLayers
	Screenshot:  MilepostsExitsAndLayer.png

	SR4.3.6.1.2
	The system shall indicate on the map whether a traffic event has lane closures by displaying a different icon for the traffic event.
	Map
	MapDeviceAndTrafficEventUses.UseTrafficEventFromMap
	Screenshot: TrafficEventWIthLaneClosuresAndPopup.png

	SR4.3.6.1.3
	The system shall allow the user to click on a traffic event icon in the map to display summary information.
	Map
	MapDeviceAndTrafficEventUses.UseTrafficEventFromMap
	Screenshot: TrafficEventWIthLaneClosuresAndPopup.png

	SR4.3.6.1.3.1
	The system shall display the name of the traffic event in the traffic event map popup.
	Map
	MapDeviceAndTrafficEventUses.UseTrafficEventFromMap
	Screenshot: TrafficEventWIthLaneClosuresAndPopup.png

	SR4.3.6.1.3.2
	The system shall allow the user to click on a link in the traffic event map popup to invoke the traffic event details page in the working window.
	Map
	MapDeviceAndTrafficEventUses.ViewTrafficEventDetailsPage
	Screenshot: TrafficEventWIthLaneClosuresAndPopup.png

	SR4.3.6.1.3.3
	The system shall display a graphical representation of the current lane closures in the traffic event map popup if the traffic event has a defined roadway configuration.
	Map
	MapDeviceAndTrafficEventUses.UseTrafficEventFromMap
	Screenshot: TrafficEventWIthLaneClosuresAndPopup.png

	SR4.3.6.1.3.4
	The system shall allow the user to click on a link to invoke the roadway conditions editor from the traffic event map popup.
	Map
	MapDeviceAndTrafficEventUses.EditTrafficEventRoadwayConditions
	Screenshot: TrafficEventWIthLaneClosuresAndPopup.png

	SR4.3.6.1.4
	The system shall display the name of the traffic event when the mouse cursor hovers over a traffic event icon in the map.
	Map
	MapDeviceAndTrafficEventUses.UseTrafficEventFromMap
	Screenshot: MultipleObjectTooltips.png

	SR4.3.6.1.5
	The system shall display a description of the lane closures when the mouse cursor hovers over the icon of a traffic event with lane closures in the home page map.
	Map
	MapDeviceAndTrafficEventUses.UseTrafficEventFromMap
	Screenshot: MultipleObjectTooltips.png

	SR9.4.2.10.6
	Sensitive configuration data for a Camera with a Flash Video Stream control includes: server name, IP address, URL, port, and password.
	Video
	View Camera Display Flash Video Stream
	 

	SR10.1.1.2
	The system shall export event data to external systems using the SAE ATIS J2354 standard.
	Exporter
	Provide Traffic Event Data to External Systems
	webservices.base.BasicRequestHandler.processRequest

	SR10.1.1.2.1
	The system shall translate CHART event data into SAE ATIS J2354 standard formatted event data with CHART extensions.
	Exporter
	 Provide Traffic Event Data to External Systems
	TrafficEventRequestHandler:processRequest

	SR10.1.1.2.2
	The system shall support a method for external systems to obtain an inventory of CHART events.
	Exporter
	 Provide Traffic Event Data to External Systems
	TrafficEventRequestHander:processRequest

	SR10.1.1.2.3
	The system shall support a method for external systems to receive updates to the inventory of CHART events.
	Exporter
	 Provide Traffic Event Data to External Systems
	 TrafficEventRequestHandler:processRequest, TrafficEventExportHandler:getTrafficEventList

	SR10.1.1.2.3.1
	The system shall support an on-demand method for external systems to receive updates to the CHART event inventory.
	Exporter
	 Provide Traffic Event Data to External Systems
	TrafficEventRequestHandler:processRequest, TrafficEventExportHandler:getTrafficEventList

	SR10.1.1.2.3.1.1
	The on-demand method for receiving event inventory updates shall allow the external system to optionally specify a look-back time period.  Event inventory updates made that far in the past until 'now' are returned to the external system.
	Exporter
	 Provide Traffic Event Data to External Systems
	TrafficEventRequestHandler:processRequest, TrafficEventExportHandler:getTrafficEventList

	SR10.1.1.2.3.2
	The system shall support a real-time method for external systems to receive updates to the CHART event inventory.
	Exporter
	 Provide Traffic Event Data to External Systems
	TrafficEventSubscriptionSupportClasses, TrafficEventSubscriptionRequestHandler:processRequest, ExportSubscription:sendDataToSubscriber

	SR10.1.3.2
	The system shall support the export of DMS data to external systems using the TMDD standard. 
	Exporter
	Provide DMS Data to External Systems
	webservices.base.BasicRequestHandler.processRequest

	SR10.1.3.2.1
	The system shall translate CHART DMS formatted data into TMDD standard formatted DMS data with CHART extensions.
	 Exporter
	 Provide DMS Data to External Systems
	 

	SR10.1.3.2.2
	The system shall support a method for external systems to obtain an inventory of CHART DMSs.
	Exporter
	 Provide DMS Data to External Systems
	 

	SR10.1.3.2.3
	The system shall support a method for external systems to receive updates to the CHART DMS inventory.
	Exporter
	 Provide DMS Data to External Systems
	 

	SR10.1.3.2.3.1
	The system shall support an on-demand method for external systems to receive updates to the CHART DMS inventory.
	Exporter
	 Provide DMS Data to External Systems
	DMSRequestHandler:processRequest, DMSExportHandler:getDMSInventoryList

	SR10.1.3.2.3.1.1
	The on-demand method for receiving DMS inventory updates shall allow the external system to optionally specify a look-back time period.  DMS inventory updates made that far in the past until 'now' are returned to the external system.
	Exporter
	 Provide DMS Data to External Systems
	DMSRequestHandler:processRequest, DMSExportHandler:getDMSInventoryList

	SR10.1.3.2.3.2
	The system shall support a real-time method for external systems to receive updates to the CHART DMS inventory.
	Exporter
	 Provide DMS Data to External Systems
	DMSSubscriptionSupportClasses, DMSSubscriptionRequestHandler:processRequest, ExportSubscription:sendDataToSubscriber

	SR10.1.3.2.4
	The system shall support a method for external systems to obtain the status of CHART DMSs.
	Exporter
	 Provide DMS Data to External Systems
	DMSRequestHandler:processRequest, DMSExportHandler:getDMSStatusList

	SR10.1.3.2.5
	The system shall support a method for external systems to receive updates to the status of CHART DMS's.
	Exporter
	 Provide DMS Data to External Systems
	 

	SR10.1.3.2.5.1
	The system shall support an on-demand method for external systems to receive updates to the status of CHART DMSs.
	Exporter
	 Provide DMS Data to External Systems
	DMSRequestHandler:processRequest, DMSExportHandler:getDMSStatusList

	SR10.1.3.2.5.1.1
	The on-demand method for receiving DMS status updates shall allow the external system to optionally specify a look-back time period.  DMS status updates made that far in the past until ‘now’ are returned to the external system.
	Exporter
	 Provide DMS Data to External Systems
	DMSRequestHandler:processRequest, DMSExportHandler:getDMSStatusList

	SR10.1.3.2.5.2
	The system shall support a real-time method for external systems to receive updates to the status of CHART DMSs.
	Exporter
	 Provide DMS Data to External Systems
	DMSSubscriptionSupportClasses, DMSSubscriptionRequestHandler:processRequest, ExportSubscription:sendDataToSubscriber

	SR10.1.4.2
	The system shall support the export of TSS data to external systems using the TMDD standard. 
	Exporter
	Provide Detector Data to External Systems
	webservices.base.BasicRequestHandler.processRequest

	SR10.1.4.2.1
	The system shall translate CHART TSS formatted data into TMDD standard formatted TSS data with CHART extensions.
	Exporter
	 Provide Detector Data to External Systems
	similar to DMSRequestHandler:processRequest

	SR10.1.4.2.2
	The system shall support a method for external systems to obtain an inventory of CHART TSSs.
	Exporter
	 Provide Detector Data to External Systems
	 

	SR10.1.4.2.3
	The system shall support a method for external systems to receive updates to the status of CHART TSSs.
	Exporter
	 Provide Detector Data to External Systems
	 

	SR10.1.4.2.3.1
	The system shall support an on-demand method for external systems to receive updates to the CHART TSS inventory.
	Exporter
	 Provide Detector Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSInventoryList

	SR10.1.4.2.3.1.1
	The on-demand method for receiving TSS inventory updates shall allow the external system to optionally specify a look-back time period.  TSS inventory updates made that far in the past until ‘now’ are returned to the external system.
	Exporter
	 Provide Detector Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSInventoryList

	SR10.1.4.2.3.2
	The system shall support a real-time method for external systems to receive updates to the CHART TSS inventory.
	Exporter
	 Provide Detector Data to External Systems
	Similar to DMSSubscriptionSupportClasses, DMSSubscriptionRequestHandler:processRequest, ExportSubscription:sendDataToSubscriber

	SR10.1.4.2.4
	The system shall support a method for external systems to obtain the status of CHART TSSs.
	Exporter
	 Provide Detector Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSStatusList

	SR10.1.4.2.5
	The system shall support a method for external systems to receive updates to the status of CHART TSSs.
	Exporter
	 Provide Detector Data to External Systems
	 

	SR10.1.4.2.5.1
	The system shall support an on-demand method for external systems to receive updates to the status of CHART TSSs.
	Exporter
	 Provide Detector Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSStatusList

	SR10.1.4.2.5.1.1
	The on-demand method for receiving TSS status updates shall allow the external system to optionally specify a look-back time period.  TSS status updates made that far in the past until ‘now’ are returned to the external system.
	Exporter
	 Provide Detector Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSStatusList

	SR10.1.4.2.5.2
	The system shall support a real-time method for external systems to receive updates to the status of CHART TSSs.
	Exporter
	 Provide Detector Data to External Systems
	Similar to DMSSubscriptionSupportClasses, DMSSubscriptionRequestHandler:processRequest, ExportSubscription:sendDataToSubscriber

	SR10.1.5.2
	The system shall support the export of HAR data to external systems using the TMDD standard. 
	Exporter
	Provide HAR Data to External Systems
	webservices.base.BasicRequestHandler.processRequest

	SR10.1.5.2.1
	The system shall translate CHART HAR formatted data into TMDD standard formatted HAR data with CHART extensions.
	Exporter
	 Provide HAR Data to External Systems
	 

	SR10.1.5.2.2
	The system shall support a method for external systems to obtain an inventory of CHART HARs.
	Exporter
	 Provide HAR Data to External Systems
	 

	SR10.1.5.2.3
	The system shall support a method for external system to receive updates to the CHART HAR inventory.
	Exporter
	 Provide HAR Data to External Systems
	 

	SR10.1.5.2.3.1
	The system shall support an on-demand method for external systems to receive updates to the CHART HAR inventory.
	Exporter
	 Provide HAR Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSInventoryList

	SR10.1.5.2.3.1.1
	The on-demand method for receiving HAR inventory updates shall allow the external system to optionally specify a look-back time period.  HAR inventory updates made that far in the past until ‘now’ are returned to the external system.
	Exporter
	 Provide HAR Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSInventoryList

	SR10.1.5.2.3.2
	The system shall support a real-time method for external systems to receive updates to the CHART HAR inventory.
	Exporter
	 Provide HAR Data to External Systems
	Similar to DMSSubscriptionSupportClasses, DMSSubscriptionRequestHandler:processRequest, ExportSubscription:sendDataToSubscriber

	SR10.1.5.2.4
	The system shall support a method for external systems to obtain the status of CHART HARs.
	Exporter
	 Provide HAR Data to External Systems
	 

	SR10.1.5.2.5
	The system shall support a method for external system to receive updates to the status of CHART HARs.
	Exporter
	 Provide HAR Data to External Systems
	 

	SR10.1.5.2.5.1
	The system shall support an on-demand method for external systems to receive updates to the status of CHART HARs.
	Exporter
	 Provide HAR Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSStatusList

	SR10.1.5.2.5.1.1
	The on-demand method for receiving HAR status updates shall allow the external system to optionally specify a look-back time period.  HAR status updates made that far in the past until ‘now’ are returned to the external system.
	Exporter
	 Provide HAR Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSStatusList

	SR10.1.5.2.5.2
	The system shall support a real-time method for external systems to receive updates to the status of CHART HARs.
	Exporter
	 Provide HAR Data to External Systems
	Similar to DMSSubscriptionSupportClasses, DMSSubscriptionRequestHandler:processRequest, ExportSubscription:sendDataToSubscriber

	SR10.1.6.2
	The system shall support the export of SHAZAM data to external systems using the TMDD standard for beacons. 
	Exporter
	Provide SHAZAM Data to External Systems
	webservices.base.BasicRequestHandler.processRequest

	SR10.1.6.2.1
	The system shall translate CHART SHAZAM formatted data into TMDD standard formatted beacon data with CHART extensions.
	Exporter
	 Provide SHAZAM Data to External Systems
	 

	SR10.1.6.2.2
	The system shall support a method for external systems to obtain an inventory of CHART SHAZAMS.
	Exporter
	 Provide SHAZAM Data to External Systems
	 

	SR10.1.6.2.3
	The system shall support a method for external system to receive updates to the CHART SHAZAM inventory.
	Exporter
	 Provide SHAZAM Data to External Systems
	 

	SR10.1.6.2.3.1
	The system shall support an on-demand method for external systems to receive updates to the CHART SHAZAM inventory.
	Exporter
	 Provide SHAZAM Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSInventoryList

	SR10.1.6.2.3.1.1
	The on-demand method for receiving SHAZAM inventory updates shall allow the external system to optionally specify a look-back time period.  SHAZAM inventory updates made that far in the past until ‘now’ are returned to the external system.
	Exporter
	 Provide SHAZAM Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSInventoryList

	SR10.1.6.2.3.2
	The system shall support a real-time method for external systems to receive updates to the CHART SHAZAM inventory.
	Exporter
	 Provide SHAZAM Data to External Systems
	Similar to DMSSubscriptionSupportClasses, DMSSubscriptionRequestHandler:processRequest, ExportSubscription:sendDataToSubscriber

	SR10.1.6.2.4
	The system shall support a method for external systems to obtain the status of CHART SHAZAMs.
	Exporter
	 Provide SHAZAM Data to External Systems
	 

	SR10.1.6.2.5
	The system shall support a method for external system to receive updates to the status of CHART SHAZAMs.
	Exporter
	 Provide SHAZAM Data to External Systems
	 

	SR10.1.6.2.5.1
	The system shall support an on-demand method for external systems to receive updates to the status of CHART SHAZAMs.
	Exporter
	 Provide SHAZAM Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSStatusList

	SR10.1.6.2.5.1.1
	The on-demand method for receiving SHAZAM status updates shall allow the external system to optionally specify a look-back time period.  SHAZAM status updates made that far in the past until ‘now’ are returned to the external system.
	Exporter
	 Provide SHAZAM Data to External Systems
	Similar to DMSRequestHandler:processRequest, DMSExportHandler:getDMSStatusList

	SR10.1.6.2.5.2
	The system shall support a real-time method for external systems to receive updates to the status of CHART SHAZAMs.
	Exporter
	 Provide SHAZAM Data to External Systems
	Similar to DMSSubscriptionSupportClasses, DMSSubscriptionRequestHandler:processRequest, ExportSubscription:sendDataToSubscriber

	SR10.13
	CHART Export Service.  The system shall provide a service for the purpose of providing CHART information to authorized third-party clients.
	Exporter
	Provide Data to External Systems
	WebServicesBaseClasses, WSTrafficEventExportModuleClasses, DMSExportModuleClasses

	SR10.13.1
	The external export service shall export data for CHART devices and Traffic Events.
	Exporter
	 Provide Data to External Systems
	 

	SR10.13.1.1
	The external export service shall export data on CHART DMSs to authorized third-party clients who request it based on the client’s functional rights (see CHART DMS Export Interface Control Document).
	Exporter
	Authenticate External System
	webservices.base.BasicRequestHandler.processRequest

	SR10.13.1.2
	The external export service shall export data on CHART TSSs to authorized third-party clients who request it based on the client’s functional rights (see CHART TSS Export Interface Control Document).
	Exporter
	Authenticate External System
	webservices.base.BasicRequestHandler.processRequest

	SR10.13.1.3
	The external export service shall export data on CHART HARs to authorized third-party clients who request it based on the client’s functional rights (see CHART HAR Export Interface Control Document).
	Exporter
	Authenticate External System
	webservices.base.BasicRequestHandler.processRequest

	SR10.13.1.4
	The external export service shall export data on CHART SHAZAMs to authorized third-party clients who request it based on the client’s functional rights (see CHART SHAZAM Export Interface Control Document).
	Exporter
	Authenticate External System
	webservices.base.BasicRequestHandler.processRequest

	SR10.13.1.6
	The external export service shall export data on CHART Traffic Events to authorized third-party clients who request it based on the client’s functional rights (see CHART Traffic Event Export Interface Control Document).
	Exporter
	Authenticate External System
	webservices.base.BasicRequestHandler.processRequest, TrafficEventExportHandler:getTrafficEventList

	SR10.14
	The system shall integrate with external applications to share GIS data.
	Map
	 
	 

	SR10.14.1
	The system shall provide an API for management of location aliases to client applications.
	Map
	MapAndGISUses.PerformGISQuery
	GISModuleClasses CD  GISModule:initialize SD

	SR10.14.1.1
	The system shall allow a client application to obtain a list of all location aliases in the database as defined by the GISService ICD.
	Map
	MapAndGISUses.GetAliases
	GISModuleClasses CD  GISLocationAliasRequestHandler:processGetAliasesRequest SD

	SR10.14.1.2
	The system shall allow a client application to add a new location alias as defined by the GISService ICD.
	Map
	MapAndGISUses.AddAlias
	GISModuleClasses CD  GISLocationAliasRequestHandler:processCreateLocationAliasRequest SD

	SR10.14.1.3
	The system shall allow a client application to edit an existing location alias as defined by the GISService ICD.
	Map
	MapAndGISUses.EditAlias
	GISModuleClasses CD

	SR10.14.1.4
	The system shall allow a client application to delete an existing location alias as defined by the GISService ICD.
	Map
	MapAndGISUses.RemoveAlias
	GISModuleClasses CD

	SR10.14.2
	The system shall provide an API for lookup of Roadway Location Information to client applications.
	Map
	MapAndGISUses.PerformGISQuery
	GISModuleClasses CD  GISModule:initialize SD

	SR10.14.2.1
	The system shall allow a client application to obtain a list of all U.S. states previously entered into the system by an administrator as defined by the GISService ICD.
	Map
	MapAndGISUses.GetStates
	GISModuleClasses CD  GISLocationRequestHandler:processGetStatesRequest SD

	SR10.14.2.2
	The system shall allow a client application to obtain a list of counties for a specified U.S. state as defined by the GISService ICD.
	Map
	MapAndGISUses.GetCountiesByState
	GISModuleClasses CD  GISLocationRequestHandler:processGetCountiesByStateRequest SD

	SR10.14.2.3
	The system shall allow a client application to obtain a list of regions for a specified U.S. state as defined by the GISService ICD.
	Map
	MapAndGISUses.GetRegionsByState
	GISModuleClasses CD

	SR10.14.2.4
	The system shall allow a client application to obtain a list of routes for a specified U.S. state, county, and route type as defined by the GISService ICD.
	Map
	MapAndGISUses.GetRoutes
	GISModuleClasses CD

	SR10.14.2.5
	The system shall allow a client application to obtain a list of routes that intersect a specified route for a specified U.S. state, county, and route number as defined by the GISService ICD.
	Map
	MapAndGISUses.GetIntersectingRoutes
	GISModuleClasses CD  GISLocationRequestHandler:processGetIntersectingFeatureOfType SD

	SR14
	OPERATIONAL ENVIRONMENT
	Map
	 (Not a functional requirement)
	 

	SR14.1
	The system shall support Internet Explorer Versions 7.x
	Map
	  (Not a functional requirement)
	 

	SR14.2
	All GUI screens shall support a minimum resolution of 1024x768
	Map
	  (Not a functional requirement)
	 


7 Acronyms/Glossary

	GIS
	Geographic Information System (GIS) is any system that captures, stores, analyzes, manages, and presents data that are linked to location

	Home Page Map
	The map component shown on the home page of the CHART user interface.

	Integrated Map
	The mapping components that are being built into the CHART user interface as part of release 5 of the CHART application.

	Intranet Map
	The CHART Mapping application that is not integrated into the CHART user interface.

	Location Alias
	A pre-defined location (lat/lon) that has been stored with some name attributes to allow operators to utilize the location repeatedly.

	Maintenance Portal
	A customized version of the CHART GUI tailored to device maintenance personnel.

	Nearby Devices Map
	Map shown on the details page for a traffic event that shows only the target traffic event and the devices that are near it.

	Object Location Map
	Map component that is used in conjunction with the object location form when setting the location of a traffic event or device.

	Open Layers
	Open source JavaScript mapping API utilized by the integrated map components in the CHART GUI.

	REST
	Representational State Transfer - a web services architecture style used in CHART that leverages web technologies such as http and XML

	Standard GUI
	The CHART GUI when not accessed via the maintenance portal.

	WMS
	A Web Map Service (WMS) is a standard protocol for serving georeferenced map images over the Internet that are generated by a map server using data from a GIS database.
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